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Preface

MuleSoft for Salesforce Developers will help you build cutting-edge enterprise solutions with flexible
and scalable integration capabilities using MuleSoft’s Anypoint Platform and Anypoint Studio. If
you're a Salesforce developer looking to get started with this powerful tool, this book will get you up
to speed quickly, enhancing your integration developer skills.

Complete with step-by-step explanations of key concepts, practical examples, and self-assessment
questions, this guide begins by introducing the fundamentals of MuleSoft and API-led connectivity.
It then walks you through the API lifecycle and the Anypoint Studio IDE, preparing you to create
Mule applications. You'll explore the core components of MuleSoft and the Anypoint Platform, gaining
expertise in building, transforming, securing, testing, and deploying applications using a wide range
of components. Finally, you'll learn how to use connectors to integrate MuleSoft with Salesforce to
address various use cases, as well as receive valuable tips for certification and interviews.

By the end of this book, you will feel confident building MuleSoft integrations at an enterprise scale.
This book will also prepare you to pass the fundamental MuleSoft certification: MuleSoft Certified
Developer (MCD) - Level 1.

Who this book is for

This book is designed for Salesforce developers who want to get started with MuleSoft. As demand
grows for cross-cloud solutions that integrate MuleSoft with Salesforce or its cloud offerings (such as
Service Cloud, Marketing Cloud, and Commerce Cloud), this book will serve as an essential resource.
Salesforce architects will also find the concepts covered useful for designing Salesforce solutions.

Basic knowledge of a programming language and familiarity with integration concepts will be helpful.
Some experience with Salesforce development and Salesforce APIs (SOAP API, REST API, Bulk API,
or Streaming API) is expected.

What this book covers

Chapter 1, Introduction to APIs and MuleSoft, covers no-code and low-code technologies, APIs and
integrations, MuleSoft products, application networks, and the API-led connectivity approach.

Chapter 2, Designing Your API, explores the API lifecycle and how to create API specifications using
RAML, HTTP web services, and API fragments. This chapter also includes adding documentation
to APIs and downloading API specifications from the Anypoint Platform.
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Chapter 3, Exploring Anypoint Studio and Anypoint Code Builder (ACB), covers how to download
and install Anypoint Studio and Anypoint Code Builder, develop a new Mule application, and run
it in both tools.

Chapter 4, Introduction to Core Components, examines fundamental MuleSoft components, including
flow controls (Choice Router, First Successful, Round Robin, and Scatter-Gather), scopes (Flow, Subflow,
For Each, Parallel For Each, Async, Cache, Try, and Until Successful), and error handling scenarios.

Chapter 5, All About Anypoint Platform, delves into the components of Anypoint Platform, including
Design Center (API Designer), Exchange, API Manager, Runtime Manager, and Anypoint Monitoring.
By the end of this chapter, you’ll understand how to create an API using Design Center, publish the
API in Exchange, create the API in API Manager to enforce policies, utilize Runtime Manager, and
monitor applications on Anypoint Platform.

Chapter 6, Learning DataWeave, introduces DataWeave for beginners. It covers the basics, including
what DataWeave is, how to create scripts, how to add comments, and details on data types, data
formats, operators, variables, functions, selectors, scopes, and conditionals.

Chapter 7, Transforming with DataWeave, delves deeper into DataWeave modules and some of the most
commonly used functions in real-world scenarios. It also covers how to use the Transform Message
component to work with DataWeave in Anypoint Studio.

Chapter 8, Building Your Mule Application, teaches you how to build a Mule application using various
configuration and properties files. It also discusses the Scheduler Endpoint, APIkit router, and
Object Store.

Chapter 9, Deploying Your Application, covers the different deployment options available in MuleSoft.
This chapter explains how to deploy an application to CloudHub, how to download and install a Mule
on-premises server, and how to deploy the Mule application to the on-premises server.

Chapter 10, Securing Your API, focuses on creating and applying policies in Anypoint Platform, securing
configurations, exposing Mule applications via HTTPS, and handling encryption and decryption.

Chapter 11, Testing Your Application, introduces MUnit and MUnitTools, along with different operations.
It demonstrates how to create test suites and test cases using MUnit, and explores how MUnit can
speed up the development process, including the use of the test recorder.

Chapter 12, MuleSoft Integration with Salesforce, explains how to integrate MuleSoft with Salesforce
CRM using the Salesforce connector. It covers two integration approaches: API-based, where you
access Salesforce objects via the API for real-time data, and event-based, where you listen to Salesforce
topics and process the messages synchronously to the required backend system.

Chapter 13, MuleSoft Connectors and Use Cases, explores various MuleSoft modules (File, FTP, SFTP,
Database, Slack, SOAP, VM, and JMS). In the File-based module (File, FTP, SFTP), you'll learn to
connect to systems and read files, as well as send files via different connectors. The Database module
shows how to configure connectors to specific databases and read/insert records. This chapter also
covers modules such as Slack, Web Service Consumer (SOAP), VM, and JMS connectors.
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Chapter 14, MuleSoft Best Practices, Tips, and Tricks, provides guidelines on MuleSoft best practices,
coding standards, and useful tips and tricks.

Chapter 15, Certification and Interview Tips, explores career paths within the MuleSoft ecosystem. It
discusses MuleSoft certifications, tips for getting certified, available training options, how to contribute
to the MuleSoft community, and interview tips for landing your first MuleSoft position.

Chapter 16, AI and Automations with MuleSoft, covers Automations with MuleSoft Composer, an
introduction to MuleSoft RPA, automating document processing with IDP, and integrating Mule
APIs with Agent Force.

To get the most out of this book

You will need Anypoint Studio 7.x installed on your computer — preferably the latest version. The
examples in this book have been tested using Anypoint Studio 7.17 on macOS, but they should work
with future minor versions as well.

You will also need a web browser to access Anypoint Platform and the DataWeave Playground. The
examples have been tested using Google Chrome on macOS, but other browsers such as Safari or
Firefox should work as well.

Finally, you'll need a REST client application installed on your computer to make requests to APIs. The
examples have been tested using Postman v9 on macOS and Windows, but other tools like Advanced
REST Client or curl should also work.

Software/hardware covered in the book Operating system requirements

Anypoint Studio 7.17 Windows or macOS

Anypoint Platform and MuleSoft Composer | Any browser

Postman or any similar API client tool Postman v9 (Windows 64-bit), Mac (Intel
chip/Apple chip), or Linux (x64)

Google Chrome Windows or macOS

If you are using the digital version of this book, we advise you to type the code yourself or access
the code from the book’s GitHub repository (a link is available in the next section). Doing so will
help you avoid any potential errors related to the copying and pasting of code.

Download the example code files

You can download the example code files for this book from GitHub at https://github.com/
PacktPublishing/MuleSoft-for-Salesforce-Developers-Second-Edition.
If there’s an update to the code, it will be updated in the GitHub repository.
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We also have other code bundles from our rich catalog of books and videos available at https: //
github.com/PacktPublishing/. Check them out!

Conventions used

There are a number of text conventions used throughout this book.

Code in text:Indicates code words in the text, database table names, folder names, filenames,
file extensions, pathnames, dummy URLs, user input, and Twitter handles. Here is an example:
"To configure it, you can set the initial state to started or stopped."

A block of code is set as follows:

asyncapi: '2.0.0'
info:
title: MusicAsyncAPI
version: '1.0.0'
channels: {}

Bold: Indicates a new term, an important word, or words that you see onscreen. For instance, words
in menus or dialog boxes appear in bold. Here is an example: "Provide the path where it needs to be
extracted and click Extract."

Tips or Important Notes

Appear like this.

Get in touch

Feedback from our readers is always welcome.

General feedback: If you have questions about any aspect of this book, email us at customercare@
packtpub . com and mention the book title in the subject of your message.

Errata: Although we have taken every care to ensure the accuracy of our content, mistakes do happen.
If you have found a mistake in this book, we would be grateful if you would report this to us. Please
visit www . packtpub.com/support/errata and fill in the form.

Piracy: If you come across any illegal copies of our works in any form on the internet, we would
be grateful if you would provide us with the location address or website name. Please contact us at
copyright@packtpub.com with a link to the material.

If you are interested in becoming an author: If there is a topic that you have expertise in and you
are interested in either writing or contributing to a book, please visit authors . packtpub. com.


https://github.com/PacktPublishing/
https://github.com/PacktPublishing/
mailto:customercare@packtpub.com
mailto:customercare@packtpub.com
http://www.packtpub.com/support/errata
mailto:copyright@packtpub.com
http://authors.packtpub.com
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Share Your Thoughts

Once you've read MuleSoft for Salesforce Developers, wed love to hear your thoughts! Please click here
to go straight to the Amazon review page for this book and share your feedback.

Your review is important to us and the tech community and will help us make sure we’re delivering

excellent quality content.


https://packt.link/r/1835882331
https://packt.link/r/1835882331
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Is your eBook purchase not compatible with the device of your choice?

Don't worry, now with every Packt book you get a DRM-free PDF version of that book at no cost.
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Part 1:
Getting Started
with MuleSoft

Part 1 introduces you to MuleSoft, the capabilities of Anypoint Platform, and the process of designing
an API. It also covers the core components of Anypoint Studio and Anypoint Code Builder. We will
explore various components of Anypoint Platform. At the end of this part, we will be familiar with
the features and capabilities of Anypoint Platform, Anypoint Studio, and Anypoint Code Builder. We
will also gain hands-on experience in designing an API.

The part includes the following chapters:

Chapter 1, Introduction to APIs and MuleSoft

o Chapter 2, Designing Your API

Chapter 3, Exploring Anypoint Studio and Anypoint Code Builder (ACB)

Chapter 4, Introduction to Core Components

o Chapter 5, All About Anypoint Platform
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Introduction to APIs
and MuleSoft

The world is changing. Technologies keep emerging. There is a greater need for technology now than
there used to be, and it’s not a coincidence. In the past, problems were simpler, and the solutions, while
not perfect, were sufficient. Now, we're overwhelmed with countless technologies offering different ways
to achieve the same goals. We're constantly introduced to new programming languages, frameworks,
and methodologies. Today, AI-driven tools, such as ChatGPT, Copilot, and Google Gemini, are at
the forefront, while what was popular yesterday quickly becomes obsolete. How can we keep up with
this relentless pace?

Before, it was good enough to just have an engineering or computer science degree to be able to thrive
in the Information Technology (IT) world. Now, you don't necessarily need a degree, but you do
need to understand the basic terminology or learn the appropriate logic required to create software.
Many people believe that understanding programming algorithms and patterns is a skill you're born
with—you either have it or you’ll never succeed in IT. This is not true — especially nowadays, in the
no-code/low-code era.

Today, we can find mobile applications that do our work for us. There are tools online to help us write,
design, paint, sing, and build, even if that is not our strongest suit. Why would programming be any
different? This is where technologies such as Salesforce, MuleSoft, SAP S/4HANA, Zoho, Oracle
Cloud, Tableau, Power BI, and JIRA come into play. The simplicity they’re based on helps you to
thrive in this environment even if you don’t come from an IT background.

In this chapter, we're going to cover the following main topics:
o No-code and low-code technologies
o Integrations
o APIs

o MuleSoft’s products
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o Application networks

o API-led connectivity approach

Let’s start by understanding the need for an integration tool.

Understanding the need for an integration tool

In today’s complex digital landscape, businesses rely on multiple systems and applications to operate
efficiently. However, these systems often operate in silos, leading to data inconsistencies and workflow
disruptions. An integration tool such as MuleSoft bridges these gaps by seamlessly connecting different
platforms, enabling smooth data flow, and enhancing overall productivity. Understanding the need
for an integration tool is crucial for any organization aiming to streamline operations, improve data
accuracy, and maintain a competitive edge. Before we dive into MuleSoft, let’s first understand why
we need an integration tool and what low-code or no-code technologies are.

Introducing no-code and low-code technologies

Programming and software development have been evolving over the years. At first, programmers
needed to manually translate the behavior they wanted into computer code. You needed to study a
programming language, practice it, and really polish it to be able to create unimaginable programs.
Eventually, this transformed into human-readable words that you could input into the machine and
it would automatically know what you meant.

Fast-forward to the year 2024 and you don’t even have to input words for the computer to know what
you want to do. Computers are now good enough to work with icons, buttons, or drag-and-drop
components. You don’t need to memorize commands; you just need an introduction to the tool and
some practice to be proficient in it. What a blessing!

Of course, there might still be some need to write code in order to have more customized behavior
that fits into more complex needs for the tool; but code in general, or a programming language, is
easier to understand every time.

Let’s now look into both no-code and low-code technologies in more detail.
No-code technologies

There are some applications that you can use that involve no coding whatsoever. A few examples that
come to mind are Trello for project management, Canva for graphic design, and Zapier for integration/
automation. You can use them without needing to know a programming language. It’s all done through
clicks and configurations. For example, Salesforce’s no-code capabilities include Salesforce Flow
for automating complex business processes through a visual interface, Lightning App Builder for
customizing page layouts and creating apps with drag-and-drop functionality, and Process Builder
for automating tasks and workflows based on predefined criteria. These tools enable users to tailor
Salesforce without writing any code.
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For example, Zapier and other tools, such as If This Then That (IFTTT), are very popular because
you only need your browser to access them. There’s no need to install an application on your computer
or perform updates to your software. You can simply type the site name into your browser, create an
account, and start using it right away. Of course, there is a learning curve to understanding how to
use them. But this can be overcome in a matter of hours or days, not years of a professional career.
With these kinds of integration tools, there are predefined apps that you can connect to through their
Graphical User Interfaces (GUISs), such as Google Calendar, GitHub, and Philips Hue. You can create
specific triggers to automate your day-to-day work. An example that comes to mind is sending a Slack
message as soon as a commit is pushed in GitHub. You can just click through the flow to sign in to
your accounts from these different services and you don’t even need to understand how their code
works. That is the beauty of no-code technologies.

Low-code technologies

In low-code tools, you can still take advantage of drag and drop, clicks, and configurations, but there
might be some coding involved for more precise functionality. However, programming is not the
majority of the work. The technology does not revolve around the programming language; rather, it
is considered a feature of the overall product. This is the case for Salesforce with Apex and MuleSoft
with DataWeave. You can use Salesforce and MuleSoft without the need to use their programming
languages, but they are available for you in case you need custom functionality.

MuleSoft is considered a low-code technology because, while it provides a user-friendly, drag-and-drop
interface for creating integrations, it still requires some coding for more complex tasks. For example,
if you need to perform custom data transformations, advanced error handling, or connect to legacy
systems, MuleSoft allows you to use DataWeave scripting or custom connectors. These scenarios go
beyond simple configuration, requiring technical knowledge, which is why MuleSoft is categorized
as low-code rather than no-code.

Analyzing integrations

Integration connects various systems or applications, allowing them to communicate and share
data effectively. This process streamlines workflows and ensures that different technologies function
together cohesively.

Let’s now look into a technical example to demonstrate what integration does. If you're not familiar
with JavaScript Object Notation (JSON), it’s a type of data that is widely used nowadays because of
its simplicity and easiness of reading.
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Let’s say that system A uses the following JSON object to describe a person. It contains the ID,
FirstName, and LastName fields:

systemA-person.json

"ID": 1,
"FirstName": "Alexandra",
"LastName": "Martinez"}

However, system B uses a different JSON structure to describe a person. Instead of the ID field, it uses
id, instead of FirstName, it uses firstName, and instead of LastName, it uses lastName:

systemB-person.json

DielPg 4,
"firstName": "Alexandra",
"lastName": "Martinez"

For a human, this might seem like a pretty straightforward transformation. The fields have the same
names; they just have different uppercase and lowercase letters. However, for a computer program,
these fields are completely different. You need an integration that will help system A and system B to
effectively communicate with each other even though their fields are different.

Of course, this example is simple compared to real use cases. This is just to give you a better idea of why
you would need integration to connect different systems. In the real world, this data can range from
something as brief as what was just demonstrated to as extensive as 2,000 fields at a time. Sometimes,
this data will also involve different data types.

Now, imagine that we not only have to connect different data structures from system A to system B but
also need to connect systems C, D, and E. All of them have their own data structures. Some of them
don’t even use JSON; they use other data types, such as CSV or XML (see Figure 1.1). It would be a
lot of work to manually create code to be able to talk within all of these systems. Instead of creating
a huge, tightly coupled, and hard-to-maintain application to connect them all, you can create small
and easy-to-maintain Application Programming Interfaces (APIs) that will help you to integrate
all of these systems and even leave space for any changes to the integrations that can be easily done.



Understanding APIs

System A

JSON

' _
Integration Layer @

JSON XML Ccsv XML
System B System C System D System E
y y v
External API External API SFTP server SFTP server

Figure 1.1 — Integrating different systems

You're not stuck with a ton of dependencies within the same project but have different microservices
to manage your whole application network (see Figure 1.7), which brings us to our next topic.

Understanding APIs

The term integration is still an abstract concept without seeing some examples of technology that can
implement it; but don’t worry, we'll get there. Let’s now switch gears and dive into another popular
term we hear a lot nowadays: APL

If you're a visual person, we encourage you to watch this video, https: //youtu.be/s7wmiS2mSXY,
from MuleSoft to see an animation with a restaurant analogy that is widely used to explain APIs.
This step is optional, but it might help you understand this concept better. We will walk through the
restaurant analogy in the following section.

Reviewing the restaurant analogy

When you go to a restaurant, after you sit down and get yourself comfortable, a server will come to ask
for your order. You order your dish, the server writes it down, and then they proceed to communicate
the order to the kitchen. The kitchen staff works their magic to cook your meal, and then let the server
know when the meal is ready. The server picks up the dish and takes it to your table for you to enjoy.

7
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Now, let’s break this down into smaller pieces:

1. You order your food.
The server writes down your order and sends it to the kitchen staff.
The kitchen staff prepares the order and gives it to the server.

The server picks up the order and brings it to you.

AN

You receive your food.
We can look at this process as if it were API calls:

1. You call the Server API, requesting some food.
The Server API forwards your order to the Kitchen API, requesting your food.
The Kitchen API processes this information and responds with your food.

The Server API takes the food and responds to your order with the food.

AN

You receive the food and confirm it is correct.
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Figure 1.2 — API calls in restaurant analogy

The important things to understand from this analogy are as follows:

« You don’t know what the server wrote down in their notebook that was sent to the kitchen

« You don't know all the ingredients that were put into your food or the exact process that the
kitchen staft followed to prepare the order

« You don’t know what the kitchen staff told the server to let them know your order was ready

All that you know is that you ordered what you wanted and you received what you had ordered. APIs
are a lot like that.

Fun fact

In a restaurant, you are the client and the person who brings your food is the server. Guess
what it is called in the API world? In API lingo, the application that calls an API is called the
client application, and the application or API that responds is called the server application.
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Let’s now look at a real-life API to understand it better.

Exploring an APl example

There are thousands of APIs that you can use in the real world. An example that we can use to
demonstrate is the Twitter/X APL X (formerly Twitter) is a social network that is popular because of
the maximum number of characters allowed in a single tweet. As of the time of writing, you can only
post 280 characters at a time, which makes it ideal for short thoughts or quick updates about different
topics. Once you have a Twitter/X profile and start following other accounts, you will be able to see
the tweets from those accounts on your home page, or timeline.

If you go to the Twitter/X API documentation (developer.twitter.com/docs/twitter-
api), you will be able to find all the different requests and responses that you can use to communicate
with the API (the menu from the restaurant analogy, if you want to look at it that way).

Getting started

2 to the Twitter API M

Make yo

witter APl Getting acc wr first requast Important resources

Twitter API

About the Twitter API

The Twitter AP can be used to programmatically retrieve and analyze Twitter data, as well as build for the conversation on

Getting started

About the Twitter AP1
Twitter.

Ower the years, the Twitter API has grown by adding additional levels of access for developers and academic researchers to be
able to scale their access to enhance and research the public conversation.

Recently, we released the Twitter API v2. The Twitter APl v2 includes a modern foundation, new and advanced features, and
quick onboarding to Essantia

CEss.,

The following three tabs explain the differant versions and access levels of the Twitter AP1, what's new with w2, and which
Twitter resources you can retrieve, create, destroy, and adjust using the AP

Access levels and versions What's new with v2 Twitter AP resources

Twitter APl access levels and versions

Twitter Ads API

While the Twitter API v2 is

recommend that all users

the primary Twitter API, the platform currently supports previous versions {v1.1, Gnip 2.0) as well. We

art with v2 as this is where all future innovation will happen,

Twitter for Websites : =
The Twitter AP v2 includes a few access levels to help you scale your usage on the platform. n general, new accounts can

quickly sign up for free
access and bayond,

Essential access. Should you want additional access, you may choose to apply for free Elevated

Figure 1.3 - Twitter/X APl documentation site

You can use the Twitter/X API to retrieve your tweets, post new ones, or integrate Twitter/X with
other apps. For instance, social media tools, such as Hootsuite or Later, use the API to schedule posts.
APIs allow you to work with any language or technology, as long as you follow their data format
requirements. You don’'t need to know the APT’s internal workings—just the data it accepts and returns.
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Analyzing APl components

Now that we have a better idea of what APIs are, let’s start looking into some components to define
them. We won’t get into the technical details just yet, but it is good for you to start familiarizing
yourself with this terminology.

Implementation

The implementation is the body of the API, that is, the code you choose to build the API with, the
part that does the processing of the request and the response. We will use this term interchangeably
with API throughout the book.

Request

Whatever is sent to the API is called a request. This includes different kinds of information that will
tell the API what needs to be done with the data that is received. In the restaurant analogy, this can be,
for example, a hamburger with no pickles, in a combo, with a large soda, and some fries on the side.

Response

Whatever is received back from the API is called a response. This includes information to describe
what happened in the processing of the requestor, for example, whether the request was successful or
not or whether there was a problem with the request. In the restaurant analogy, this can either be the
food you ordered (a successful response), the server telling you that the dish is no longer available
but you can still order something else (a failed response with a workaround), or the server telling you
that they’re closed for the day (a failed response with no workaround).

b
. @ Request @ Request @ ‘
- ‘ > = > ]
Ri
D @ Response @ esponse

Integration
Layer Kitchen Backend Application

Client

Figure 1.4 - APl implementation
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APl specification

This specification serves as a rule, standard, or contract - however you want to look at it — to tell
the client application (the application that calls the API or sends a request to the API) what kind of
information it needs to send to the API in order to be accepted and processed as needed. For example,
if the API specification says the API only accepts JSON requests and the client application sends
an XML request instead, then an error will be returned stating that this data type is not accepted by
the API. This is also a contract in the sense that it lists what the API may or will return to the client
application, for example, a JSON object containing the 1d, firstName, and 1lastName fields.

Listing the benefits of using APIs

We still haven’t talked about the technical aspect of an API, but we've seen some examples and an
analogy to help us get a better idea of this concept. Let’s list some of the benefits of using APIs:

o Loosely coupled: Integrating multiple systems through loosely coupled APIs within an application
network offers flexibility and avoids dependency issues compared to tightly coupled systems
(interacting components are interdependent and must be simultaneously present and operational).

« Governance: With the APIs approach, you have a better chance of being able to govern your
network. You can create API gateways, policies, and any sort of security to ensure that no
unwanted intruder can get to your APIs. This can be a challenge with legacy systems sometimes
because you need to create personalized code or external solutions may not be available for
your system.

o Discoverability: APIs are well documented for easy discovery and usage by developers, providing
examples, use cases, and descriptions, unlike legacy systems, which lack such accessibility.

o Easier maintenance: APIs, with their specific functionality and smaller code base, are easier
for developers to understand and maintain compared to complex legacy systems with millions
of code lines and dependencies.

o Efficiency: From a project management perspective, we can also take this point into account.
Because APIs have less code and their functionality is so specific, the time to deliver new features
can be shortened compared to other architecture types or legacy systems.

« Reusability: APIs are designed with reusability in mind, allowing specific functionality to be
easily reused across multiple services or systems without the need for custom code, thanks to
their loosely coupled nature.

1
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Figure 1.5 - Benefits of using API

Introducing MuleSoft

Everything comes together. After understanding all of the previous concepts — no-code/low-code
technologies, integrations, and APIs — we can start talking about MuleSoft. In this section, we'll describe
what MuleSoft is, what some of its products are, how it’s useful, and how it is going to help you in
your career as a Salesforce developer. First of all, MuleSoft is the name of the company that created
the existing suite of products. When people talk about MuleSoft in a development context, they are
referring to all of the products that this company has created. A clearer example of this can be seen now
that Facebook has changed its name to Meta; we can more easily see the difference between the name
of the company (Meta) and its corresponding products (Facebook, Instagram, and WhatsApp). The
same is the case with MuleSoft. The name of the company is MuleSoft; it’s not the name of a product.
But when we refer to MuleSoft, it encompasses all of MuleSoft’s products.
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Listing MuleSoft’s products

Let’s take a look at some of the most popular products that MuleSoft has released so far (up to the
time of writing this book). The suite of technologies can be broken down into three main products:

o Anypoint Platform
« Anypoint Studio

o Composer
Each of these products includes its own products and functionality as well. Let’s review them in detail.
Anypoint Platform

Anypoint Platform can be accessed through your browser. If you go to anypoint .mulesoft.
com, you will see the login screen. You can create a free trial account that will last 30 days. Inside
Anypoint Platform, you will find the following products:

Note
We will talk more about all these products in Chapter 5.

o Anypoint Design Center: This is where you can manage your API specifications with API
Designer and your Async API specifications with AsyncAPIL

o Anypoint Exchange: You can look at this product as an app store of sorts where you can find
a catalog of published assets that you can reuse in your own code.

« Anypoint DataGraph: If you're familiar with DataGraph, MuleSoft created its own product
to help you use this technology within its suite of products.

o Access Management: This is where mostly only the admins of the account will be able to change
permissions or access for the users of the account.

o Anypoint API Manager: As its name says, you will be able to manage your APIs from here.
You can manage alerts, contracts, policies, SLA tiers, and other settings.

« Anypoint Runtime Manager: The Mule applications are located in Runtime Manager. You can
access logs, object stores, queues, schedules, and settings.

o CloudHub or CloudHub 2.0: If your Mule application is running within MuleSoft’s cloud
provider service, that means youre using CloudHub. Your Anypoint Platform free account
will use CloudHub by default.

« Anypoint Visualizer: You can use this product to get a visual representation of your systems,
such as autogenerated architectural diagrams or available policies, or perform some general
troubleshooting of your applications.

13
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Anypoint Monitoring: Here, you can generate custom dashboards or use the built-in dashboards
to get a better feel for how your apps are behaving.

Secrets Manager: Here, you can store sensitive data such as passwords, tokens, certificates, or
keys in secrets manager so they can be accessed and still be secured.

Anypoint Runtime Fabric: This is not included in your free trial account, but this is where you
would be able to deploy your Mule applications to different cloud providers, such as Microsoft
Azure, Amazon Web Services, Alibaba, Redhat OpenShift, or Google Cloud Platform.

Anypoint MQ: This is MuleSoft’s message queueing service. It is a built-in solution that includes
its own connectors to use within your code with no extra drivers or settings needed.

Anypoint Service Mesh: This is not included in your free trial account, but with this product,
you can manage non-Mule applications within the same suite of products, regardless of the
programming language they’re based in.

Anypoint Flex Gateway: With this lightweight gateway, you can manage Mule and non-Mule
applications. You can install Flex Gateway in Docker, Kubernetes, or Linux. This is included
in your free trial account.

Anypoint API Governance: Here, you can create standards for your API specifications, Mule or
non-Mule applications, security policies, and more. This is included in your free trial account.

Anypoint Code Builder (ACB): It's a new IDE for designing and implementing APIs, available
in desktop and cloud versions, currently in BETA release. Let’s now see the products inside
Anypoint Studio.

Anypoint Studio

Anypoint Studio is MuleSofts IDE (based on Eclipse). You install this application on your computer
and this is where you’re able to develop Mule applications. Studio has a nice GUI to find predefined
connectors and use them to develop your Mule flows. Inside Anypoint Studio, you will find the
following products:

MUnit: MuleSoft’s testing framework. MUnit is optimized to create tests visually. We can
create tests using connectors, such as Mock, Assert, and Spy. We will talk more about MUnit
in Chapter 11.

APIKkit: With this product, you can take your API specification and create a basic structure
for your Mule application instead of doing it from scratch. We will talk more about APIkit in
Chapter 8.

DataWeave: MuleSoft’s functional programming language, optimized for transformations. We
will do a deep dive into this language in Chapter 6, and Chapter 7.
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Let’s now see an overview of Composer.

Composer

Composer, as opposed to the other MuleSoft products, is a no-code tool. There’s no need to create an
API specification or implementation. Composer was specifically designed to have clicks not code, as
its slogan says. If you're familiar with some of the no-code tools we mentioned earlier in this chapter,
such as Zapier and IFTTT, Composer follows a similar approach. We will talk more about Composer
in Chapter 12.

Now that we understand the variety of products MuleSoft offers, let’s look into how all of these tools
are useful.

Understanding why MuleSoft is useful

We just learned about the suite of products and functionality that MuleSoft offers. Besides being a
low-code technology with a smaller learning curve than a regular programming language, MuleSoft
can fulfill almost all the requirements you need to cover in the development life cycle. From designing
to implementing and testing to deploying, securing, and monitoring your solutions, MuleSoft most
likely has a product for your needs. The best part is that because you're using all these products under
the same sphere, they can be easily integrated or moved from one stage to the next.

Let’s review what a Mule application or an API life cycle would look like within MuleSoft’s products.
Design phase — APl specification

We're first going to review what MuleSoft products can be used in the design phase of your API. This
will result in an API specification that you can use as the foundation for the next phase. This phase
takes place in Anypoint Platform:

1. API specification design: Using Design Center, you can start designing your API specification
with the visual API Designer without having to know RESTful API Modeling Language
(RAML) or OpenAPI Specification (OAS).

2. APIspecification testing: Using the mocking service, which can be found in API Designer, you
can create a mock of your current API specification and make calls to it. This is with the purpose
of getting a feel for how the developers will experience your API before even implementing it.
The idea is that you go back and forth between the design and testing until you feel comfortable
with the specifications you've created.

3. API specification publishing and feedback: From API Designer, you can publish your
finished specification to Exchange for others in your organization to discover. Exchange will
automatically generate basic documentation based on your API specification. You can share
this Exchange asset with others in order to gather feedback on your design. If you still need to
adjust things, you can just go back to API Designer and modify what’s needed. After you do
this, you can publish a new version of your API specification in Exchange.

15
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We can iterate through these first three steps as long as needed until we feel comfortable that we
have an API specification on which to base our implementation. Once we have the first draft, we can
continue with the next phase.

Implementation phase — Mule application

Now that we have a first draft of the API specification, we can get started with the implementation.
This phase takes place in Anypoint Studio:

1. Mule application implementation: This process is where you would be using the available
connectors or DataWeave to start creating your Mule application’s implementation. After
you've finished any number of iterations and feel comfortable with the API specification you
generated in the previous phase, you are now ready to start creating your Mule application.
From Anypoint Studio, you can connect to your Anypoint Platform account and download
the API specification from Exchange. This will generate the basic flows and error handling so
you don’t have to start creating everything from scratch. This process uses APIKkit to route the
different types of requests to their corresponding Mule flows. In addition, any request that is
not recognized by the API specification will be routed to the corresponding error handling.
For example, if we refer to our previous restaurant analogy, if you were to order food that was
not available on the menu, the server would respond that what you requested does not exist.

2. Mule application testing: Once you generate the main functionality, you are ready for the next
step, which is where you would start creating your unit testing using MUnit. Nothing is better
than a high-quality application. Here, you can create mocks and use asserts to make sure the
different scenarios for your code are indeed working as expected. A best practice is to aim for
90% of MUnit coverage, if not 100%, but this varies depending on each project.

Same as earlier, we can iterate through these steps as many times as we need to achieve good-quality
code and functionality of the application. Once we're happy with the first draft of the functioning app,
we can continue with the next phase.

Deployment and managing phase - API

Now that we have a functioning Mule application, we can start the deployment and managing phase.
This phase takes place in Anypoint Platform:

1. API deployment: After testing your Mule application locally, deploy it seamlessly to the cloud
from Anypoint Studio. Monitor the deployment progress via Runtime Manager. While various
cloud providers are available, we'll concentrate on MuleSoft’s CloudHub for now.

2. API security: Now that your application is running in CloudHub, you are ready to create API
policies, contracts, SLA tiers, and so on. All of this is managed by API Manager.

3. API'monitoring: Your API is secured and running. Now, it’s time to lay back and relax. You can
monitor your API from Anypoint Monitoring or create alerts in case something goes wrong
and you want to immediately get notified about it.
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The API life cycle doesn't stop here; it’s an ongoing process. Once the application is deployed,
developers test it and give feedback on features or bugs. This initiates a new cycle, either at the design
or implementation phase, depending on the case, and the cycle repeats.

Now, we have a better idea of what MuleSoft is and how it’s useful in the API life cycle. This book
was written for Salesforce developers and architects, so let'’s now see how MuleSoft is helpful for your
professional career.

Analyzing how MuleSoft helps Salesforce developers

MuleSoft has long been helpful in integrating different technologies, including Salesforce. However,
since Salesforce acquired MuleSoft, we can see more and more integrations between the technologies.
Furthermore, the acquisitions of Slack, Tableau, and Servicetrace have also increased the use of
MuleSoft throughout these platforms and vice versa. For example, there wasn't an official Slack connector
in MuleSoft before, but one was created after the official acquisition. There is also a new product in
the works called MuleSoft Robotic Process Automation (RPA), and guess what Servicetrace is? Yes,
it’s an RPA technology. We now also have Composer, which is a technology created by mixing both
Salesforce and MuleSoft technologies.

Together, these acquisitions create a cohesive platform where integration, collaboration, and analytics
work seamlessly, leading to improved operational efficiency and a more connected, insightful
business environment.

While it might be true that you don’t necessarily need to know MuleSoft in order to be a Salesforce
developer, the past and the present are the foundation of what we predict the future will be like. What
history’s been telling us is that Salesforce will continue adding to its 360 products from other companies
it acquires. We already have Composer in common with Salesforce and MuleSoft - who knows what
else will be integrated in the future. But it all points to the fact that MuleSoft will be integrated more
and more into the Salesforce suite.

From a professional career perspective, currently, there are not a lot of developers who are proficient
in both MuleSoft and Salesforce - they are either Salesforce developers or MuleSoft developers, or
they may know a little bit about the other but are not experienced developers in both. It wouldn’t be
a surprise if in some years, job postings started requiring proficiency in both technologies.

The following summarizes what we have discussed in this section:

o MuleSoft enhances Salesforce’s ecosystem to connect with other technologies, providing a
more integrated and efficient solution for managing and utilizing data across various platforms

o There is already a product created that combines both Salesforce and MuleSoft: Composer

o Career-wise, it would be smart of you to get ahead of the trend and become proficient in both
technologies before it becomes a requirement
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Exploring application networks and the API-led
connectivity approach

This is where it all comes together. We understand that MuleSoft is a collection of low-code technologies
that help us to create APIs or microservices based on Mule applications. Integrations are important because
we can connect different services with different data types or structures to create an application network.

Understanding what application networks are

If computers are connected in a network, it’s called a computer network, such as in a computer lab and
office network. Similarly, when applications are interconnected, it’s referred to as an application network.

Why do we create several APIs and connect them instead of creating one single system to do all
of this? Remember the benefits of using APIs: loosely coupled, governance, discoverability, easier
maintenance, efficiency, and reusability. We can’t achieve these with a regular system. All the code is
tightly coupled, it’s hard to maintain, it can’t be reused, and so on. This is why we want to create an
application network to connect all of these different building blocks.

Salesforce

workday

Twitter

Credit

Mobile

Figure 1.6 — Application network representation



Exploring application networks and the API-led connectivity approach

We can connect services or platforms such as Salesforce, Workday, Amazon Web Services, NetSuite,
Dropbox, Google Drive, SAP, and Twitter/X - the options are endless. Even if these don’t have an
API to connect to as easily, MuleSoft’s products offer so many options for customization that you can
really integrate almost anything with MuleSoft. The main vision when MuleSoft was created was to
be able to work together and make more APIs to discover and reuse. This would essentially reduce
time to delivery and IT demands would be easier to meet over time. But how exactly do we plan on
doing this network? This brings us to our next point.

Analyzing the API-led connectivity approach

MuleSoft believes in an architectural approach in which you have a standard to give your APIs a
specific purpose in your application network. This can help you create more reusability around your
APIs so you can easily add new functionality or APIs, modify or upgrade existing ones, or remove
any API that’s no longer being used.

This API-led connectivity approach is based on three different layers in which we'll categorize our
APIs: Experience, Process, and System.
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Figure 1.7 — The three layers of the API-led connectivity approach: Experience, Process, and System
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Experience layer

This is the top layer. It is where we have the APIs that directly make contact with the client application,
whether that’s a mobile application or a desktop/web application. This is where we put the APIs that
have direct contact with the outside world, that is, the APIs that are public. The sole purpose of these
Experience APIs is to connect to the client application and send the information to the next layer.
The only logic we may add here is any kind of security or filter to make sure the information that is
received is correct and can indeed proceed with the rest of our application network. If anything is
missing or looks suspicious, then it’s the Experience API’s responsibility to not let this data proceed
further and raise this as an error immediately.

Process layer

This is the middle layer. It is where, as its name suggests, the data we receive from the Experience
layer is processed or transformed in order to be sent to the rest of the APIs. Just as we saw earlier
on in this chapter when we talked about integrations, if we have system A, which processes certain
information, and then we have system B with a different data structure, then itd be the responsibility
of the Process APIs to transform (or translate) these two data types in order to be understandable by
their corresponding APIs.

Going back to our previous example, say now system A is the data that comes from the client application

and system B is the data that we need to send to the server application; we end up with something
like this:

client-application.json

TEBUg 4,
"FirstName": "Alexandra",
"LastName": "Martinez"

server-application.json

Diglg 4,
"firstName": "Alexandra",
"lastName": "Martinez"

}



Summary

It is the Process APT’s responsibility to do these two transformations both upstream and downstream.
The Process API would first receive client-application. json as its input, then it would have
to transform it to the server-application. json structure and send it to the corresponding
APL. After the downstream API responds, the Process API needs to transform the data from whatever
it received from the server application to whatever data type or structure the client application is
expecting to receive. In this case, the client application would be the Experience API that’s calling the
Process API, and the server application would be the System APIL

System layer

This is the last layer. The Experience layer, the topmost layer, is the one that directly connects to the client
application. Now that we're at the bottom, this is where we directly connect to the server application,
whether that is Salesforce, Facebook, SQL, or Azure, you name it. These APIs are where we store any
tokens, passwords, credentials, or URLs that are needed to connect to the underlying systems.

Since most of the filtering, security, cleanup, and transformations are done in the previous layers, this
layer can focus solely on connecting and sending the data to its target. If there is more data transformation
needed from this response, the Process API is responsible for doing so, not the System APL

We have a better picture now of how the API-led connectivity approach is helpful for our application
network — when we separate the APIs into these three layers, we have a better standard to follow in
our architecture. Now, let’s summarize all we have learned in this chapter.

Summary

In this chapter, we learned how the learning curve for no-code or low-code technologies is smaller
than learning a programming language. You mainly need to learn how to use the GUI, which may
take some hours or days, and almost all the functionality is done through clicks instead of code.

When we have systems that need to exchange pieces of information, but they don’t necessarily use
the same data type or data structure, we create integrations to help translate this data. Using APIs is
better for the developers who create or maintain the code, the developers who want to use a public
API], and the companies behind them. APIs, as opposed to other systems, are loosely coupled, easier
to maintain, discoverable, and reusable.

MuleSoft’s main three products are Anypoint Platform, Anypoint Studio, and Composer. Anypoint
Platform is a tool you can access from your browser to design, deploy, manage, secure, and monitor
your APIs or applications. Anypoint Studio is the IDE you download and install on your local computer
to develop and test your Mule applications. Finally, Composer is a no-code product that was created
by mixing both Salesforce and MuleSoft to help you integrate your systems faster.

The whole reason for creating APIs in the first place is that it makes it easier to have an application
network made of smaller pieces that we can connect as building blocks. We can reuse the functionality
for different purposes, instead of having to create custom code with the same functionality.
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MuleSoft believes in using the API-led connectivity approach as the architecture pattern to connect
our APIs. We have the Experience, Process, and System layers, which will help us create specific APIs
that can be reused and maintained more easily throughout the application network: the Experience
layer for client application-facing functionality, the Process layer for orchestrating and processing the
information, and the System layer for connecting to external services.

In the next chapter, we will expand our API knowledge from the basics to the technical aspects. We'll
review some best practices to design a better API specification and understand how exactly APIs
connect with each other.

Questions

Take a moment to answer the following questions to serve as a recap of what you just learned in
this chapter:
1. What's the difference between no-code and low-code technologies?
What are the API components we talked about in this chapter?
How do the API components relate to the API analogy we discussed?

What are the names of the three main MuleSoft products?

AN

List some of the products or functionality that can be found inside those three main
MuleSoft products.

6. What are the three phases we talked about when creating an API within MuleSoft?
7. What are the three API-led connectivity layers?
8.  What purpose does each of the API-led connectivity layers serve?

Answers

1. The differences between no-code and low-code technologies are as follows:

No-code technologies provide a user interface for you to use the product and don't require you
to learn or know any type of programming language in order to use it.

Low-code technologies also provide a user interface, but they do involve some minor programming
in order to create more personalized functionality. Although the use of the technology doesn’t
revolve around the programming language, it is a part of it.

2. 'The API components are as follows:

* Implementation: The body of the API, where all the information is processed

* Request: The data you send to the API with detailed information



Answers

Th

Response: The data you receive back from the API with detailed information about what
happened with your request

API specification: The standard, or contract, so you know what you can ask for in the request
and what you might receive in the response

e API components relate to the API analogy as follows:

The implementation is like the kitchen staft: they receive your order, cook your food, and
serve your order. You don’t know how they cooked it or exactly what ingredients it has, but
you receive what you requested.

The request is what you order, with any specific details, such as a hamburger with no tomatoes,
extra pickles, in a combo, with an orange soda, and fries on the side.

The response is what you get back after you make your order, such as a hamburger with no
tomatoes, extra pickles, and so on.

The API specification is like the menu when you arrive at the restaurant. You can't just order
whatever you want; you have to order available dishes from the menu.

Anypoint Platform, Anypoint Studio, and Composer.

Th

e products or functionality that can be found inside the three main MuleSoft products are

as follows:

.

Anypoint Platform:

Anypoint Design Center
Anypoint Exchange
Anypoint DataGraph
Access Management
Anypoint API Manager
Anypoint Runtime Manager
CloudHub

Anypoint Visualizer
Anypoint Monitoring
Secrets Manager
Anypoint Runtime Fabric
Anypoint MQ

Anypoint Service Mesh
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+ Anypoint Flex Gateway

+ Anypoint Code Builder
* Anypoint Studio:

* MUnit

+  APIkit

+ DataWeave

+ Composer

6. Design phase, implementation phase, and deployment and managing phase.
7. Experience layer, Process layer, and System layer.

8. The purposes served by the API-led connectivity layers are as follows:

I.  Experience layer: The APIs that are exposed to the calling clients, such as a mobile
application, a web application, or a desktop application. This is where youd add any
public-facing security, such as appropriate security policies.

II.  Process layer: The APIs that are in charge of orchestrating and processing the data. They
receive the data from the Experience APIs, process it, and send it to the System APIs.
Then, they receive the data from the System APISs, process it, and send it back to the
Experience APIs. This is where all the data transformation should take place.

III.  System layer: The APIs that connect to any downstream or external systems. Their sole
purpose is to connect with external technologies and send back - to the Process APIs
- the information that was received. This is where all the external systems’ credentials
are stored.
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Designing Your API

In the previous chapter, we learned about MuleSoft and its capabilities. We also gained some insights
into APIs, API-led connectivity, and what were trying to build - an API network.

After having a basic understanding of the fundamental concepts of MuleSoft, in this chapter, we will
learn about the life cycle of an API design, compare various API design modeling languages, and
learn various aspects of API design and API fragments. We will also get hands-on practice designing
an API specification using the RESTful API Modeling Language (RAML).

API design is a primary and crucial step toward building a successful application network; the goal
of this chapter is to enable you to design an API using the best practices and industry standards.

Here is what you can expect to learn about in this chapter:

o The life cycle of an API

o Anintroduction to REST, HTTP, and SOAP

o Getting started with OAS and RAML

o The basics of API design

o Understanding the Anypoint Platform Design Center
o Designing your first REST API

« Hands-on experience with your API design

o Best practices and guidelines to design an API

Before getting started with the actual API design, let’s first understand the fundamentals of an API
design life cycle.
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Understanding an API life cycle

To build a complete API, we need to follow a systematic approach. Hence, we shall now learn about
the life cycle of an API. It consists of four stages:

1.

Design: This involves architecting the basic skeleton of your API. This is the first and the
most crucial step, as we need to take into consideration all the functional and non-functional
requirements to build a logical structure.

Simulate: After having a fair understanding of the initial requirements, we need to implement
the API by using appropriate endpoints, methods, data types, and examples, and following the
API design best practices.

Feedback: Once our API model is ready, we can simulate our API using the mocking service.
Also, we can test our API to check whether the response meets the initial requirements.

Validate: At this stage, we will share the API with other external/internal developers and
collaborators and take into consideration the feedback received from them. Later, we shall
introspect the received feedback and implement the API design changes accordingly.

Validate Simulate

Feedback

Figure 2.1 - APl design life cycle

As shown in Figure 2.1, this is an iterative process consisting of four stages until the API design
is finalized.

After understanding the various stages of the API design life cycle, we shall now focus on the key
elements of API design, which are REST, HTTP, and SOAP.
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Introducing REST and SOAP

REST and SOAP are two different approaches to implementing an API design. In this section, we
shall learn a bit more about them.

While we’re mainly going to focus on the creation of a REST AP, it’s equally essential to know the
difference between REST and SOAP APISs so that you can decide wisely what type of API suits your
organization’s requirements.

REST

REST stands for Representational State Transfer. It represents a modern architectural style for
designing an APL

These are the features of a REST API:

o It accommodates stateless client-server architectural models, and the data is transferred over
the HTTP/HTTPS protocol.

o It supports several data types such as XML, JSON, plain text, and HTML, which makes it easily
consumable. JSON is the most widely used data type, a human-readable language.

o It is lightweight and compatible with most of the latest technologies. Let us now learn more
about the HTTP protocol.

Introducing HTTP

HTTP, short for Hypertext Transfer Protocol, is a client-server communication protocol used to
exchange data in a client-server architecture model. HTTP is the data transfer protocol that supports
REST APIs.

HTTPS is identical to HTTP but has a security add-on. It supports the Transport Layer Security
(TLS) protocol, which is a Secure Sockets Layer (SSL) handshake — encryption to exchange data
securely between a client and a server.
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Figure 2.2 depicts what a typical HTTP request/response looks like:

[

1 | httpefimulesoft-demol23.us-e2, cloudhub lofapi/displaySongs | 2 m

Heoaders

¥ Hidn auto-ganoratod heagers

KEY VALUE DESCRIPTION ws  BulkEdit  Presets v
> 4 Postman-Token @ <calculated when request Is sent>
Host ) «<calculated when request Is sent>
Usar-Agent T PostmanRuntime/7.29.0
Accept o
Accept-Encoding D grip, defiate, br

Body ' dire: 317 8 Save Response
Pgly ISON P & X

Figure 2.2 — A snapshot from the Postman tool depicting the HTTP request

Figure 2.2 tells us about the HT TP request triggered from the Postman tool. We shall now look at the
various elements of the HT'TP request/response with the help of the preceding figure.

The prime elements of an HTTP/HTTPS request/response are as follows:

Method: This is a verb that defines what action is to be performed. The most commonly used
methods are GET, POST, PUT, PATCH, OPTIONS, and DELETE.

URL: The Uniform Resource Locator (URL) is an address to send requests from a client to
get service from a server. It contains all the information related to the host, port, domain,
and endpoint.

Headers: This is an optional part of an HTTP request, which carries additional data/metadata
related to the request.

Request body: Methods such as POST, PATCH, and PUT carry data in the form of the body.
HTTP supports various formats such as text, JSON, XML, HTML, and so on.

Response body: This gives us the response returned by the server. Similar to the request body,
it supports several formats.

Response status: The status code indicates the state of the API request sent. The following table
indicates the response codes and response statuses of HTTP:
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Response Code | Response Status
100-199 Informational
200-299 Successful
300-399 Redirection
400-499 Client Error
500-599 Server Error

As we've now understood the REST API and HTTP protocol, let’s learn more about the SOAP APL

SOAP

SOAP stands for Simple Object Access Protocol. It’s a protocol widely used to communicate between
different applications. The SOAP API uses Web Service Definition Language (WSDL), which is an
XML-based contract between a client and a server. It contains all the relevant information related to
a web service, endpoints, request/response, security, and so on.

These are the main features of the SOAP API:

o It can handle requests using several protocols such as HTTP, SMTP, and TCP
o SOAP supports only the XML format

o Itis more secure compared to REST and complies with atomicity, consistency, isolation, and
durability (ACID) properties

o The structure of the SOAP API is a bit complex and there is an overhead to managing it

o Most of the legacy applications use the SOAP API

After understanding the features of REST and SOAP APIs and the HTTP protocol, we can select the
respective API modeling language, which can be OAS or RAML, as per an organization’s use case.

Let’s now learn more about OAS and RAML.

Getting started with OAS and RAML

Open API Specification (OAS) and RAML are the two most extensively used API description formats.
Anypoint Designer lets you create a REST API using RAML or OAS (previously known as Swagger).

Although they both have a lot in common, it’s essential to understand the capabilities of both OAS
and RAML so that we can choose our API specification language wisely.
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OAS

OAS is an open source specification language founded in 2010 with huge community support. Its
fundamental purpose is to keep API documentation, libraries, and code in sync:

o It supports both JSON and YAML to design API

o OAS isideal if your application has response type-only JSON, as it takes a longer time to load
other formats

« Itis not feasible in terms of code fragmentation and reusability

o It focuses more on the documentation of an API rather than the implementation.

Let’s move on to RAML.

RAML

RAML was founded by MuleSoft in 2013 to provide all the relevant information pertaining to an API
in one place, thus supporting the entire API life cycle stage:

o It uses YAML, which is a human-readable markup language and thus makes RAML easy to
build and manage

o External files could be imported into RAML, and it supports several data formats with ease

o The reusable and composable nature of RAML makes it an appropriate choice for users who
are working on a large enterprise project and would like to keep their API lightweight

RAML, being released by MuleSoft, supports the basic concept of API-led connectivity and API life
cycle management. Hence, Anypoint Platform is more inclined toward MuleSoft. On the other hand,
if you're looking for industry-wide used specifications, then you can opt for OAS, as it has a large
community base.

In this book, you will mainly use RAML to design your APL. However, you can design API in Anypoint
Design Center using RAML or OAS. You can also switch between RAML and OAS specifications if
you're using a guided approach to design an API. We will learn more about the guided approach in
this chapter.

After understanding the fundamentals of API design, let’s head toward designing our very first APL

Getting started with APl design

In order to get started, go to the Anypoint Platform sign-up page, where you can create a free trial
account for 30 days.
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You can click here to create a free account:

https://anypoint . .mulesoft.com/login/signup.

Note

In case you're using your organization’s enterprise Anypoint Platform account, make

sure you have the correct access rights to design, publish, and deploy the API.

Follow these steps to get started:

1. Enter your details and sign up (see Figure 2.3).

First Name*

| anypoint.mulesoft.com

Sign up for Anypoint Platform

Last Name*

] |

Job Title®

|

Country*

State/Province

[ Select...

Seiect...

Company Name*

Number of Employees*

|

Select...

industry

Phone Number

[ Select...

- |

Username*

Password*

|

||

I'm not a robot e
reCAPTCHA

vy - Tems

I:l | agree to MuleSoft's terms of service and privacy policy.

Create account

Already have an account? [ Signin

Figure 2.3 — The Anypoint Platform sign-up page
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2. Once completed, you'll be taken to the home page of Anypoint Platform — MuleSoft’s iPaaS
platform. Navigate to Design Center from the three dashes in the left corner of the home page
(see Figure 2.4).

4 Anypeint Platform ®
INTEQRATIONS
< Anypoint Code Builder

@ Partner Manager

APIS
&3 Exchange
a3 DataGraph
) AP Manager
© AP Governance
AP Experience Hub
AUTOMATIONS
£ RPA Manager
& Composer (]
= Intelligent Document ..
RUNTIMES

@ Runtime Manager

= MQ

Figure 2.4 - The Anypoint Platform dashboard

You can start writing your API using any simple editor, but it becomes a bit hectic to manage the
API and its dependency. Hence, we will design the API using Anypoint Platform’s Design Center.
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3. When you click on the Create + button in Design Center (see Figure 2.5), it gives you multiple
options to create:

i.  New API Specification: This helps you build your API specification using RAML and OAS.

ii. New Fragment: You can build reusable and composable API fragments to avoid redundancy.

iii. New Mule App: You can prototype your integration model similar to your Anypoint
Studio (MuleSoft’s Eclipse-based studio for developing integration). We will be talking
more about this in Chapter 3.

iv. New AsyncAPI: This helps you to design an asynchronous API.

v. Import from File: You can import an existing API specification/fragment or a Mule
app into Design Center.

4. Once done, select the first option - that is, New API Specification - as shown in the following figure:

B spiestorco

CD Design Center

Q Filter by project name = Filte:

Mew Project from scratch

B api P | New API Specification

=5 Share tes t tems & AP You have no API Projects

Design an APl by creating a new project

New Fragment

Mew AsyncAPl

s Prrijnert Trnm seisting sousme

Impaort fraom File

Sync from existing GitHub Repo

Figure 2.5 - Creating a new API specification
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5.  On selecting a new API specification, you’'ll get a dialog box, as shown in Figure 2.6, where
you can enter the API title following the naming convention. In this case, we're designing a
system API, which is evident from the title having key33607122word sys, denoting the
system APIL.

New API specification

Project name (required)

musicbox-sys-api

How do you want to draft the APl Spec?

@ 'mcomfortable designing it on my own
A complete code editing experience with interactive documentation

Specification Language
" RAML 1.0 | v ‘

() Guide me through it
Use a visual interface scaffolding the API Specification (can generate both
RAML & OAS)

|_| Sync this project with an external GitHub repository
Create a github repositary for this project and keep them in sync. Learm
more

‘ Cancel Create API

Figure 2.6 - Creating a new API specification dialog box

6. You can select the API specification language from the drop-down list.

If you're already familiar with the syntax of RAML/OAS, you can choose the first radio button,
which will let you design your API on your own; alternatively, you can opt for the second option,
which will help you navigate through every step while designing an API.
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7.

On clicking Create API, you'll be taken to the API design canvas, as shown in the following figure:

7 LT —

Figure 2.7 — The APl design canvas

The API design canvas consists of several components. Let’s learn more about them:

1.

API name and branch: This is the same title that you entered previously. You can also click on

the down arrow and create a different branch if you wish to implement a branching strategy
for RAML. By default, it’s the master branch.

Editor: This is the space where you can edit the root file and enter the elements of APIs such
as the root, security, methods, and endpoints. You can also edit other file fragments such as
example.raml and datatype.raml here.

Suggestion palette: This gives you suggestions about various elements during your API design.

Documentation: You can see all the information related to a particular endpoint in the
Documentation section. You can also mock an endpoint from this section.

Files: You can access all the newly created or imported files in the Files section.

Dependency: In this section, you can import pre-existing APIs or fragments from Exchange.
The imported dependency will be eventually visible in the Files section.

Create files/folders: You can create a new file or a folder to reorganize your API into smaller
reusable fragments.
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8. Publish: Once your API is designed and validated, you can publish it to Exchange using the
Publish button.

9. Share: You can share the project with your team members and other collaborators.

10. Settings: You can import pre-existing APIs; you can also import APIs/fragments from Exchange,
download your API as a ZIP file, and share it with external collaborators, or rename/duplicate/
delete the API (see Figure 2.8).

¢ >0

‘ £ Share l (4 Publish ‘

= Documenta = °°Enes lq

Import

API title: musichox- 'mport from Exchange ’

Download Project

Branch Settings

Rename
Duplicate...

Delete...

Figure 2.8 — APl Design Center settings

We will now design an API using RAML as the modeling language. The following is the use case.

Music Box is an audio streaming platform that wants to build a mobile application for high-quality
audio streaming, which will include songs as the main entity.

As per the initial requirement phase, design a REST API (system API) to achieve the following goals:

 Retrieve the list of all songs

o Add a new song based on the artist’s code

Now, let’s head to our Editor and start editing our API specification:
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In the root section, as seen in Figure 2.9, along with the title, you can add a description, version, and

other details:

1. To begin with, we'll start with a basic / songs endpoint and use a GET method. You can also

refer to songs as a resource or an endpoint:
2 20

&) Design Center

¥ musichox-sys-apimaster [arsnere | [ 58 muban |
Files * - oy R G B e = Documentation 0 ®
LT — &
00 | P —— ) ::'u:::; s o s :m:y .
o oo
} ik I ib urParametars
| opions
| paten
I i
Figure 2.9 - Adding/songs endpoint in the API specification
At every stage, you can see the recommendations in the suggestion palette, which helps you to
design your API quickly. Make sure you're taking care of indentation while designing your API.
We have described the /songs endpoint and added the GET method (see Figure 2.10). We
have specified the response code and body with an expected response as an example.
= &) Designcenter 220
¥ musichax-sys-spijmaster - ‘ O share | | 00 publish
B Files + = Documentation Q)
t Retrieve Al The Songs

Nusicbox-sys-apl.rami [seatnis

@ https://anypoint.nulesoft.com/mocking/ap
i/v1/sources/vcs/projects/0260793d-3b26-4
543-24f f-eBaeb997ad1a/master/m/songs

1

Code sxamples how.

Rarlic Puth) Wiz Khalifat,
I Responses

200

Bady

Madia type: applicationiscn

Any instance of data is aliowed.

The AP! tla specifias body for this fequast bid 1 daes ot spaciy the
data mod,

[$3 Copy  Tavieview

Project Errors

Figure 2.10 - Simulate the GET endpoint using Try it
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2. Similarly, you can try out designing a basic endpoint and later click on the Try it option (see
Figure 2.10) at the top right of your Documentation section to validate the response, if it meets
your requirements.

Note

Here, we're just simulating the response based on the prototype we design. We will never receive
an actual response from the backend systems, nor will the security validations be performed
at the API design level.

3. Similarly, we’'ll add one more endpoint to post a new song based on the artist’s code as a
URI parameter.

Here, it’s important to understand the difference between URI and query parameters, as they
are often misunderstood, and it’s equally important from an interview as well as a MuleSoft
Certified Developer (MCD) Level 1 certification point of view. Let’s explore URI and query
parameters in detail.

URI parameter

A Uniform Resource Identifier (URI), as the name suggests, is responsible for identifying a resource
uniquely. For example, we can use it to search for songs based on the song ID - /song/ { songId}:

/songs:

/{songId}: get:
description:Togetallthesongsbasedinthemusic-

box

displayName:GetallsongsgetSongsExample responses:
200:

body:

application/json: example: {
“17”:"HeyBrother.Avicii”,

27 :"SeeYouAgain (feat.

CharliePuth)Wiz Khalifa”,

“3”: “Wake Me Up. Avicii”, “4”:”Shivers.EdSheeran.”

}

This is what an actual request would look like: http://<host>/song/234. Here, / { songId}
is the URI parameter to fetch a particular song from the records.
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Query parameter

A query parameter is used to query, filter, or sort data based on a particular condition. You can think
of the query parameter as the WHERE clause used in SQL.

It is passed at the end of the URL, followed by ? and separated by &, if there is more than one query
parameter. For example, we can use this to implement pagination and fetch a limited amount of songs
per page that were released in a particular year.

So, here, year and 1imit are the query parameters:
/songs?year=<year>&limit=<pageLimits>.
This is what an actual request would look like:
http://<host>/songs?year=2020&1imit=20.

/songs:

get:

queryParameters: limit:

required: true type: integer

description: Enter the number of songs to be displayed per page
year:

required: true type: date-only

description: Enter the year for which you want
the songs

displayName: Get all songs responses:

200:

body:

application/json:

"2": "See You Again (feat.
Charlie Puth) Wiz Khalifa",
"3": "Wake Me Up. Avicii", "4": "Shivers. Ed Sheeran."

You can add more parameters, such as required, description, to further describe your
query parameter.

type,display name, and

Now that we have learned about the URI and query parameters, let’s progress with our API design.
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Getting back to our API design (see Figure 2.11), we've added a new endpoint, /song/ {artistCode},
with the POST method. This is responsible for creating a new record in the backend system.

F musiebes-tye-spimaitar Lrghaes | | oo puien |
| Files b ’ sloiregllcisy e = Docimentation
e | 2 L N Summary
e : Endpoerns

o

ovion
[ s o s
Harinitama] -

Dt

spey “Bang b been adfed wtreifelly "

Figure 2.11 - Adding a new endpoint to post a new song

As it's a POST method, we also need to provide a request body, as mentioned in the example, and
we can expect a 200 response after it has successfully created a new song entry. You can set multiple
status codes and their corresponding responses.

Currently, in our RAML, we've added just two endpoints, and each has a single method; imagine if
we had 20+ endpoints and each endpoint had at least 2 methods. In that case, the RAML would get
pretty bulky.

Hence, to make RAML lightweight, flexible, and easily readable, we will externalize common, recurring
components and then call them explicitly when required.

If you click on the + sign in the left panel of Design Center (see Figure 2.11), you get an option to
create fragments and maintain a file structure.

Some of the commonly used API fragments are as follows:

« Examples: We can exemplify the expected request/response structure or the data type using
example files.

« Data types: These define the properties or data schema of a particular resource.

o Resource types: Some of the resources have a common structure that recurs at multiple
instances. We can group these commonly occurring elements into a resource type and call it
at multiple instances.

o Trait: We can group a particular method whose characteristics are occurring repeatedly.



Getting started with APl design

Library: We can club together different fragments in a single library file. This comes in handy
when we're dealing with a concise API. We can include data types, traits, the security scheme,
and so on in a library file.

Annotation types: These help us to enhance the definition of endpoints by adding metadata
and describing the API. They are defined in a similar fashion to data types. Annotation types
are restricted by allowedTargets, which limits the usage.

Overlays: These help to widen the API definition by further extending the details about the
nodes. They focus on the non-behavioral aspects of an APL

Extension: This is similar to an overlay, but they mainly focus on behavioral aspects of an AP

User documentation: You can add documentation for your entire API specification or a
particular resource.

Security scheme: You can regroup all the security parameters and policies that will be applied
throughout the API inside the security scheme.

In order to make it concise, we'll move the example into an example file and reference it explicitly in
our root file:

[+

Click on + in the right panel and create a new folder called musicboxAssets
(see Figure 2.12).
G) Design Center
U musicbox-sys-apijmaster -
Files
Q Filter

exchange.jsan

musicbox-sys-api,rami | seat e |

Figure 2.12 — Creating a new folder
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2. Create a new folder named examples inside musicboxAssets (see Figure 2.13).

Saved 2 minutes ago
i #RAML 1.0
E Files 3 2 title: musicbox-sys-aj
3 description: Musicbox
y are present in this s)
Q Filter P !

¥ :
) /songs:
v MmusicboxAssests : '3 aet:

isplayName: Retr:

w

New file

(24 Empty esponses:
New folder 200:
exchange.json — body:
11 application,
musicbox-sys-api.raml : 12 example:
13

Figure 2.13 - Creating a new folder for example

3. Create a new example file with the name get - songs-example . raml inside the examples

folder (see Figure 2.14).
1
E  Files b 2
3
Q Filter 4
5
v musicboxAssets 6
7
examples D 8

New file
Empty !:

New folder

exchange.json
13
| musicbox-sys-api.ram| | Rootfile 14
15
16
17

Figure 2.14 - Creating a new example file
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4. Select your API specification type and file type (data type, example, traits, and so on) from the
drop-down list and enter the filename, as shown in the following figure:

Add new file

API format (required)

{ RAML 1.0 % ‘

File type (required) Learn more

{ Example ~ }

File name (required)

get-songs-example.rami B

Figure 2.15 - Creating a new example file dialog box

You can now see an empty example file, get - songs -example . raml, where we will transfer
our example from the root RAML file.

= CD Design Center

¥ musicbox-sys-apifmaster ~

PAML 1.0 NasedExample

g Files = 2 pot-songu-exasple
Q Filte
K v MusicboxAssests +
(V) v exampies ¥
[ get-songs-example.raml
exchange. json a8

musichox-sys-apt.rami | seofee|

Figure 2.16 — The blank example file
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CD Design Center

Cut and paste the example from the root RAML file to the get - songs- example

Zi musicbox-sys-api/master -~

FRRAML 1.0 NamedExample

“Hey Brother. Avicii”,
“See You Again (feat. Charlie Puth) Wir Khalifa",
“Wake Me Up. Avicii®,
: "Shivers. Ed Sheeran,"

Figure 2.17 - The example added from the root file

Now, let’s reference our example file in our root RAML.

We can reference any file in root RAML using ! include <file-paths.

1
g  Files + 2
3
4
QA Fhter 5
[
v MmusicboxAssests + 7
8
(%] v Examples +
I * get-songs-example.rami
exchange.json o)
musichos-sys-apl.rami

file, as shown in the following figure:

CD Design Center

E Files + 2 title: musichox-sys-api
3 dgescription: Musichox aims to provide high quality music streaming service. ALl the endpoints
Q Fiiter are present in this system API
4
w  MUSICDOXASSRSTS 4 :
7
(] v examples + 8
]
get-songs-example rami D 18
Open in new editor tab 3 + Click

exchange.json
Rename

musicbox-sys-api.-raml

Copy name

Copy path

Duplicate

Downlaad

Dolota.

.raml file.

To get an accurate file path, copy the path by clicking on the Copy path option of the respective

I musicbox-sys-apifmaster -

FRIAHL 1.8

Figure 2.18 - A reference example file in the root RAML file
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Once the path is copied, reference it in the root RAML file using type.

8.
b s - srarw | | 00

) [P = Documentaton (%]
=

& -

. o
it - aolraeml i e T > T
51 8 P 1 0 HTTH o
Ex
[0 T i 30

Figure 2.19 — An example file referenced in the root RAML file

Similarly, we can reference example files for the /song/{artistCode} endpoint with the
POST method.

As we have both request and response examples for the POST method, we will further categorize the
folder structure into requestExamples and responseExamples, save the corresponding files,
and further reference them explicitly in our root RAML (see Figure 2.20):

E Files +

Q Filter
x

v MmusicboxAssests +

(V4] v requestExamples 2
post-songs-example.raml

v responsekExamples o
get-songs-example.raml
post-songs-example.raml

exchange.json g

musicbox-sys-api.ram|

Figure 2.20 — Referencing the example file for the POST method
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We can follow a similar file structure for other fragments.

APl mocking

As we're following a design-first approach, API mocking will help you simulate the API before
implementing the API in Anypoint Studio.

Once we are done with the API design, we can simulate the API by mocking the endpoint. Let’s follow
the steps to mock our API:

1. Click on the endpoint you wish to mock on the right-side panel.
— Documentation

Summary

Endpoints ~
/songs -

Overview

E Retrieve all the songs

KartistName} -

Overview

Post a new song

Types v

Figure 2.21 — Mocking the POST method
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2.

You can find all the details related to your endpoint here. Click on the Try it button to mock
the endpoint.

— Documentation @
Retrieve All The Songs

‘sl https://anypoint.mulesoft.com/mocking/ap
i/vl/sources/vcs/projects/0260793d-3b26-4
543-a4ff-e@aeb997adla/master/m/songs

Code examples Show w
Responses

200

Body Hide -

Media type: application/json
Any instance of data is allowed.

The API file specifies body for this request but it does not specify the
data model.

i Copy Table view  Source view

{

"1*: “Hey Brother., Avicii",

"2": "See You Again (feat. Charlie Puth) Wiz
Khalifa",

Figure 2.22 — Reviewing the mocking endpoint information

47



48 Designing Your API

3. Next, you can review information about your endpoint and fill in the missing details.

= Documentation |< Q)

Retrieve All The Songs Bk 46/d6s |

Request URL

https://anypoint.mulesoft.com/mocking/apifv1/sources/vcs/proj

Query parameters

— Show optional parameters
@ Add

Headers
B Text editor

Add a header to the HTTP request.

® Add

Figure 2.23 — Entering the request details before simulating the endpoint

4. Click on the Send button once you've filled in all the missing elements and reviewed the
endpoint. You will need to fill in input details for POST and PATCH methods.
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5. Here, you can validate your response as shown in Figure 2.24. Make any changes in the design
specification if needed.

— Documentation @

—x Show optional parameters
@ Add

Headers

B Text editor

Add a header to the HTTP request.

@ Add

m OK Time: 642 ms :

P "1": "Hey Brother. Avicii",

3 "2": "See You Again (feat. Charlie Puth) Wiz Kha
Lifa™,

4 "3": "Wake Me Up. Avicii",

"4": "Shivers. Ed Sheeran."

oL

Figure 2.24 - Validating your APl response
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6. Once your API is finalized, you can publish the API to Exchange, as shown in Figure 2.25.

l £ Share [ 0 Publish B v
— .’/ _h\'\
== i |
= Documentation \9}, 93]
= Show optional parameters @
@ Add
Headers
B COPY 1 Text editor

Add a header to the HTTP request.

@ Add

€ o« Time:642ms  :

1 =14

Figure 2.25 - Publishing your API to Exchange

7. Next, you can select the asset version and API version (if already not mentioned in the root
file). Select a LifeCycle State option and click on Publish to Exchange (see Figure 2.26).
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Publishing to Exchange

Asset version (required) About asset versioning
To publish to Exchange, please, use Semantic

‘ 1.0.0 Versioning. Examples of good versions are 1.0.0
or4.3.1.

API version (required) More help
« Changing a project’s mainfroot file

¥l s What is an API version?

LifeCycle State

o stab The lifecycle state of an asset shows its status in
anke the software development lifecycle, from
State of release, ready to consume development to stable releases to deprecation.

() Development il

In Process ot Design and Development

> Advanced options

Cancel Publish to Exchange

Figure 2.26 - Publishing your API to the Exchange dialog box

8.  Once you've published your API, you can view your API in Exchange.

Publishing to Exchange

© Published to Exchange.

Your AP specification is now available to the target audience.

See the asset page i

Figure 2.27 - The API successfully published to Exchange

We have successfully designed a simple API, mocked an API, and also published it to Exchange, thus
completing the API design life cycle.

Let us also discover additional ways to design your APL
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Alternative ways to design your API

Apart from the traditional approach, there are other approaches to designing your API. Let us check
out the guided approach.

Designing your APl with a guided approach

If you're new to API design, then you can leverage the guided approach for a hassle-free API design.
In the guided approach, you need to choose the attributes of the API and fill in the information you
expect to be in your API. While you're filling in the details, an API will be designed for you. You can
switch between OAS and RAML format and also edit this API in the visual editor.

In this approach, you need not know the semantics, API specification language, or worry about
the indentation.

In order to design API in a guided approach, navigate to Design Center, click Create, select New API
Specification, fill in the project name, and select the Guide me through it icon.

New API specification

Project name (required)

musidbox-system-api

How do you want to draft the AP Spec?

I'm comfortable designing it on my own
A complete code editing experience with interactive documentation

Specification Language

o Guide me through it
Use a visual interface scaffolding the APl Specification (can generate both
RAML & OAS)

Sync this project with an external GitHub repository

‘ Cancel ‘ Create API

Figure 2.28 — API design guided approach
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You will now see the API design canvas. Select appropriate attributes and fill in the necessary
information. You will also notice that an API is being designed for you simultaneously on the right-
hand side of the screen.

= G DesignCenter ¢ 2

AP Burnmary

= SECURTY SEMELER + [

- RESOURCES + a

P e B F 9 & K = H Machdow vy

i anpoim will #£52h sanas trom e Dackend sysem

Figure 2.29 — API design canvas in the guided approach

Let us now see how to design your API with Anypoint Code Builder.

Designing your APl in Anypoint Code Builder

You can design and simulate your API using the Desktop or Cloud edition of MuleSoft’s newest Studio,
that is, Anypoint Code Builder (ACB).

To access the Cloud edition, navigate to Anypoint Code Builder from Anypoint Platform and launch
your IDE. Further, select the Design an API option to design your API.
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I —— DEO®

" Concte =

AP title: Wi Dox Systen APY

o 19

Thit 487wl ‘aton steg Trem e Saciamd #rsiems

arvanagern

Figure 2.30 — API design in Anypoint Code Builder

Similarly, you can design your API in the VS Code Desktop IDE of Anypoint Code Builder. Now, we
shall learn about some best practices and tips to standardize our API design.

Best practices and tips

We shall now learn some of the API best practices and tips. In order to get started, let’s learn about
some commonly used API design naming conventions.

APl design naming convention

Although every organization may have its own set of guidelines and best practices for API design,
here are a few commonly used naming conventions while designing an API. Adhering to the naming
conventions throughout the API makes it look consistent and standardized:

 Follow standard naming conventions for all the APIs. A commonly used format is

o <project name><API-led-connectivity-layers>-api - for example, musicbox-
sys-api.

o Folder names should be in lower camel case - for example, dataTypes, examples,
and musicboxAssets.

« Filenames should be in lower snake case for readability purposes - for example,

e post-songs-datatypes.raml and get-songs-example.raml.
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o RAML declarations should be in lower camel case - for example,
¢ musicDataTypeandmusicTraits.

o Add relevant create, retrieve, update, and delete (CRUD) operations for your endpoints — for
example, POST is equivalent to create, GET denotes retrieve, PATCH is for update, and DELETE
stands for delete in CRUD.

o Use simple and short nouns instead of verbs for your endpoints - for example,

o /songs would be more accurate than /get Songs, as we already have HTTP verbs such as
GET, POST, and PUT.

o Use plural nouns for endpoints, such as /songs rather than /song. The latter could be
correct if we wish to fetch a single object or delete a single object, but it’s advisable to use the
plural form for the endpoint.

Now that we've learned about the API design naming conventions, let’s understand howwe can
optimize our API.

Optimizing your APl design

APIs are considered an asset of an organization. They not only add technical value but can also be used
for monetization purposes. API monetization is enjoying a boom period. Hence, a perfect API design
is a stepping stone to a successful application network. By ensuring that the API design follows the
best practices and standards, we're creating a sustainable API network. In order to design an optimized
API, here are some tips, tricks, and best practices:

« First, and most importantly, make sure your design is consistent across the different API layers
and fragments.

« Follow resource-oriented design, which means focusing on resources and using nouns for
endpoints (e.g., /customers rather than /getCustomers).

o Divide your API into smaller fragments, thereby making it reusable and easily consumable. A
concise and lightweight API is easy to read and less bulky, and the changes are saved quickly.

« Follow the naming convention standards throughout your API design. You can refer to
MuleSoft-provided default templates and APIs in Anypoint Exchange to adhere to best practices
and standards.

o Document your API so that it becomes easy for external collaborators and consumers to utilize
it. You can use Anypoint Exchange to document your API or Anypoint API Experience Hub
to create an API portal.

o Add a display name, a description, and examples to your endpoint.

o Make sure security parameters are taken into consideration at the API level. For
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« example, if you're going to impose an authentication policy on your API, then
o include it in your API design. This will help the users or the developers consume the API.

o Mock your API service and get your request/response validated at an initial stage to avoid
iterations in the latter stages of application design.

o Be clear with API versioning and use API versioning standards. For example, you can version
the first iteration of your API as 1.0 and the subsequent ones as 1.1, 1.2, ..., 2.0, and so on.

o You can also include add versions to your API endpoints - for example,
e /v1/customer for the first iteration.

« Use custom error codes for your endpoints.

We have now learned about the best practices and tips involved in designing the API; let’s make sure
to implement them in our future APIs.

Summary

In this chapter, we learned about the basics of the API life cycle and API designs and navigated through
the REST and SOAP APIs, RAML, and OAS. This chapter also taught us the fundamentals of API
design and the best practices to be followed.

As a MuleSoft developer and architect, I'd suggest you not get overwhelmed by the different aspects
of API design. It gets easier with practice. Make sure you’re following the best practices and the
industry standards. Try to get hands-on with API design, as this chapter is important from a MuleSoft
certification perspective, too.

In the next chapter, we shall learn about MuleSoft’s Anypoint Studio - an Eclipse-based IDE for
designing Mule applications.

You can now try out a practice API and answer a few quiz questions to boost your API design confidence.

Practice

Music Box is an audio streaming platform that wants to build a mobile application for high-quality
audio streaming, which will include songs and podcasts.

As per the initial requirement phase, design a REST API (system and process APIs) to achieve the
following goals:

o Retrieve alist of all songs, podcasts, artists, genres, songs, and collections based on a particular artist
 Simulate a song by changing the artist’s name

« Retrieve a paginated list of songs based on artists’ names
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o Delete songs added on a particular date
o Add a new song to the collection

Follow the API best practices and the industry standards. Make your API composable and concise by
dividing it into smaller fragments. Try designing your own API and refer to GitHub for a solution:

https://github.com/PacktPublishing/MuleSoft-for-Salesforce-Developers-
Second-Edition

Questions

Take a moment to answer the following questions to serve as a recap of what you just learned in
this chapter:

1. What are the different stages of the API life cycle?

2. What is the difference between data types, traits, and the library?

3. When should you use the query parameter and URI parameter?
4. How can you reference a file fragment in root RAML?
5

Why do we mock an API?

Answers

1. Design, simulation, feedback, and validation are the different stages of the API life cycle.

2. Data types help us define properties for a particular endpoint. Traits help you to define properties
for a method. The library consists of a mix of all fragments clubbed together.

3. Ifyou want to filter or sort records based on some condition, then you use query parameters;
if you want to fetch a particular resource, then you use the URI parameter.

4. Byusing !include <filepaths.

5. To simulate the API and validate the request and response of an endpoint.
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Exploring Anypoint Studio and

Anypoint Code Builder (ACB)

In the previous chapter, we looked at how we can design an API in API Designer. We'll now look
at Anypoint Studio and Anypoint Code Builder. Anypoint Studio is an Eclipse-based integrated
development environment (IDE) tool used to design and develop Mule applications. We can also
use this tool to test our applications.

Anypoint Studio enables users to drag and drop connectors and modules to create a Mule application.
Many versions of Anypoint Studio are available, and it is recommended to practice in the latest version.
We will see how to download and install Anypoint Studio and what the different views, perspectives,
and menu options available in Anypoint Studio are. Once familiar with the tool, we will learn how to
create a simple Hello World Mule application and test the application using the Postman application.

In addition to Anypoint Studio, we will also briefly discuss Anypoint Code Builder (ACB), a new
IDE recently launched by MuleSoft. ACB is currently available in both desktop and cloud versions.
After reading this chapter, you’ll come away with an understanding of the following topics:

o What is Anypoint Studio?

o How to download and install Anypoint Studio

o Exploring Mule Palette

o Getting familiar with various menu options and settings
o Creating and running a sample Mule application

o Exporting and importing the Mule application

o Exploring Anypoint Code builder (ACB)
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Technical requirements

You will need the following software for this chapter:

Anypoint Studio / Anypoint Code Builder (ACB): https://www.mulesoft.com/1lp/
dl/anypoint-mule-studio

The Postman application: https://www.postman.com/downloads
We will use this tool to test the Mule application project

The exported JAR file of the first Mule application project, Hello World, is available at the
following GitHub location: https: //github.com/PacktPublishing/MuleSoft-
for-Salesforce-Developers-Second-Edition/tree/main/Chapter3

Let’s get started by learning how to download and install Anypoint Studio.

Downloading and installing Anypoint Studio

In this section, we will learn how to download and install Anypoint Studio. The first step begins with
downloading a software file to the computer, which may take a few minutes as the file size is around
2 GB. Afterward, we will install and launch Studio. Let’s begin with the downloading.

Downloading Anypoint Studio

These steps can be followed for simple and easy downloading:

1.

2.

Gotohttps://mulesoft.com/studio. Select a product selection of Anypoint Studio
and Mule and then select the operating system (OS) - Windows, Linux, or macOS - as per
the computer’s OS, and fill in the other required information, such as Email, First Name, and
Last Name.

Now, click Download.

After clicking Download, you will receive an email with a download link. Use this link to download
the installation ZIP file. The . zip (Windows/macOS)/. tar . gz (Linux) file of the latest version of
Anypoint Studio will be downloaded to the computer.

The Anypoint Studio file is bundled with the following components:

Mule runtime engine
DataWeave

MUnit

MUnit Studio Plugin

Eclipse
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Downloading and installing Anypoint Studio

« Maven

e AdoptOpenJDK
Now that we've downloaded the file, let’s start the installation. The application can be simply installed
by extracting the compressed . zip/.tar.gz file.
Installing Anypoint Studio

In this section, we will see how to install Anypoint Studio on the Windows OS. A similar procedure
can be followed while installing it on other OSes, such as macOS and Linux:

1. Right-click the downloaded . zip file and click Extract AlL

2. Provide the path where it needs to be extracted and click Extract. This extracts all the files into
the mentioned folder.

Tip
For the Windows OS, do not extract the ZIP file in a large path. Try to place the file directly in
C:/ or D: /. This helps avoid the path is too long error.

3. Once the extraction of the file is complete, check that all the components are in the installation
folder, as shown in Figure 3.1, to confirm that the installation was successful:

C J > ThisPC » LocalDisk(C) > AnypointStudio >

© )] = 0] T Sort = View
Mame Type Size
configuration File folder
features File folder
license File folder
META-INF File folder
pd File folder
plugins File folder

studio_analytics_id.txt ext Document 1KB
.. AnypointStudio.exe Application 521 KB

AnypointStudio.ini Configuration settings

B AnypointStudioc exe Application 233 KB

artifacts.xml XML File 495 KB

Figure 3.1 - Extracting Anypoint Studio for installation
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We have extracted the folders to the chosen path. Next, we will see how to launch Anypoint Studio
on our computer.

Launching Anypoint Studio
Follow these steps to launch Anypoint Studio:

1. Right-click on AnypointStudio.exe and select Open. The Anypoint Studio launcher will pop up.

2. Provide the workspace location by browsing the folder path and selecting where to store Mule
projects (see Figure 3.2).

3. Check the Use this as the default and do not ask again checkbox so that the launcher doesn’t
ask for the workspace location the next time you open Anypoint Studio.

B Anypoint Studio Launcher O X

Select a directory as workspace

Anypoint Studio uses the workspace directory to store its preferences and development artifacts.

IC:\Mu\eWorkspace I v ‘ ‘5rowse...‘

[ Use this as the default and do not ask again
Launch Cancel
Figure 3.2 — Selecting a workspace location

4. After launching, we can change the workspace location anytime by selecting the Switch
Workspace option under the file menu.
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Note
A workspace is a location on your computer where all the work you do through Anypoint
Studio is stored as files. It is easier to create one workspace and save it as the default so that the

Anypoint Studio remembers the workspace next time.

5. Next, click Launch to open the welcome screen of Anypoint Studio.
6. Skip the introduction by clicking Continue to Studio. With this, we have launched Anypoint

Studio successfully, as you can see in Figure 3.3:

BB uleviorkspace - Arypoint Studio - a ®
File Edii Source Refacor Mavigit Search Project Pun Window Hep
=00 -0 NYQR =P w Lo | Pl = EEE
- Frntumi 21 o _— i
F Package Explorer Kuli Pl
These are ra projects in yoar weekspace
To add & project
T Ciaate
09 ope
0
5
. proact
=] = T
32 Dutkne W 53 sule Properies B consce. ({21 tvatiems
Thise i o sctive editor that provides an
outtine
ot =}
N Ml W B

Figure 3.3 — Anypoint Studio: Home page

Now that Anypoint Studio is all set, let us explore its various components and try building a Mule
project. We will start by getting to know Mule Palette.
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Introducing Mule Palette

Mule Palette has modules and connectors that we can use in the flow. We can also download new
modules or connectors from Anypoint Exchange, as shown in Figure 3.4. Core, HTTP, and Sockets
are the default modules in Palette. Based on the project requirements, we can add modules to Palette
by using the Add Modules option. While developing a project, you can drag and drop the required
components from Mule Palette onto the canvas:

= O
= Mule Palette
AP Search in palette Clear £}
{34 Search in Exchange... Batch
(*) Add Modules @Batch Aggregator I
Favorites @Batch Job
%/ Core @Batch Step
HTTP Components
Sockets @Custom Business Event

@Dynam\'c Evaluate

@Flow Reference
aldempotent Message Validator
fEh

Figure 3.4 — Mule Palette

An artist’s palette is a thin board that has a set of colors that enables mixing and painting on canvas.
Similarly, Mule Palette has collections of components that the developer can drag and drop onto the
canvas to design or develop the Mule project.

With this, we have learned about the components available in Mule Palette. Next, let's move on to
learn about the Mule project structure.

Exploring the Mule project structure

Before getting into creating a Mule project, it is important that we get familiar with the Mule project
structure. Let us see the project structure of a Mule application in Package Explorer. These are the
main folders and files that are important for every Mule project:

« src/main/mule is for Mule configuration files. It is a . xm1 file that contains application
logic where all the flow components reside. We can store n number of Mule configuration
files to have different application logic, flows, or APIs and there is no limit enforced by Mule
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on the number of Mule configuration files. For example, we can store our API interface, API
implementation, error handling, and global configuration in separate Mule configuration files.
This folder is for storing all your Mule XML code.

o src/main/resources is for Log4j configuration, any environment-specific properties
files, DataWeave scripts, and API-related documents, such as the API specification and sample
payload examples.

« src/main/java is for all Java programs.

e src/test/resources is for test files such as JSON, XML, and other formats that are
required for testing.

e src/test/munit is for MUnit test cases.

« mule-artifact.json contains the minMuleVersion configuration, which specifies
the minimum Mule runtime version that is required to deploy the application.

e« pom.xml contains dependencies, shared libraries, repositories, and other
project-related information.

Figure 3.5 clearly shows the project structure of a Mule application in which helloworld.xml is
the Mule configuration file:

= B8
2 Parkane Explorer
Workspace
o e 8
= o

v i helloworld
v [2% sr¢/main/mule (Flows)
Lf helloworld.xml
(* src/main/java
(# src/main/resources
(2 src/test/java
(% src/test/resources
@src/test/mum’t
HTTP [v1.9.1]
> B\ JRE System Library [JDK 8 (Embedded
> % Mule Server 4.6.1 EE
> @ sockets [v1.2.4]
> [~ exchange-docs
> = sre
= target
|{}} mule-artifact.json

v

v

A

%] pom.xml [Mule Server 4.6.1 EE]

Figure 3.5 — Project structure
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Similarly, we can see the other folders, as well as themule-artifact.json and pom.xml files
in the project structure.

Now that we've learned how Mule project folders are structured to store different folders and files,
let’s explore the different views and perspectives available in Anypoint Studio.

Introducing Mule views and perspectives

The views and perspectives of any IDE can be customized based on the user’s preference. Perspective
is nothing but a collection of views. Let’s learn about different views and perspectives.

Views

Views in Anypoint Studio are the graphical representation of project metadata or properties for the
active editor window. We can easily maximize, minimize, and remove views from the active window.
The following are some of the views in Studio:

o Mule Palette: This manages modules and connectors.

o Mule Properties: This allows you to edit the properties of the module that is currently selected
on the canvas.

« Package Explorer: This displays the Mule project folder and files.

« Console: This contains errors and other information about the embedded Mule runtime.
« Problems: This shows a list of issues that occurred in the project.

 Outline: This displays the structure of a Mule flow that is opened in the canvas.

o MUnit: This is a testing framework that helps to test the Mule application:

* MUnit Coverage: This shows how much of a Mule application has been executed

* MUnit Errors: This displays the errors that occurred during MUnit testing

o Mule Debugger: While in debug mode, this displays the Mule event structure, which consists
of the payload (message), variables, and attributes.

o Mule Breakpoints: This shows a list of processors that are enabled with a breakpoint.

o Evaluate DataWeave Expression: While in debug mode, we can write any DataWeave expression
to evaluate the results. We will be learning about DataWeave in detail in Chapter 6.

« API Console: This shows the generated API documentation.
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These are the various views that we can see in the Anypoint Studio window. Each view gives information
relevant to the particular view. On the whole, it gives a clear picture of what the user needs to see in
the active window based on their preferences.

Perspectives

As mentioned earlier, a perspective is a collection of views and editors. The default perspective of
Anypoint Studio is the Design perspective. We can create our own perspective and add any of the views.

The different perspectives already available in Studio are as follows:

o Mule Design perspective: This is the default perspective and is used while developing the
Mule project

o Mule Debug perspective: This is the perspective used while testing the Mule project

o API Design perspective: This is the perspective used while writing the API specification

The user can change the perspective based on their role or activities. For example, a developer might
choose the Design perspective, while a tester might choose the Debug perspective to test the application.
By doing so, they can work easily with the required views. Now that we have explored the basics of
Anypoint Studio, let’s try and build our own Mule application.

Building, running, and testing a Mule application

We have explored various components, views, and perspectives of Anypoint Studio. Now it is time to
put all of what we have learned together with a new project. The steps involved in every Mule project
are build, run, and test. Let’s elaborate on each step.
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Building the Mule application
In this section, let us learn how to create a new Mule project:

1. Click the Create a Mule Project option from Package Explorer (see Figure 3.6) to create a new
Mule application project, or go to the File menu, click New, and select Mule Project:

. MuleWorkspace - Anypoint Studio
File Edit Source Refactor Navigate Sea
D - RWERID WA= Ris
= 08
|:E Package Explorer
ES $

There are no projects in your workspace.
To add a project:

? Create a Mule Project

? Create an API| Specification Project

{2 Open a Template from Exchange

QQ Create a Mule Domain Project

{2 Open an Example from Exchange

@ Create a Java project

Fﬁ Create a project...
4 Import projects...

Figure 3.6 — Package Explorer
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2. Provide the project name as HelloWorld and leave the remaining settings as they are, then
click the Finish button (see Figure 3.7):

B vew Mute Project o 4
Project Settings
Create a Mule project in the workspace or in an external location.
Project Name: | HelloWorld !
Runtime
Mule Server 4.8.1 EE
|nstall Runtimes
* API Implementation
Add an APl implementation to your project to automatically set up an APIkit router and create placeholder flows for each resource method
B scaffold flows from these API specifications
Impart a published API Import RAML from local file Download RAML from MuleSoft VCS
Start building APl implementations by importing the specification here. Learn more
= K % G
MName Asset type Version

Please select or add a dependency to see more information.

Project location

B Use default location

ChMuleWorkspaceiHelloWorld

Figure 3.7 — Project Settings

With this, we have successfully created the HelloWorld project.
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3.  Whenever we create a new project, the HTTP, Sockets, and Core modules automatically get
added to the project. We need to add the remaining required modules to the project manually
from Mule Palette. If the required module or connector is not available in Mule Palette, we can
search for it in Exchange and then add it to the project.

.' l=Workspace - helioworld/src/man /hel xm - Anypoint Stidio o X
Ede Edit Havigate Search Project Bun Window  Help
o Y3 &P P #-0- T &I ISR Perspecives =) EEE
et 1 e — = — =
o helloworld = ¥
=k R = O
v ' hellaworld () Search in Exchange.. | @ Loager (c:

¥ S src/maindmale (Flows @Ilﬂcn"
sepesg R : T
Favoribes @Req;lesl {

(2 sre/maindjava

(B sre/maindresources W Core D) ranstom mes
src/testjava [z iard 95“ Payload (
test/resources To get started, drag an operation or scope from the Mule Palette @ sockers @) Flow Referencd

Choice (Cone

= sec Mestimunit
@ Hrre e
B\ JRE System Library |JOK 2 (Embedded
B Mule Server 461 EE
Gwine:s v1.2.4]
L2 enchange-docs
s
T et o Mussage Flow
L mule-artifactjsor —
X pomn.somt [Mule Server 461 EE -
. =0
E_\' 5, Mule Propertios B console |21 eroblems

Figure 3.8 — Mule application - home

In Figure 3.8, on the right, we can see Mule Palette with the default Core, HT'TP, and Sockets
modules added. At present, the canvas is empty. Once we start building our Mule application,
we will be adding components from Mule Palette to the canvas.

4. Next, select HTTP in Mule Palette and then Listener.

5. Dragand drop Listener onto the canvas.
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6. Select Listener inside the canvas. In the Listener properties, add the connection configuration
by clicking the Add symbol, as shown in the following figure:

W “hellowortd

¥ helloworldFlo

¥ Error handling

a3 Messace Flow

e Listener

MIME Type
Rededivery
Hespanees
Advanced
Metadata

Motes

Bl cansale  [*] problems

o 2 issues found ..

Display Mame: Listener

Basic Settings

Connector configuration: g

General

Path: a

= Mule Palette

P Search in palette

C4Q search in Exchange..
(3 Add Modules

Favonites

_—
KWE=C
Input Output
P type fiiter text
» Mule Message
~ Payload
Payload : Any
k| o Nlnbu.:es
2 Attributes : Ar
Variables
Refresh Metadata
el @

Figure 3.9 — Mule properties for HTTP Listener
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7. Leave the host and port (8081) values as the default values and click the OK button on the
connector configuration screen (see Figure 3.10):

HTTP Listener config

Configuration element for a HttpListener.

General Notes Help

Name:  HTTP_Listener_config

Connection

General TLS Advanced

Connection
Protocol: HTTP (Default)
Host: All Interfaces [0.0.0.0] (default)
Port: 8081

Read timeout:

General
Base path:

Listener interceptors None

(D Reject invalid transfer encoding

@ Test Connection...

Figure 3.10 - HTTP connector configuration
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8.  Once done, set the Path value as /hello, as shown in Figure 3.11:

M *helloworld

&
=Y
<

Listener

il

(X} Message Flow Global Elements Configuration XML

@ Listener & consale [Zl Problems

@ There are no errors.

Display Name: Listener

MIME Type
Redelivery Basic Settings

Connector configuration: ~ HTTP_Listener_config v ga
Responses

G I

Advanced enera

Path:  /hello
Metadata

Figure 3.11 - Listener properties configuration
9. Next, search for Logger in Mule Palette (see Figure 3.12). Drag and drop Logger onto the

canvas, in the Process section. Logger is a core component that logs messages such as error
messages, status information, requests, response payloads, and other important information.

= Mule Palette

F Loggeﬁ I
| M

Favorites> e Logger (Core)

All" Project Featured

Figure 3.12 — Searching for Logger in Mule Palette
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10. After dropping Logger onto the canvas, set the Message value as Welcome to Hello
world application in the Logger properties (see Figure 3.13).

% *helloworld

¥ helloworldFlow

_.

=

=

Listener Logger

@

* Error handling

Message Flow Global Elements Configuration XML

e Logger E Console l.ﬂ. Problems

@ There are no errors.

| General
Metadata Display Name: Logger
Notes Generic
Hel Message: ’f—x IWeIcome to Hello world application I
" Level: INFO (Default)
Category: ‘

Figure 3.13 - Logger properties
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11. Click on the Core module in Mule Palette and select the Transform Message option (see

Figure 3.14).

= Mule Palette

P search in palette

= 0O

Clear 'ﬂ'

{34 Search in Exchange...

@ Add Modules
Favorites

HTTP

i) Sockets

@Invalidate Cache
@ Invalidate Key

9 Logger

@ Parse Template

b} Set Transaction Id

@Transform Message

@Scheduler

Error Handling
@Error Handler
@On Errar Continue
@On Error Propagate

@ Raise error

Flow Control

Figure 3.14 — Mule Palette: Core module

12. Drag and drop the Transform Message selection to the canvas after the Logger step.

13. In the output section, change the output to application/json and also change the

response as follows:

gdw 2.0

output application/json

{

"message"

}

"Hello World"
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Transform Message converts the structure from one format to another. In this example, we
are converting the output format to JSON (see Figure 3.15).

¥ helloworldFlow

D

Listener Logger Transform Message

&

Message Flow

@ Transform Message E Console l_g] Problems

,0| P Output Output Payload ~ =+ # B

1© %dw 2.0
Payload : Any Define f ® Payload Define 2 output application/json

x 3 woe

Variables 4@ { = = .

5 message” : "Hello World
Attributes : Any Define 6

}
7

Figure 3.15 — DataWeave code in Transform Message

Once we add the code in Transform Message, our code should look as in Figure 3.15.
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14. Click File menu | Save or the Save button or press Ctrl + S to save the Mule application (see
Figure 3.16):

=

=
[& Package Explorer i *helloworld

; ¥ helloworldF|
~ dif hellowerld EhRMOnCIoN

~ (2 sre/main/mule (Fio

YR:E¥:si-Q-ioy - iy
W helloworld xmi
@s:c.n’main.-‘}ava

- "'E!il'
¢ [ sro/main/resources %

[ srctestijava Listener Logger | Transform Message
% ssctest/resources
(3% src/test/munit

@ P vieq D
B\ JRE System Library [J0K 8 {Embede @

@ sockets [vi.2.2)

b [Bsrc Message Flow  Globial Flement figurat
+ (B target
|{} mule-artifact json -2
ﬂJ pomxml iMule Server 4.4.0 EE] @ Transform Message E Console I.:.i Problems
v) B .
b 2 Qutput Output Payload ~ 5+ / B
» =0 18 %du 2.8
9z out... APL.,
B2 Payload : Any Define f * Payload Define 2 output application/json
£ 3 =az
There is no data to display Variables ‘;" { i i G
message {3 ello or,
Attributes : Any Defing g 3
7

Figure 3.16 — Saving the Mule application

With this, we have created the Mule application successfully. The next step is to run the application,
which involves nothing more than deploying the application into Mule Runtime.
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Running the Mule application

In this section, we will see how to run the Mule application from Anypoint Studio:

1. Go to the canvas, right-click on the empty space, and select Run project helloworld.

i *helioworld

¥ helloworldFlow

@ @
Logger

Listener Transform Message
Message Flow a3l Elements  Configuration XM

£ Muse Properties Bl consote  [2] problems

Figure 3.17 — Running the Mule application

2. It starts the embedded Mule Runtime inside Studio and deploys the application.

W helioword *

¥ helloworidflow

©e o

Listener Logger Transform Message

(&)

Message Flow

£-3 Mule Properties 121 Protiems

hellowarld [Mule Applications] [pid: £376]

* Started app 'helloworld'

B T e T P T T TP T
2024-05-2% 12:51:
SRR bR

INFO 2024-0%=-23 12:51
INFO 2024=-05-22 12:51:56,

9 [WrapperListenee g
> + TOMAIN +
L e LT T et
* defaul:

BAABA ARSNGB AR AR RN RE P

Figure 3.18 — Console view

srewatras

:

EETT ST

=
Debug project helloworld
&4 undo
O, GoToXML.
& el
= Collapse All
& Expand Al
=0 =

= Mule Palette

2| car

(54 Search in Exchange eﬂau security

(F) Add Modules Buistener
Favorites @Lcad static re:
W Core D rolling source
em @quurt.r
© sockers
_

BRR NEES A -13-°D

rliztener_start_runner] crg.mule.runtime.core.internal.logging.logltil:
PR bR bbb bas

+ Started Se
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Once the application is deployed successfully, we will be able to see the logs showing the status
as DEPLOYED in the Console view (see Figure 3.18).

3. To terminate the project, we can right-click on Console and select the Terminate/Disconnect
All option.

4. To clear the console log messages, right-click on Console and select the Clear option.

Tip
If the deployed status is FAILED due to (java.net.BindException) or Caused by: java.net.

BindException: Address already in use, then try to use different ports, such as 8083, 8084,
or any other port available in the system that is not used by any other applications.

Now that we have deployed the application in Anypoint Studio, the next step is to test the application.

Testing the Mule application

In this section, let us see how to test the Mule application using the API/web service testing tool (the
Postman application).

( 7

Note

Postman is an application used for API/web service testing. It is an HT'TP client that tests HTTP
requests (GET, POST, and other methods) and receives the responses. It is not related to Mule
components. If you don’t have a Postman application or any other web service testing tools on
your computer, then install the Postman application by referring to the link that is referenced
in the Technical requirements section of this chapter.
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Once the application is deployed, you can follow these steps:

1.  Open the Postman application.

2. Inthe URL box, enter http://localhost:8081/hello, provide the method name as
GET, and then click Send (see Figure 3.19):

I GET l v | nup:ifiocainost:8081/nelio | m

Params Authorization Headers (8) Body @ Pre-request Script Tests Settings Cookies

Query Params

KEY VALUE DESCRIPTION wow Bulk Edit

Figure 3.19 - Sending a request from the Postman app

We will receive a successful response with the 200 HTTP status code and the HTTP status
description as OK. Also, we will be able to see the response message in JSON format, which
we set in the Transform Message step (see Figure 3.20):

GET ~ http://localhost:8081/hello “

Params Authorization Headers {9) Body @ Pre-request Script Tests Settings Cookies

Query Params

KEY VALUE DESCRIPTION @os  Bulk Es

Body § Cookies Headers (3] Test Resuits -’{".'}3205 ms 153E Save Response

Pretty Raw Freview Visualize JSON ~ =) r‘D ."_)

“message”! "Hello World"

W e

Figure 3.20 - HTTP successful response
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3. We can also see the message from the Logger step in the console (see Figure 3.21):

+1 Aded Mocules =
¥ hellowerldFlox Favorites 9'—‘9@1"

o core @ rerse Ten

@ (= TR B set Trans
o — —_

O sockes @Trausfom

Enctpoint

Listener Legger Transform Message & schedule

Error Har
D error Har
eOrl Error
00" Error
eFaise em

Flow Con

* Error handling

Choice
First Suce
Round Re
Scatter-G
=

L i R GRNEEE 2R E
1 # 1 Mule Proparties 12 Problems SERASS -

helloworid [Mube Applications]

Message Fiow

B4d8755e8] [processor: ; event: ] org.mule.runtime.module. sxtension.internal.runtime. sourc xtensionMessagaSource: Message source ‘lis
7-fac3ecbeld91] org.mule.runtime.core.internal.processor.LoggerMessageProcessor§ Welcome to Hello world application |

Figure 3.21 — Logger message in the console

As you can see in the preceding figure, Logger has printed the required log message in the console. If
the application is deployed into CloudHub, Logger logs the message in the server log.

Good going! We are done with the very first Mule application project. In this Hello World project,
the HTTP listener receives the incoming request, then, in turn, calls the logger to log the message,
and finally, returns JSON output using the Transform Message step. Now, you should be confident
enough to try other simple Mule projects using other components from Mule Palette. As we move
on, we will next explore how Mule files can be exported and imported.

Exporting and importing Mule files

In the previous example, we developed a new Mule project in Anypoint Studio. If we need to share
the project with other developers or deploy this application into CloudHub or another deployment
model, then we have to export the project.

We can export the project using the following options:

« Exporting a Mule application as a JAR file

« Exporting a Mule application as a filesystem

Let us look into each of these in detail.
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Exporting a Mule application as a JAR file
Let’s try exporting the Mule application as a . jar (Java Archive) file now:

1. Select the project in Package Explorer.

2. Click on the File menu and then Export.

3. Select Anypoint Studio Project to Mule Deployable Archive under Mule and click Next.
4

Browse the file location on your computer and click Finish (see Figure 3.22):

. Export Mule Project O X

Export Mule Project

Export a Mule project as a deployable archive.

Export Settings

JAR file: CAmule\helloworld

@ Attach project sources

(] Only export project sources

@ Include project modules and dependencies

A lightweight package generated without modules and dependencies won't be
deployable to CloudHub but can be imported into Studio.

®@

Figure 3.22 - Exporting settings as JAR

5. It packages the Mule application as a . jar file and exports the file to a given location. A success
message pops up. Click OK.

6. We can see the exported . jar file in the location mentioned and the same . jar file can later
be used to deploy the application directly into CloudHub.

We can share this . jar file with other developers to import into their Anypoint Studio. We can also
use this . jar file to deploy the Mule application into CloudHub.

Now that we have got a clear idea of how to export a Mule application as a . jar file, let’s try exporting
it as a filesystem.
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Exporting a Mule application as a filesystem
Let’s try exporting a Mule application as a filesystem (as a folder and files) now:

1. Select the project in Package Explorer.

2. Click on the File menu and then Export.

3. Select File System under General and then click Next.
4

Browse the folder location on your computer where the project needs to be exported and then
click Finish (see Figure 3.23):

. Export m} X

File system @
Export resources to the local file system.

“

> 8 1= helloworld |¥] .classpath

|=| .gitignore

| {mule-artifactjson

]
]
@ K] project
]
a

K| pom.xml [Mule Server 4.6.1 EE]

Filter Types... Select All Deselect All

To directory: | C:\mule v

‘ Browse...

Options

[_] Overwrite existing files without warning
() Create directory structure for files

© Create only selected directories

[_]Resolve and export linked resources

® < Back Next > Finish Cancel
Figure 3.23 - Export settings: Filesystem

The Mule project is exported to the location specified as a filesystem.

By importing the filesystem into Anypoint Studio, it is easy to create a Mule application in Studio.
This will be very useful when a user wants to share the Mule project with other users.

Now, let’s see how to import a Mule application from a . jar file.
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Importing a Mule application from a JAR file

Let’s try importing a Mule application from a . jar file in Anypoint Studio:

1.
2.

Click on the File menu and select Import.
Under Anypoint Studio, select Packaged mule application (.jar) and click the Next button.

Browse the . jar file that we want to import into Anypoint Studio. Provide the project name
and click Finish (see Figure 3.24):

. Mule Import from Deployable Archive (] X

Import Mule Project

Impaort a Mule project from a deployable archive.

Project

File: C\m ulc\hellmorld.jar D

Mule Project

Project Name: Ihe}loworld-'ﬂl I
_

Figure 3.24 - Importing a Mule project

4. Asyou can see in the following figure, the project is imported into Anypoint Studio:

v i helloworld-v1

> |=src/main/mule (Flows)
(# src/main/java
> [ src/main/resources
7 src/test/java
> [ src/test/resources
gsrc/test/mum't
> @ HTTP v1.9.1]
> E\ JRE System Library [JDK 8 (Embedded))
> % Mule Server 46.1 EE
> @ sockets [v1.2.4]
> [ exchange-docs
> [Zsrc
> Btarget
|{} mule-artifact.json
|X| pom.xml [Mule Server 4.6.1 EE]

Figure 3.25 — Imported project from Package Explorer
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As shown in Figure 3.25, we have imported the . jar file and created our Mule project successfully.
Let’s explore another option to import the Mule project.

Importing a Mule application from the filesystem

Let’s try importing a Mule application from the filesystem (as a folder and files) now:

1. Click on the File menu and select Import.

2. Under Anypoint Studio, select Anypoint Studio project from File System and click Next.

3. Browse the Mule application project from the filesystem that we want to import into Anypoint
Studio. Provide the project name and click Finish (see Figure 3.26):

. Mule Import D X
Import Mule Project

Import a Mule project from an external folder (expanded zip or Studio project in the file system).

External Project

Project Root: | C:\mule\helloworld !

Mule Project

Project Name: I helloworld-v2 I

Server Runtime: Mule Server 4.6.1 EE

B Copy project into workspace

@

Figure 3.26 — Importing a Mule project

Note

If you don’t uncheck the Copy project into workspace checkbox, shown in the previous
screenshot, and you're using a Git repository, your changes won't be reflected in the original
project folder. Instead, a copy of the project will be created under Anypoint Studio’s current
workspace. If you want to continue using the original project folder from your Git repository,
then make sure you uncheck this option.
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Now, the project is imported into Anypoint Studio (see Figure 3.27):

v 1 helloworld-v2

<

[=% src/main/mule (Flows)
_ﬂ helloworld.xml

(#2 src/main/java

> [ src/main/resources
(B src/test/java

> [ src/test/resources
lz src/test/munit

> B\ JRE System Library [JDK 8 (Embedded)]

> % Mule Server 46.1 EE

> L= exchange-docs

> L=sre

> [Ztarget

{} mule-artifact.json

¥| pom.xml [Mule Server 4.6.1 EE]
Figure 3.27 - Imported project in Package Explorer

As shown in the preceding figure, we have imported the filesystem and created our Mule project successfully.

With this, we can conclude that we have learned about the concept of exporting and importing
Mule applications.

Let’s move on to learn more about Anypoint Code Builder (ACB).

Updating the theme in Anypoint Studio

Each developer prefers a different user interface. Some may prefer a dark theme, while others like
a light theme. The theme sets the mood for the developer to help them focus. For example, a dark
theme reduces strain on the eyes and makes it easier to notice the different syntaxes as they come
with different colors. The look and feel of Anypoint Studio can be updated based on user preferences.
Let’s learn how to change the theme:

1. Click on the Window menu and select Preferences.

2. Type Theme. Select Appearance under General. In the right pane, choose the desired theme
from the dropdown. In this example, let us select Studio Dark Theme. Now, select Apply and
Close (see Figure 3.28):



Installing software updates in Anypoint Studio

. Preferences [m] X
x Appearance o - ~ 8
v G ==
@ Enable theming
Colors and Fonts Theme: Studio Light Theme v

v TextMate -
. |Classic
Theme Color and Font theme: Dark

[Juse round tabs
B Use mixed fonts andg

Jeeeyul's themes - Custom Theme

Visible tabs on overflow:|System

@ show most recently used tabs

Restore Defaults

@ @ ﬁél | Cancel

Figure 3.28 — Studio appearance

The dark theme is applied to Anypoint Studio. A restart is required for the theme change to
take full effect.

3. If we need to revert the theme to the default theme, again type Theme, then select Appearance
under General, choose Studio Light Theme, and select Apply and Close.

With this, we have learned how to customize the IDE experience by changing the theme in Anypoint Studio.

Now that we're familiar with multiple concepts and the workings of Anypoint Studio, it is important
to note the importance of updating the software in Anypoint Studio. Let’s see how to do this in the
next section.

Installing software updates in Anypoint Studio

Software updates are mandatory for bug fixing, getting new features, and avoiding performance issues.
Let’s see how to update the software in Anypoint Studio:

1. Click on the Help menu and select Check for Updates.
2. Check the available updates and click Next (see Figure 3.29):
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8 Available Updates o X

Available Updates

Check the updates that you wish to install.

Name Version Id

a Eﬁz Mule Server Runtime 4.6.3 EE 7.17.0.202405091614 org.mule.tooling extension server 4 6.ee feature....
Select All Deselect all

Details

Cancel

@

Figure 3.29 - Available Updates

3. Select the radio button for I accept the terms of the license agreement and click the Finish
button (see Figure 3.30):

B Availatie Updates

Review Licenses

Licerses must be reviewed and accepted before the software can be installed

Licenses: License text:

| * READ THIS AGREEMENT CAREFULLY. BY CLICKING ON THE "I Agree” BUTTON OR INSTN.LINGd: READ THIS AGREEMENT CAREFULLY. BY CLICKING ON THE "1 Agree”
BUTTON OR INSTALLING OR USING ALL OR ANY PORTION OF THE
SOFTWARE, YOU ARE ACCEPTING ALL OF THE TERMS AND CONDITIONS OF
THIS AGREEMENT. YOU AGREE THAT THIS AGREEMENT IS ENFORCEABLE
LIKE ANY WRITTEN NEGOTIATED AGREEMENT SIGMED BY ¥OU. IF ¥OU DO
MNOT AGREE TO ALL OF THESE TERMS AND CONDITIONS, CLICK "1 Do Not
Agree”. YOU WILL NOT BE GIVEN ACCESS TO THE SOFTWARE UNLESS YOU
ACCEPT THE TERMS OF THIS AGREEMENT. IF YOU HAVE PAID A LICENSE
FEE FOR USE OF THE SOFTWARE AND DO NOT AGREE TO THESE TERMS,
YOU MAY RETURN THE SOFTWARE FOR A FULL REFUND PROVIDED YOU (4)
DO MNOT USE THE SOFTWARE AND (B) RETURN THE SOFTWARE WITHIN
THIRTY (30} DAYS OF YOUR INITIAL PURCHASE. IF YOU WISH TO USE THE
SOFTWARE AS AN EMPLOYEE, CONTRACTCR, OR AGENT OF A
CORPORATION, PARTMERSHIP OR SIMILAR ENTITY, THEN YOU MUST BE
AUTHORIZED TO SIGN FOR AND BIND THE ENTITY IN ORDER TO ACCEPT

[ 01 accept the terms of the licenss agresment I

"' go nat aczept the terms of the license agreement

Figure 3.30 - License agreement
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4. 'We will be able to see the update progress at the bottom right of Studio. If any popup appears
to trust MuleSoft’s authority, then click the checkbox for the MuleSoft URL and proceed.

5. Click the Restart Now button to restart Studio to apply the changes.

B Software Updates X

9 Restart Anypoint Studio to apply the software update?

I Restart Now I No

Figure 3.31 - Restart Now

It is always recommended to periodically check for any software updates.

Exploring Anypoint Code Builder (ACB)

In this section, we will learn how to install the Anypoint Code Builder IDE on the desktop and explore
its usage in the cloud version. Let’s begin by installing the desktop version.

Installing Anypoint Code Builder on the desktop
Follow these steps for a simple and easy installation:
1. Gotohttps://www.mulesoft.com/ty/product-download-anypoint-code-

builder.

2. Install the prerequisite software, such as Visual Studio Code and Git, and create an Anypoint
account. Follow the instructions provided at the preceding link to complete the installation of
the prerequisite software.

3. After installing the prerequisites, click Install to install the Anypoint Extension Pack from the
preceding link.

4.  After successful installation, the MuleSoft icon &} will appear in the left-side navigation of
Microsoft Visual Studio.
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®J File' Edit Selection’ Vi Go Runl e - i 5 senrthy | W=

A Extension: Anypoint Code Builder - AFI Extension X

Anypoint Code Builder - APl Extension =2

e @ ealesforcacom b 11,405 *hkkhk(l)

Sa

15 using Anypoant Code Builder

Documentation
Help OLTAIS A1 UF I CLPENDECE
Anypoint Code Busider (2 i
% r = Categories
Tutorlals Anypoint Code Builder - AP Extension

The Anypoint Code Builder - APl Extension enables you to use V5 Code to create s RAML
n & Q&5 2.0 or 3.0 AP specification, or an AM fragment. It also anables you to sync yaur

changes with Design Center.

Refor to the Anypoint Code Budder documentatson.

Figure 3.32 — Anypoint Code Builder

Now that the Anypoint Code Builder IDE is all set up on our machine, let’s explore how to design
an API using ACB.

Designing an APl using Anypoint Code Builder (ACB)
Let’s learn how to create an API by following these steps:

1. In ACB, click Design an API under Quick Action to create an API specification.

2. Provide the project name as Customer API, set the project location to ¢ : /mule, set API
Specification Language as RAML 1.0, and click Create Project.

(7} Design an API

Define how the APl will behave and how it communicates with other systems and APIls.

AP Specification AP| Fragment

Project Name

Customer API

Project Location

Browse

API Specification Language

RAML 1.0

[ Cancel | Create Project

Figure 3.33 — Anypoint Code Builder — Design an API
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o

3. After creating the project, you'll be prompted to trust the folder location. Choose Yes, I trust
the authors.

@ Do you trust the authors of the files in this folder?

Code provides features that may automatically execute files in this
folder.

If you don't trust the authors of these files, we recommend to continue
in restricted mode as the files may be malicious. See our docs to learn
more.

C:\mule\Customer API

|Z| Trust the authors of all files in the parent folder 'mule’

Yes, | trust the authors No, | don't trust the authors

Browse folder in restricted mode

Figure 3.34 — Anypoint Code Builder - trust authors

4. Now, the RAML editor will open automatically. Here, we can add the following RAML API
specification content and click API Console. This RAML API specification code includes a
customer endpoint or resource with two methods: get and post. In the get method, we
have defined the memberID field as a mandatory field as part of the specification.

File Edit Selection View Go Run e & B customer APl D E e — o x

KPACIRER customer-apiraml @ — @)( {30

v DPEN EDITORS |1 unehyed O & @ &

APl Cansals

HERAML 1.8

1
¢ CUSTOMER AR 2 title: customer-api
3
4 Jeustomer:
5 get:
-] queryParameters:
7 memberID:
8 required: true —
9
1@ | post:

Figure 3.35 — Anypoint Code Builder - RAML editor

#%RAML 1.0
title: customer-api

/customer:
get:
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queryParameters:
memberID:
required: true

post:

5.  Now, it will open the API Console view, displaying available HT TP methods for testing.

o] | File | Edit Selection View Go Run - ¢ S Custamer AP ngamao - o

OPEN EDITORS | Umsived ustomer-apizarnl 3 63 feustomer 3 6 past
GRIUP.1 2 title: customer-api Documentation
® © customer-apiram =
GROUP 2 5 pet:
e 2 queryParameters: API title: customer-api
 CUSTOMER AP1 i f'-.‘n-'\wr'].u:
2 required: true
customer-aplran
BENngt 10 post;
AP endpaints
lcusiomer
E=

Figure 3.36 — Anypoint Code Builder - APl Console

With this, we have successfully designed an API using Anypoint Code Builder.

Publishing an APl from Anypoint Code Builder (ACB) to Exchange
Let’s discover the process of publishing an API to the Exchange by following these steps:

1. Inthe ACB search bar, Click Show and Run Commands, click Publish API Specification to
Exchange, select the business group, and fill in Project Name, Artifact ID, Asset version, and
API version. This will publish the API specification to the exchange.

2. Onceit’s published, we will be able to see the customerAPT in the Exchange on Anypoint Platform.
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&« c @ 25 anypointmulesoft.com/exchanga/
® e
= (A Exchange
assets (root)
I Al asgets:
| Al types ~

customeraP|

Return to enhanced ..

Figure 3.37 — Anypoint Platform - Exchange

Through this process, we learned how to publish an API to Anypoint Exchange.

Now, let’s see how to develop an integration using ACB.

Develop an Integration from Anypoint Code Builder (ACB)
1.

Click Develop an Integration from Quick Actions.

] File Edit Selection View Go Run
ANYPOINT

CODE BUILDER

&
g

Quick Actions

Documentation

Help

Figure 3.38 - ACB - Develop an Integration
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2. Enter the Project name, keep the remaining details as default and click on Create Project.

ANYPQINT CODE BUILDER {3} T Develop an Integration X

M

Quick Actions

7 Design an AP .
i) Design an AP % Develop an Integration

Create and test a Mule application project that integrates existing services.

Documentation Froject Name

Help coral-cloud-impl-api

Anypoint Code Builder i
Froject Location

Tutorials

No location selected Browse

Create

@ Empty Project ) Template or Example Project

egration praiect frofm with d

f from Ar

Mule Runtime &

4.8.0 (downloads upon project creation) ¥

Java Version @

17 (downloads upon project creation) ¥

&3

Your opinlon matters
Help us improve Anypoint Code Builder. Submit Cancel
vour feedback using this short survey. Thanks!

Figure 3.39 — ACB - Create Project

3. Once done, you'll be navigated to the landing page, where you can start building your Mule
application. You can either start building your project with AI using Einstein for ACB or begin
from scratch. Let’s go ahead and select “Start from Scratch.”
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EXPLORER

v OPEMN EDITORS

GROUP 1

x coral-cloud-impl-apixml sr\mainimule

GROUP 2

coral-cloud-impl-apixml sroimaimmule

~ CORAL-CLOUD-IMPL-APL
S
~ main
> java
omule
coral-clotid-impl-apixmi
> resolifces
2 test
muke-artifactjson

* pomaxml

» OUTLINE

> TIMELINE

» DATAWEAVE DEPENDENCIES
> DATAWEAVE SCENARIOS

2 DATASEMSE

2 PROJECTS

» PROJECT DEPENDENCIES

Figure 3.40 - ACB - Start from Scratch

coral-cloud-impl-apixml 1 X

SrC 2 main mule coral-Cloud-1mp:-ap
@
g e

(-7 RIS

How do you want to start building your project?

Start with Al
Describe your business logic and Einstein will

builc a flow for you.

Open Einstein =

Example Prompts

Create a fiow that syncs the phone field
of account objects betwaen a Salesforce =3
arg and a database

Generate a flow that sends an email
when a new case is created in
| “alesforce.

[X3

Start from Scratch

start budding your flow from scratch here.

@ suitda sub flow

A rewsable flow that can only be

cafled from another fiow

Viewr all options

4.  On selecting Start from Scratch, you will be navigated to canvas, where you can design and
build your Mule application. Click on the + icon to add a new component.

EXPLORER

~ OPEN EDITORS |1 unsaved
GROUP 1

b4 coral-cloud-impl-apiaml...

GROUP 2

[ coral-cloud-impl-apixml...

* CORAL-CLOUD-IMPL-API

v SIE

- main
7 java
~ mule

coral-cloud-impl-apixml

7 rasources

> Rest
mula-artifact json

* pomami

coral-cloud-impl-apisxmi 2 X

in ¥ mule >

th

Flow i

Flow
namel

Figure 3.41 - ACB - Add Component

coral-ciou,

®

oq}ﬂm...

errorHandler

errorHandler
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5. Search and select Listener
oo N0 -

coral-cloud-impl-apixml 2 X

ral-cloud-imp

® i @ Add Component X

A Powim
listened b n (]

Built-in Srippets

o HUtp Listensr configuration at localhost

0 Hitp Request Listener

e Salesforce Object Listener

e namel W

Salesforce

Adding Content. hh
(@) Replay channel listener

Leh Replay Lopic listener

Subseribe chanre| [stensr

{®} subscribe topic listener
Sockets

e Listener

Figure 3.42 - ACB — Add Component - Listener

6. Next, click on the Listener component to configure it. In the General section add Path as test.
Click on the + icon to configure properties of Listener.

coral-cloud-impl-apixml 2 X ™ q ) s
src 2 main > mule > coral-ctoud-impl-apixml
9 r:{: & Http - Listener Beae
Listener &
* Connection Config
v Add Connector Config v D£ +

General Advanced Input/Output Notes

@ @ ~ General

Listener *Path @
Listener

[

®

path

Figure 3.43 — ACB -Connector Config
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7.

Configure Host to 0.0.0. 0 and Port to 8081 and click Add.

coral-cloud-impl.xml 2 coral-cloud-impl.xml coral-cloud-impl.xml X <> [0 -
home > devrelakshata > coral-cloud-impl > src > main > mule > coral-cloud-impl.xml
Http - Listener

Listener-config

Configure a connection for this project. Updates will impact all components using this connection.

General *Name
Advanced Listener-config ]
Notes * Connection

Listener ¥

v Connection
Protocol ®

HTTP (Default) v

*Host ©

Read timeout ®

30000 S

v General

Base path ®

Listener interceptors ®

Configure Listener interceptors

Figure 3.44 — ACB - Listener Properties

Click on + sign again to add another component. Add Transform Message. Click on the
component to configure it.

Select the checkbox Configure Set Payload and add the below dataweave code.

gdw 2.0
output application/json

{

"id": randomInt (100),
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"name": "Free Night Stay",
"description": "One free night stay at any of our resorts",
"pointsRequired": randomInt (1000)

{3 Message: Script L Transform o X
Transform &

Data Functions & Preview

<» Paylead
> @ Attributes

General Input/Output Notes

Script @ Jx

#[ %dw 2.0
output applicationfjson
11 Variables s

{

"id": randomint({100),

"name": "Free Night Stay",

"descripticn": "One free night stay at any of our
resorts”,

"pointsRequired": randomint(1000)
} ]

Set attributes
(_5 Configure Set attributes

~ Set Variables
Variables

+Add

Figure 3.45 — ACB - Transform Message

10. Now, add a Logger component to log the payload.

cocil-elpud-implaml 1 3% & opoq M-
S0 S el ¥ eoral-gioud-implund ik 3 eeeal-clit sl arel 3 4 fama ¥ 19 Logier
<mule malns="hitp: i : - nitpisn hesal
o 1 3
9 Fli 1 Leggar & % 2 anlns:ee=") ' mulesoft.org, RELL] ErR ERAL Locut Lons REtpE// o
@ Logger & 3 RILp: /e mulesal T 0ry, dEare hULD: v, soleinfl,ara/ schesasmalales
Goneral  InputjOatpur  Motes A <hitp:Listener—<oatiy names"Listener-config"s
@ — 5 <hUtp:listener-connaction part="BEE1" hauts"0. 8. 8.4 e/t tp: Listangr-cannect iom
Al «fHTEp: LISTEnEr-coat igs
Transtore o ) <flow names"rane1"s
i 1 <http:listener contig-ref="Listerer—contig" doc:id="¢yweke" doc:names"Listener”
Massgo 4 <fhitp: Listener>
b n <oeimEisiges
» ane: set-payloades! (CDATADNG 3.0
9 11 swtout spolicatiserison
] i e
(s B e
s 16 1 yary.resardld,
17 “Free Right Stay",
@ IO (Defaut) v 1 “description”: “Oae fren night LEay AT any of our résarts”,
= 1 “patntsReguired: randoalnt1en)
Categoiy @ 3 Hleeiee:set-payloads

<feeimessagen

a2 <fenitransfores

2 <logger dstinases"Logger™ doc: id="nlepiy" messages*alpayload]® />
FE

i R

2 /male

z

Figure 3.46 — ACB - Logger
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11. Now, Let us go ahead and run the application. Select the three lines on the left hand side of the
screen and go to Run > Select Run Without Debugging

= 5 eoeal-cloud-impl
3 File -] coral-cloud-Implaml 1 % oo o O -
@ Edit b src 2 main > mule > coral=clowd=impl.xml
Salection 2 ® 1
/O View 5 we wmum
Go 2
gg Run » Start Debugging F&
Tarminal E I Run Without Debugging “FS I
Help >
&
2 last
Eg‘ mule=artifact. json
¥ pom.xml Open Configurations
Add Configuration. . nrrartandior
A 1 v errorHandler
fv
.\Q-;.
Listenet SF
Listener
Teggle Breakpoint Fa
Mew Breakpaint » jI s
(K
Enable All Breakpeoints
Dizable All Breakpoints e
Remaove All Breakpoints Transform
Transtorm

Install Additional Debuggers...

Figure 3.47 -

o

LOQ‘;&F

ACB - Run Without Debugging

12. Once you see the status as deployed in the terminal, select Open in browser to trigger

the application.
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13. Make sure you add the endpoint /test at the end of your URL, after the hostname. Your final
URL will look like this - https://beijing-gqnvey0j--8081.pdx.003.anypoint.
code-builder.platform.salesforce.com/test

& beijing-qnvey0j--8081.pdx.003.anypoint.code-builder.platform. salesforce.com

« (8 htps:lfbeling-anvey0i—B081.pdx. 003 anypoint code-builder. p..

“id": 13,

"nama": "Fros Night Stay",

"description”: "One free night stay at any of our resorts”,
*pointsRequired”: %32

Figure 3.48 — ACB - Results in Browser

14. You can also see the output in the terminal of ACB.

PROBLEMS 1 OUTPUT DEBUG CONSOLE MINAL PORTS 12

* coral-cloud-impl-1.0.@-SNAPSHOT-mule-applicat * default * DEPLOYED *

INFO 2024-12-09 23:12:30,523 [[MuleRuntime].uber.®3: [coral-cloud-impl-1.@.08-SNAPSHOT-mule-application].uber@org.m
. runtime.module.extension. internal. runtime. source.ExtensionMessageSource: Message source 'listener' on flow 'namel’
INFO 2024-12-89 23:12:43,469 [[MuleRuntime].uber.®1: [coral-cloud-impl-1.@.0-SNAPSHOT-mule-application].namel.CPU_
essageProcessor: {

wid': @

o,

"name": “Free Night Stay",

"description": "One free night stay at any of our resorts",

"pointsRegquired": 773

INFO 2024-12-09 23:12:59,543 [[MuleRuntime].uber.@3: [coral-cloud-impl-1.0.8-SNAPSHOT-mule-application].namel.CPU_
essageProcessor: {

g 13,

“name": "Free Night Stay",

"description": "One free night stay at any of our resorts",
3 "pointsRequired": 932

WIA0 @12 4> Debug Mule Application (coral-cloud-impl)
Figure 3.49 - Terminal Logs

15. Once youre done testing your application, you can go ahead and deploy your application to
CloudHub. Click on the rocket icon to deploy your application to CloudHub.

O & I 08
(_qo%ﬂm.,.

Figure 3.50 - Deploy to CloudHub

We have understood now, how to develop a simple Mule application with ACB. Similarly, you can try
out several connectors, component and integrate seamlessly with Anypoint Code Builder.
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https://beijing-qnvey0j--8081.pdx.003.anypoint.code-builder.platform.salesforce.com/test

Summary

Now, let’s see how ACB works in the cloud now that we've figured out how to install it, design APIs,
publish to exchange and also developed the integration using the desktop version.

Exploring Anypoint Code Builder in cloud IDE

To access ACB in the cloud, simply log in to Anypoint Platform, select the Anypoint Code Builder
option, and click Launch to open ACB in the cloud. This serves as an alternative to the desktop IDE
version of ACB. With this cloud IDE, you can design and develop APIs from anywhere in the world.

C [ %5 swan-r3gzsknicfiad 003.anypoint.code-builder.platformsalesforce.com %
2 search
= ANYROINT CODE BLILDTR {:ﬁ G] Design an APl X
=

@ Quick Actions B
/O i e \‘) m Design an APl

W 4]}
gp Y Deve Cefine how the AP will behave and how it communicates with other systems and APls.
P API Specification APl Fragment
8 Documentation
D_(Ij Help Project Name

Arypoint Code Builder (2% = 5

i o K The name of the Project

@ Tutorials

Project Location

Browse

AP| Specification Language

Select

&5

Your opinion matters | i
Cance! Create Project
@ Help us improve Anypoint Code Builder

submit your feedback using this

shert

Figure 3.51 — Anypoint Platform — Anypoint Code Builder (cloud IDE)

Currently, Anypoint Code Builder (ACB) IDE is available on the desktop and in the cloud.

Summary

In this chapter, we explored how to download and install Anypoint Studio. We also had a look into
the various views and perspectives, as well as Mule Palette. We created a Hello World Mule application
using the HTTP connector, after which we tried to run it. Finally, we tested it using an external
Postman application.
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We also learned about exporting and importing a Mule application. This is important when we need
to deploy these applications into different deployment models (CloudHub, on-premises, and so on)
and also to share them with other developers.

We also explored Anypoint Code Builder, a new IDE. Using this IDE, we designed an API specification,
published it to Exchange and also we have developed the integration from scratch. On completing
this chapter, you have an elaborate enough knowledge of the Anypoint Studio IDE to feel confident
in developing your own Mule application.

In the next chapter, we'll explore Core module components within Anypoint Studio to understand
more about flow controls, scope, endpoints, transformers, batches, and error handling.

Questions

Take a moment to answer the following questions to serve as a recap of what you just learned in
this chapter:

1.  What’s the default port for an HTTP listener in a Mule application project?

2. Can any other port be used as the HTTP listener port other than the default port?
3. Which file has the dependency details of the Mule application?
4. Inwhich view can we see the Mule runtime startup logs and other logs logged by the Logger step?
5.  Why do we use the Postman application?
6. Where can we find the modules and connectors in Anypoint Studio?
7. List some of the perspectives.
Answers
1. 8081.

2. Yes. We can use other ports that are not used by any other application in the machine while
running an application in Anypoint Studio.

pom.xml.
Console view.
We can use the Postman application to test web services.

Mule Palette.

NS e »w

Mule Design perspective, Mule Debug perspective, and API Design perspective.
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Introduction to
Core Components

In the previous chapter, we learned about Anypoint Studio, its capabilities, and how to build a Mule
application using it. To utilize Anypoint Studio efficiently and get the most out of it, we need to have
a basic understanding of the core components in MuleSoft.

In this chapter, we will learn about various core components, scopes, and routing strategies. To simplify
integration and leverage the capabilities of Anypoint Studio, it’s essential to study the core components
used. We will also learn about various error-handling strategies, which is also an important topic from
the MCD Certification perspective.

We will cover the following topics in this chapter:

o The flow and structure of a Mule event
o Understanding various flows, flow controls, transformers, routers, and scopes in MuleSoft
o Batch processing

o Error handling

Technical requirements
We need to install the following for this chapter:

o - Anypoint Studio(version 7.x)

o - Anypoint Code Builder

Refer to Chapter 3 for installation guidance.
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Getting familiar with a Mule flow
Previously, we've built a simple Mule application consisting of the following:

« An HTTP Listener as an event source

o A Transform Message component and a Logger as an event processor

Here, the event source and event processor are the key elements of a Mule flow.

The Mule flow is responsible for the sequential execution of logical operations to achieve the desired
outcomes, with the help of several Mule components and connectors.

You can consider it similar to a Salesforce flow.

A Mule flow is divided into two parts (see Figure 4.1):
« Event source:

* It consists of an inbound endpoint that listens to the incoming request from the client or an
event-based trigger and further forwards the request to event processors. It also receives a
response in the end, which is returned to the client.

* Some of the commonly used message sources are HT'TP, JMS, FTP, and Poller/Scheduler,
based on a new event (for example, using Salesforce Connector on New Object).

« Event processors:

* Theyre mainly Mule-based connectors responsible for performing a logical transformation on
the data or metadata received as a part of the incoming requests or the previous transformer,
enhancing payload, connecting to end systems, and more.

* DataWeave is mainly responsible for performing complex data transformations in Mule 4.
We shall learn more about it in Chapter 6.

* Event processors can be published by MuleSoft or third-party organizations. They need not
be Mule-specific and can also be built into different services and languages such as Enterprise
Java Beans (EJB), Spring beans, Plain Old Java Object (POJO), and Python.

Figure 4.1 shows the typical structure of a Mule flow:
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Incoming

Event
Trigger

Outgoing
Response

Figure 4.1: A Mule flow

Here is an example of how a typical Mule Flow will look in Anypoint Code Builder (see Figure 4.2).

Flaw
Example flow

Listener
Listener

l
@

Set variable
Set variable

Y

I

Transiorm
Transform Message

®

I

=)

Loggir
Logger

&

Figure 4.2: Example of a flow in Anypoint Code Builder
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Here is an example of how a flow will look in Anypoint Studio (see Figure 4.3).

¥ example-flow

Listener Set Variable Transform Logger
Message

&

» Error handling

Figure 4.3: Example of a flow in Anypoint Studio

To summarize, a Mule flow is based on event-driven architecture. Whenever an event is triggered at
the Mule event source, it forwards the request to various event processors, performs tasks, and returns
the response or acknowledgment to the event source.

We shall now learn about different types of Mule flows.

Exploring the types of Mule flow

You can use two types of Mule flow as per your requirements. Let us understand the types of flows
used in Mule:

o Main flow (flow):

* It consists of source and processor sections. We can trigger the flow using sources such as
HTTP, JMS, FTP, and a Scheduler.

* Each flow can have its own error-handling strategy.
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* By default, the flow is executed when the source is triggered. If you want the flow to be
stopped initially or triggered manually, you can disable the flow on start and later trigger
the flow manually from Runtime Manager.

« Subflow:

* A subflow doesn’t have a source component and hence cannot be triggered by an event. It
is referenced by the parent flow using a flow reference connector.

* They inherit the exception-handling strategy from the parent flow and do not possess their
own exception scope.

* A subflow replaces the content main flow.

Figure 4.4 shows us the structure of a flow and subflow:

¥ testFlow

* Error handling

——
| testSub_Flow

Figure 4.4: The structure of a flow and subflow
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In Figure 4.5, we can see the subf1owB subflow is referenced by the £1owA parent flow. We have
also referenced a £1owC main flow from the £ 1owA parent flow.

Flowa Lﬁggﬁr Calling subflowB Calling flowC

¥ flowdh

&

Listener

&

* Error handling

T subflowb

Subﬂnwﬁ Lagger

¥ flowC

FlawC Logger
* Error handling

Figure 4.5: The relation between a flow and subflow

Similarly, we can have a deeper nesting of flows and subflows to optimize the operations. However, it
is always advisable to reference a subflow instead of a flow for better performance.
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The execution sequence here would be the following:

FlowA -> Listener -> FlowA Logger -> Calling subflowB -> SubflowB
Logger -> Calling flowC -> FlowC Logger

If we are dealing with concurrent or multi-threading execution as with batch processing, we should
avoid doing so inside a subflow, as this may lead to the creation of multiple events and thereby give
incorrect results.

Now that we have seen that the Mule event is an atomic part of the Mule flow, let’s understand the
structure of the Mule event.

Understanding the Mule event structure

The Mule event structure is responsible for carrying all the information pertaining to a particular
event. It is immutable, which means that whenever there is a change to an instance of a Mule event,
a new instance is created. You can access all the properties of a Mule event and hence, it’s important
to understand its structure.

A Mule event is mainly divided into a Mule message and variables (see Figure 4.6):

Figure 4.6: A Mule event
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A Mule message

The message structure in Mule 4 has undergone severe changes compared to Mule 3.

Let us now review the simplified Mule 4 message structure.

The Mule 4 message structure

Figure 4.6 shows us that the Mule 4 message structure primarily consists of attributes and the payload:
o Attributes:

* Inbound properties from the Mule 3 message structure are now attributes.

* Attributes consist of metadata and information related to a particular Mule event such as
headers, status codes, error details, and request-response information.

* You can access an attribute using the att ributes keyword. For example, to access a
method in your attribute, use # [attributes.method].

o Payload:

* The payload consists of the data received as a part of incoming requests or the data set by
the previous processor.

* The payload can be a file (text or CSV, for example) or data supporting several formats (JSON
or XML, for example) of varying sizes.

* You can access the entire payload or a part of the payload using the payload keyword. For
example, use # [payload] to access the entire payload.

Now, we understand the Mule message structure and the changes undergone in Mule 4 as far as the
message structure goes. We've also learned about its core components: the attributes and the payload.
Now, let’s learn about the next component of a Mule event, which is the variables.

Variables

 Variables are used to store a value. You can define a variable consisting of the key as the variable
name and the value as the value of the variable.

o Variables can be created using the Set Variable component, Transform Message connector,
or by setting the target variable in any connector.

o You can access a variable using the vars keyword. For example, in order to access a particular
variable, you can use # [vars.<variable name>], where variable name denotes
the name of the varijable.
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Here are a few examples of how to store variables:
* Example 1: Set payload as variable: variable name: example; value: # [payload]
= Example 2: Set message as variable: variable name: example; value: # [message]

* Example 3: Extract data from payload and set as variable: variable name: example;
value: # [payload. firstname]

o Besides storing static values, a variable can also be used to write transformation logic using
the DataWeave scripts.

The following screenshot (see Figure 4.7) of Anypoint Studio while debugging a Mule application
depicts the information carried by a Mule event. You can retrieve all the components of the Mule
event. In order to get better, more hands-on experience, try debugging a Mule component and study
the Mule event structure.

e eLogger FlowA Logger
@ level - "INFO"

@ message - "Hello World"
attributes R st
(@ DOUBLE_TAB
@TAB=" "

@ “mediaType - */*
@ clientCertificate
[®] headers = {Immut
[&] lazyClientCertificateProvider
@ listenerPath - *ftest”

@ localAddress - *[127.0.0.1:8081%

(@ maskedRequestPath - "null”

@ method - "GET"

@ queryParams - {iImmutableMultiMap} size = 0
@ queryString
(@ rawRequestPath - "jtest"

@

(@ relativePath - "ftest"

@ remoteAddress - "127.0.0.1:64733"

@ requestPath - "jtest”

@ requestUri -~ "ftest”

@ scheme - "http"

(@ serialVersionUID - 7227330842640270811
(@ serialVersionUID - -3580630130730447236
@ serialVersionUID - -5172640902386741873
(@) uriParams
@ version - "HTTP[1.1
(@ correlationld - "40288060-afaa-11ec-803e-B8665a3c4d2d"

stAttributes) org.mule.extension.http.api.HttpR Attrib \r path=/test\n Raw request path=ftest\n Method=GET\n

<
B

IR

org.mule.extension.http.internal.certificate.DefaultCertificateProvider@5ba06375

p} size=0

v [€ payload
@ “mediaType -~ */*; charset=UTF-8
@ vars - {Map} size =0

Figure 4.7: A Mule event while debugging a Mule application

In this section, we've learned about the Mule flow, the types of Mule flow, and the Mule event structure.

Now that we've understood the basics of a Mule flow, in the next section, we will learn about the Core
components and their applications in MuleSoft.
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Core components

The Core components constitute a large section of the Mule palette. They are responsible for the
logical transformation, routing, and processing of Mule events. You can find Core components by
default in the palette section of Anypoint Studio, which means that you don’t have to download them
explicitly. In order to use these components, simply drag and drop the components from the Mule
palette to the Canvas.

Figure 4.8 depicts the Core components in Anypoint Studio. We will learn more about them in

this section:

() Search in Exchange.. Batch

+ Add Modules

Favorites

@ Batch Aggregator
@ Batch Job

O HTTR

©) Sockets

We shall now dive deeper into the different Core components, starting with the Batch scope.

Components

@Cu stom Business Event

@ Dynamic Evaluate
@ Flow Reference

a Idempotent Message Validator

@Invalidata Cache
@Inva]idate Key
e Logger
@ Parse Template
() set Transaction Id
@Traﬂsform Message
Endpoints
© Scheduler
Error Handling
@ Error Handler
® On Error Continue
@ 0n Error Propagate
© Raise error
Flew Control
Choice
First Successful
Round Robin
Scatter-Gather
Scopes
€ Async
@Cache
G Flow
@ For Each
@ Parallel For Each
© sub Flow
@Try
@ Until Successful
Transformers
@ Remove Variable
{5 set Payload
@ Set Variable

Figure 4.8: The Mule palette in Anypoint Studio
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Batch

The prime functionality of the Batch scope is to process and synchronize a large number of records
with ease, which makes it one of the most popular and widely used components.

Mule’s batch-processing strategy divides a large number of records into individual records and
processes them asynchronously. By default, Mule’s Batch scope processes 100 records per batch, which
utilizes 16 threads — however, this is configurable.

Features of the Batch scope

A few prime features of the batch-processing strategy are listed here:

The capability to process large records and files with less processing time
The parallel processing of records helps us achieve near-real-time transformation
It has its own error-handling section

It helps us to reprocess the failed records and hence, achieve the maximum throughput

Now, we shall learn about the batch processing stages in the next section.

The batch processing stages

The batch processing strategy is executed in three stages, namely the following:

1.

Load and dispatch: This is an initial and implicit stage in batch processing. It is responsible
for creating batch job instances, converting a payload into a collection of records, and splitting
the collection into individual records for processing.

Process: This is a mandatory phase in batch processing wherein all records are processed
asynchronously based on the number of threads and the batch size.

On complete: This is the last phase of batch processing. It is also a mandatory or default phase.
It summarizes the execution of batch processing and makes reports available for statistics

See Figure 4.9 to understand the structure of the Batch scope in Mule. The Batch scope comprises
three components in the Mule palette. Let us look into each of these in detail.

A batch step

This is the smallest unit of the Batch scope and is a part of a batch job. It is divided into two sections,
namely the processors and the aggregators. Processors are responsible for processing the records
or carrying out the logical transformation. Once the records in a particular batch step are processed,
their result is aggregated in the aggregator section (see Figure 4.9).
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Mule Flow ~
(Batch Job Scope
Process Records On Complete
Batch Step Scope Batch Step Scope
Message (optional)
Mﬂsraoge ——— Processors —» Batch Aggregator
(one or more) (optional) B
Processors —# Record Processors Processor

{one or more) Processors (one or more) {recommended)

=

Figure 4.9: lllustration of Batch processing flow

We can have multiple batch steps within the Batch scope.

You can configure the acceptance policy of processed records by setting Accept Policy to the following:

o NO_FAILURES: The record that has been executed successfully in the previous steps will be
processed. This is also considered the default acceptance policy.

o ALL: All the records will be processed.

e ONLY FAILURES: The records that have failed in the previous steps will be processed.

We can see the layout of the Batch scope and batch step in Figure 4.10:

i packt-batch-scope

¥ packt-batch-scopeFlow

¥ packt-batch-scopeBatch_Job

Process Records On Complete
¥ Batch_Step ¥ Batch_Step1
Processor 1 Processor 2 Processor 3 Procesor 4

¥ Error handling
Message Flow Global Elements Configuration XML

@ Bawch_step » Bl console [2] Problems

@ There are no errors.

Name: Batch_Step
Metadata

Accept Expression:
Motes

Accept Policy: NO_FAILURES (Default)
Help

Figure 4.10: A batch step in Anypoint Studio

Now, let’s talk about the batch aggregator.
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The batch aggregator

You can aggregate the records processed by the Batch scope using the batch aggregator. You can define
the number of records to be added to form a collection and implement the task defined in the Batch
Aggregator scope:

packt-batch-scope s

* packt-batch-scopeflow

* packi-batch-scopeBatch_Job

Process Records On Complete

¥ Batch_Step ¥ Batch_Step1

¥ Batch Aggregator

Processor 1 Processor 2 Update Processor 3 Procesor 4

» Error handling
Message Flow Global Elements Canfiguration XML
& satch Aggregator B Console  [% Problems
() There are no errors.

Display Name: Batch Aggregator

Metadata

Motes

Aggregator Size: 20
Help
Straaming

Preserva Mime Types

Figure 4.11: The Batch Aggregator scope in Anypoint Studio

In Figure 4.11, you can see that we've set the batch aggregator size to 20. This means that the aggregator

will form a collection of records and update the Salesforce object at once. Now, let’s talk about the
batch job.

The batch job

This is responsible for creating a batch instance for every record that runs through the processors. It
consists of the Batch scope and batch aggregator.

In order to configure it, you can set the following:

o Max failed records: You can set a threshold to allow the maximum permissible number of
failed records. It can have three values:

= 0: The default value is zero. It states that the execution of records is stopped whenever a
record fails. This is the default value for Max Failed Records.

* -1: A negative one denotes that the execution will continue even if there are infinite failures.

* integer: A positive integer denotes the threshold value of the maximum number of
permissible failed records. For example, setting Max Failed Records to 10 denotes that only
10 failed records will be allowed, and post 10 records, the execution terminates.
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Scheduling strategy: We can define our scheduling strategy for the batch process as one of
the following:

* ORDERED SEQUENTIAL: This is the default strategy. The instances are executed sequentially
based on their timestamps. We follow the First In First Out (FIFO) algorithm.

* ROUND_ROBIN: In this strategy, the instances are executed using the round-robin algorithm.

Job instance ID: This is a unique ID (UUID) that gives us information about a batch job. You
can access this ID using the batchJobInstanceId variable. It's helpful while debugging
and logging the batch job execution.

Batch block size: This denotes the number of records to be processed in a block by a single
thread. By default, the block size is 100.

Max concurrency: This defines the concurrent execution we want in our batch processing, as
in, the amount of parallel execution. The default (and maximum) value is 16.

Target: You can define an explicit variable to store the result of batch execution.

Figure 4.12 shows the configuration of the batch job:

¢ packt-batch-scope

¥ packt-batch-scopeFlow

¥ packt-batch-scopeBatch_Job

Process Records On Complete

¥ Batch_Step

¥ Batch Aggregator

Processor 1 Processor 2
Processor 3

* Error handlina

Message Flow Giobal Elements Configuration X

@packt-batch-scapeBarch_Job E Console _'_ Problems

\3 There are no errors.

. Name: packi-batch-scopeBatch_Job
History
Max Failed Records: 0
Metadata
Scheduling Strategy: ~ORDERED_SEQUENTIAL (Default)
Notes
Job Instance ID:
Help

Batch Block Size: 100
Max concurrency:

Target:

Figure 4.12: A batch job in Anypoint Studio
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A few examples of batch processing include the following:

o Synchronizing data from Salesforce or any other end system

o Processing or reading records from a large file or end system

However, it is not ideal to use the batch scope if the number of records is small, as it involves a
large overhead.

We have covered all the important aspects of batch processing. Let’s move ahead with the Components
scope in Mule.

Components

Components consist of scopes to enhance your data or metadata of your Mule event. Let us learn
about a few components used in Mule, starting with Custom Business Event.

Custom Business Event

Custom Business Event is used to add metadata and key performance indicators (KPIs) to your flow.

To configure the component, set Event Name and Expression / Value to evaluate the event (see
Figure 4.13):

| packt-custom-business-event

v Kkt TR T, tEl
p
Custom Business
Event

* Error handling

Message Flow Global Elements Configuration XML

@ custom Business Event Bl console [ problems

Q There are no errors.

Display Name: Custom Business Event

Metadata
Motes Settings
Help Event Name: AccountlD

Key Performance Indicators

Use the list of Key Performance Indicators (KPIs) to capture business related information from the payload

$ %
Name Expression | Value
0 account|D #[payload.account_id]

Figure 4.13: Custom Business Event in Anypoint Studio
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Figure 4.13 shows us the configuration of Custom Business Event.

In order to enable insights into the metadata (see Figure 4.14), do the following:

1.  Go to Runtime Manager.
2. Choose your environment.

3. Select the application deployed, Insights, select the radio button, Metadata, and select Insight
on the left-hand tab.

4. Configure the flow name to view the metrics.

&' Runtime Manager

SANDECK @ demo-hellowortdapplication

Application File

Last Updated 2022-04-13 11:26:51AM
App urk: -

Runtime Praperties Insight

() Disabled

| 0 Meadata

STOFE MESSS

Figure 4.14: The configuration of Insights in Anypoint Platform

We can now configure metadata inside the Insight section, as shown in Figure 4.14.

Let’s move on to the next component, which is Dynamic Evaluate.

Dynamic Evaluate

Dynamic Evaluate is helpful when you want to evaluate a DataWeave file (a . dwl file) dynamically
while running a Mule application.

In Figure 4.15, we can see that we've configured a simple DataWeave expression, # [payload.
dataweaveFile], which helps us evaluate a DataWeave file dynamically at runtime:
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‘W packt-dynamic-evaluate

¥ packt-dynamic-evaluateFlow

¥ Error handling

Processor 1

s

Dynamic Evaluate

@ Message Flow Global Elements Configuration XML

@ Dynamic Evaluate

I General
Metadata
MNotes

Help

Consale |_'|_ Problems

) There are no errors.

Display Mame:

Parameters:

Dynamic Evaluate

Expression: fx #l pay load.dataweaveFile

Target:

Target Value:  fix  #l pay Load

Figure 4.15: The Dynamic Evaluate component in Anypoint Studio

Figure 4.15 shows us the configuration of the Dynamic Evaluate component.

The next component is Flow Reference, which we covered in the Exploring the types of Mule flow
section (see Figure 4.5). So, let’s jump to Idempotent Message Validator.
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Idempotent Message Validator

Idempotent Message Validator helps you to validate that the flow processes only use unique messages.
It raises an error, DUPLICATE MESSAGE, if a duplicate message is spotted.

In order to configure it, you need to provide the Id and Value expressions to fetch the unique
identifiers. By default, the Id expression is set to # [correlationId] (see Figure 4.16):

J packt-idempotent-message-validator

¥ packt-idempotent-message-validatorFlow

Idempotent
Message Validator

¥ Error handling

Message Flow Globai Elements. Configuration XM

a‘ Idempotent Message Validator Bl console |2 Problems

{2) There are no errors.

Display Name: |dempotent Message Validator

Metadata
Motes Generic
Help Id Expression: th

Value Expression:  fix # b3 v Load.accountNumber

Store Prafix:

Object Store

% There are no elements available to configure Object Store. Consider adding a module that provides
configuration elements for this field and reopen this dialog afterwards.

Figure 4.16: ldempotent Message Validator in Anypoint Studio

Figure 4.16 shows how you can configure Idempotent Message Validator.

This component will prevent you from processing duplicate messages/records and it’ll help you to
optimize the flow. The next component is Invalidate Cache.
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Invalidate Cache

Invalidate Cache helps you to clear the cache entries by resetting the cache. In order to configure it,

you need to fill in the Caching strategy field (see Figure 4.17):

i packt-invalidate-cache

¥ packt-invalidate-cacheFlow

Invalidate Cache

¥ Error handling

Message Flow Global Elements Configuration XML

@ invalidate Cache Bl console |2 Protilems

i) There are no errors,

Display Mame: Invalidate Cache

Metadata
Motes Cache settings
Help Caching strategy:  Caching_Strategy

Figure 4.17: The Invalidate Cache component in Anypoint Studio

Figure 4.17 shows the configuration of the Invalidate Cache component. After Invalidate Cache, let’s

take a look at a similar component named Invalidate Key.
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Invalidate Key

Invalidate Key helps you clear the cached key referenced in your caching strategy. In order to configure
this, select Caching strategy and the key that you wish to invalidate (see Figure 4.18):

& packt-invalidate-key

¥ packt-invalidate-keyFlow
et T

Invalidate Key

¥ Error handling
Message Flow Giobal Elements Configuration XML

a Invalidate Key E Consoke I_:__ Problems

| ce

@ There are no errors.

Display Name: Invalidate Key

Metadata
Motes Cache settings
Help Caching strategy: Caching_Strategy

Select a method for generating object keys when storing data in the cache

Default

o Key Expression f"'— #{ pavload.account I“

Key Genarator

Figure 4.18: The Invalidate Key component in Anypoint Studio

Figure 4.18 shows the configuration of the Invalidate Key component. Let’s move on to one of the
most widely used components, Logger.
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Logger

The Logger component helps you log important messages and errors, as well as the status of an
application. It’s helpful when debugging and monitoring your application.

You can simply drag and drop the Logger component from the Mule palette into any flow or subflow,
as shown in the following figure. To configure Logger, you need to fill in Message, which could be
with a simple String or a DataWeave script. Make sure you do not log any sensitive information,
as it'll be retained.

You can view the application logs at MULE_HOME/logs/<app-name> . 1log. You can also configure
the path and customize the logging tools (Splunk or ELF, for example) explicitly in 1og4j . xm1 (see
Figure 4.19).

mule-enterprise-standalone-4.4.0-20230417

Name

> @ apps
B bin

> @ conf
B domains

> [l lib
LICENSE.txt
- @ logs
mule_agent.log
| mule_ee.log
B mule-domain-default.log
README.txt
M test-acb.log
MIGRATION.txt
B policies
R README.txt
B server-plugins
> @ services

B tools

Figure 4.19: Mule application logs
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As you can see in the following figure, INFO (default) is the default Level input - the other
levels are DEBUG, ERROR, TRACE, and WARN. Setting log levels will help you to filter out certain
logs while debugging.

You can also club logs into a different category. In order to categorize logs, you can set Category to
String. Figure 4.20 shows the configuration of the Logger component:

Legger Wtk Palte

Search in palenie: Froject _Feaured

* Loggertiow

©

i

¥ Ermor handiing

Measzaga Flaw
) B L P g -
RTppa— Inout Outpnt
Display Mame:  Logger =
\satadacs T ri—
Has G Fayicad
Undsfined

valn Mesiage:  fr Hetla Wil Blpapioadl
Level NED [Dieblt) e

Category:

Figure 4.20: The Logger component in Anypoint Studio

The next component in our list is Parse Template.

Parse Template

This component helps you to process an embedded Mule expression or an external file.

To configure it, you need to provide content or an external file (see Figure 4.21). As you can see, were
getting the user information from Salesforce and later passing it through an HTML template:
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i packt-parse-template

¥ packt-parse-templateFlow

E—

Get user info Parse Template

¥ Error handling

Message Flow Global Elements Configuration XML

@ Parse Template E Console 'L_?_ Problems

@ There are no errors.

Disptay Name: Parse Template

MIME Type

Metadata Settings
Motes Content:
Heip

Location: ftest/src/mainfresourcesfaccount-details.htmi

Output
Target Variable:
Target Value: f_'r

Figure 4.21: The Parse Template component in Anypoint Studio

Figure 4.21 shows the configuration of the Parse Template component. Let’s go ahead with our next
component, which is Set Transaction Id.
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Set Transaction Id

This helps you set a Transaction ID value, which helps you keep track of a record when logging,
monitoring, or analyzing data.

You can configure it by adding Set Transaction Id, which could be a st ring, integer, or DataWeave
expression, as in the following, which helps you generate a universally unique identifier:

%dw 2.0
output application/json

uuid/ ()

i packt-set-transaction-id

¥ packt-set-transaction-idFlow

Set Transaction Id |

¥ Error handling

Message Flow Global Elements Configuration XML

{1 set Transaction Id B console 2! Problems

() There are no erors.

Display Mame: Set Transaction id

Metadata
Motes Generic
Heilp TransactionID: iy  #[ pavload.id

Figure 4.22: The Set Transaction Id component in Anypoint Studio



Endpoints

Figure 4.22 helps us configure the Set Transaction Id component. Let'’s move on to one of the most
frequently used and powerful components, Transform Message.

Transform Message

Transform Message helps you with the conversion of a data format and with the logical transformation
of data. Transform Message can perform complex data transformations. It uses the DataWeave
expression language in order to perform the transformation.

We shall learn more in depth about Transform Message and DataWeave in Chapter 6.
Now that we have studied the various components, let’s learn more about the Endpoints scope in

the Mule palette.

Endpoints

Endpoints help you to trigger a Mule event to start the execution of a Mule flow. They are present in
the message source part of the Mule flow.

Let us learn more about one of the endpoints in the Mule palette, Scheduler.

A Scheduler component

A Scheduler component is one of the components that can act as a trigger to start a Mule event.

You can use a Scheduler component when you want to poll or synchronize data from Salesforce or
any other end system, poll change data capture events (CDC events), or enable watermarking.

You can schedule an event based on two scheduling strategies:

» Fixed frequency: You can set a fixed frequency, defining the regular interval at which you want
your Mule event to be triggered.

In Figure 4.23, we've configured the frequency to every 1000 milliseconds. We have other unit
options, such as minutes, seconds, and so on, under Time unit:
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i packt-scheduler

¥ packt-schedulerFlow

Scheduler

* Error handling

Message Flow

0 Scheduler E Console .:__ Problems

(L) There are no errors.

Display Name: Scheduler
Metadata
Motes
Scheduling Strategy Fixed Frequency

Help

Frequency: 1000

Start delay: O

Time unit: MILLISECONDS (Default)

=

|

= Mule Palette

Q1 scheduler
Search in palette: All  Project

| i core> @ scheduer |

Figure 4.23: A Fixed Frequency scheduler in Anypoint Studio

Figure 4.23 shows the configuration of the Fixed Frequency scheduler. The next component

is the Cron scheduler.

Cron: You can use a cron expression to schedule an event. You can generate it with the free
cron expression tools available online.

As we can see in Figure 4.24, we've configured a cron expression to trigger a Mule event every
five minutes and as per the Europe /London time zone. Similarly, we can set Cron schedulers
to be triggered weekly, monthly, or at any time fixed interval, and within any time zone. The

default time zone is UTC:

Featured
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i packt-scheduler = 0 = pule palette

Q) schedular
Search in palette: All Project Featured

| core> ﬂ Scheduler |

¥ packt-schedulerFlow

Scheduler

® Error handling

Message Flow Global €

0 Scheduler B cansole :_ Problems

\.J There are no errors.

Display Name: Scheduler
Metadata

Motes
Scheduling Strategy ~ Cron
Help
Expression: *f5****

Time Zone: o Europe/London

Figure 4.24: A Cron scheduler in Anypoint Studio

Figure 4.24 shows us the configuration of the Cron scheduler with the help of a CRON expression.

You can manage these schedulers from Runtime Manager. Basically, you can run, enable, and
disable the schedulers. This will prevent us from re-deploying the Mule application and making
code changes (see Figure 4.25).
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= @ Runtime Manager

SANDBOX @® scheduler-demo
&
Run
Dashboard
= Name Schedule
Diagnostics
scheduler-demoFlow Every 60000 MILLISECONDS
Logs
Object Store
| Schedules
Seltings

Figure 4.25: Schedulers in Runtime Manager

With this, we have learned about the different endpoints in the Mule palette. Let us now study the
Error Handling scope and strategies used in Mule.

Error handling

Error-handling components form an important part of Mule’s exception-handling strategy. Whenever
an error occurs, or an exception is raised, the flow’s execution control is moved to the Error Handling
scope, and the error-handling strategy (On Error Continue or On Error Propagate is executed) is
implemented (see Figure 4.26):
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Flow

Event Processor

Event Processor Event Processor

<On Error>

Event Processor Event Processor

Figure 4.26: Mule’s error-handling mechanism

Figure 4.26 shows us Mule’s error-handling mechanism. Let us now learn about different Error
Handling scopes, starting with On Error Continue. Apart from On Error Continue, there are On
Error Propagate, Raise Error, and Error Handler.

On Error Continue

If an error occurs and the On Error Continue scope is defined in the Error Handling section, then the
flow’s normal execution is stopped and the processors inside the On Error Continue scope are executed.

A success response is returned in the case of On Error Continue.

As seen in Figure 4.27, if an error occurs at Processor 2, then flow control is moved to the On Error
Continue scope, and Processor 4 is executed. A success message is returned to the source.

The order of execution is as follows: Processor 1|Processor 2|an error occurs|Processor
4.
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You can also select the error type from the drop-down list in the Type section. ANY includes all
error types:

W packt-error-handier

¥ packt-error-handlerFlow

ofolo

Processor 1 Processor 2 Processor 3

¥ Error handling

» On Error Continue
type: ANY

Processor 4

Message Flow Gicbal Elements Configuration XML
o On Error Continue B console |2{ Problems
O There are no errors.

Display Name: On Error Continue
Metadata

Motes Settings

Help Type:
ANY
‘When:

Enable Notifications
Log Exception

Figure 4.27: The On Error Continue scope in Anypoint Studio

Figure 4.27 helps us with the configuration of the On Error Continue scope.

On Error Propagate

If an error occurs and the On Error Propagate scope is defined in the Error Handling section, then
the flow’s normal execution is stopped and the processors inside the On Error Propagate scope
are executed.

An error response is returned in the case of On Error Propagate.

In Figure 4.28, if an error occurs at Processor 2, then the flow control is moved to the On Error
Propagate scope, and Processor 4 is executed. A success message is returned to the source.
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The order of execution is as follows: Processor 1|Processor 2|an error occurs|Processor 4.

You can also select the error type from the drop-down list in the Type section. ANY includes all
error types:

i packt-error-handler

¥ packt-error-handlerFlow

@@

Processor 1 Processor 2 Processor 3

¥ Error handling

 On Error Propagate
type: ANY

Processor 4

Message Flow Global Elements Confige

To)
@® on Error Propagate B console |21 Problems

) There are no errors,

Display Name: On Error Propagate

Metadata

Notes Settings

Help Type:
Jamay
When:

Enable Notifications
Log Exception

Figure 4.28: The On Error Propagate scope in Anypoint Studio

Figure 4.28 shows us the configuration of the On Error Propagate scope. The next Error Handling
scope is Raise Error.

Raise Error

The Raise Error component helps you throw an error deliberately. You can compare it to the throw
keyword in common programming languages such as C++ or Java.

In order to configure Raise Error, we can select the error type in the Type section, but it’s optional.
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In Figure 4.29, we can see that an error is raised when the # [ ! isEmpty (payload) ] condition
is not met:

W packt-raise-error

¥ packt-raise-errorFlow

#[!isEmpty{Laytoad)]

—_

Raise error

Default

Choice
—_

Processor 1

¥ Error handling

Message Flow Glob:

Elements Configuration XML

o Raise errar El Console |:_ Problems

) There are no errors.

Display Name: Raise error

Metadata
MNotes Settings
Help Type: ANY

Description:

Figure 4.29: Raise Error in Anypoint Studio

Figure 4.29 shows the configuration of the Raise Error scope.

We can handle the raised error using any error-handling strategy, such as On Error Continue or On
Error Propagate, in the Error Handling section of the flow.

The next Error Handling scope is Error Handler.
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Error Handler

Whenever an error is raised or an exception occurs, the Mule error event is forwarded to the Mule
Error Handler scope. Error Handler can contain multiple error handlers such as On Error Continue
and On Error Propagate. It matches the raised exception to behave as per the error-handling
strategy mentioned.

By default, it’s an empty scope. We can add one of the error-handling strategies (On Error Continue
or On Error Propagate), as shown in Figure 4.30:

| packt-error-handler

¥ packt-error-handlerError_Handler

 On Error Continue
type: ANY

Transform
Message

 On Error Propagate
type: STREAM_MAXIMUM_SIZE_EXCEEDED

Transform
Message

Message Flow Global Eler

o packt-error-handlerError_Handler E Console _'_ Problems

IJ There are no errors.

Generic

Metadata Mame: packt-error-handlerError_Handler

MNotes

Help

Figure 4.30: A global error handler in Anypoint Studio

You can have a dedicated file for managing all the errors in one place, usually named global -
error-handler.xml.
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To create a global file for error handling, in the Global Elements section of global-error-
handler.xml, go to Create | Global Configuration | Global Element Properties, set Default Error
Handler as <name of your global error handler filesx,and hit OK (see Figure 4.31):

e

{ packt-error-handler

Global Configuration Eler [ ] @ Global Element Properties

Type Configuration

Use this element to specify defaults and general settings for the Mule instance.

General Notes Help

Settings

Default Error Handler: | packt-error-handlerError, Handier -]

HA Profile: -- Empty -- (=]

e Flow | Global Elements | Confl

« J Mule Properties & console

‘?;‘ coneel

Figure 4.31: A global error handler file in Anypoint Studio

Figure 4.31 shows us how to create a global file for error handling.

We have now studied the different Error Handling scopes and the error-handling mechanism, which
forms an important part of the exception-handling strategy. Now, let's move ahead with the Flow
Control mechanism.

Flow control

Flow control helps you to control the order of execution of a flow or subflow by routing the message
to the same or different processors. Let us learn about the flow control components used in Mule. We
will be exploring the following components in this section:

« Choice
o First Successful
« Round Robin

o Scatter-Gather
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Let’s get started with the first one, Choice.

Choice

The Choice router helps you select the route based on the condition satisfied. It is similar to the
if-else block or the switch block in common programming languages.

To configure a Choice router, just drag the component from the Mule palette. By default, it consists
of two routes, namely the one that satisfies the criteria and the default route to take if the condition
is not met. You can drag and drop any other processor from the Mule palette to build upon the route
(see Figure 4.32):

i packt-choice-router

¥ packt-choice-routerFlow

#[payload.id==

@

Transform
Message

#[payload.id==

@

Choice Transform
Message

Default

@

Transform
Message

¥ Frror handling

Message Flow Gl

Choice Bl consate L:_ Problems

@ There are no efrors.

Display Name: Choice

Metadata
Notes General
Help Choice route expressions are configured in each When element.

Business Events

Enabling this option will activate event tracking feature for this element and its children.

Enable default events tracking

Figure 4.32: A Choice router in Anypoint Studio
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Figure 4.32 shows us the configuration of the Choice router.

First Successful

The First Successful router iterates through all the routes in sequence until one of the routes executes
successfully. If none of the routes execute successfully, it throws an error.

To configure it, you can set the initial state to started or stopped. You can also set the maximum
concurrency to the number of processes to be executed concurrently. Both values are optional.

In Figure 4.33, we can see that there are three routes. Here, the first route throws an error - hence, the
second route is executed. The second route is the first successful route — hence, the flow terminates
here, and the third route is not executed:

@

Error Route

@

Success Route

@

Mot executed

& packt-first-successful

¥ packt-first-successfulFlow

First Successful

* Error handling

Message Flow Global Elements Configuration XML

@ packt-first-successfulFlow Bl console L.._. Problems

O There are no errors.

General Flow Configuration

Metadata Name: packt-first-successfulFlow
Notes Initial State:

Help Max Concurrency:

Business Events

Enabling this option will activate event tracking feature for all the elements within the fiow.

Enable default events tracking

Figure 4.33: The First Successful route in Anypoint Studio
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Figure 4.33 shows us the configuration of First Successful.

Round Robin

The Round Robin router helps you to execute each route at a time, in a circular manner, every time
the flow is executed. It keeps track of previously executed flows and executes the next route. If the
currently executed route is the last one, it traverses back to the first route in the next iteration.

In Figure 4.34, we can see that every time the Mule flow is triggered. The order of execution will be
the following:

Processor 1l|Processor 2|Processor 3|Processor 1

@

Processor 1

4 packt-round-robin

¥ packt-round-robinFlow

—
Round Robin
Processor 2
2
Processor 3
¥ Error handling
Message Flow Global Elements Ce uration XML

Round Robin E Console |:_ Problems
O There are no errors,
Business Events
Metadata Enabling this option will activate event tracking feature for this element and its children.
Enable default events tracking

Motes

Help

Figure 4.34: The Round Robin router in Anypoint Studio

Figure 4.34 helps us to understand the configuration of the Round Robin router. The next router
is Scatter-Gather.
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Scatter-Gather

The Scatter-Gather router routes the Mule event through parallel routes simultaneously. The parallel
execution of the Mule event speeds up the processing.

All three transformers will execute in parallel whenever the Mule event is triggered (see Figure 4.35).

Updating multiple Salesforce objects or end systems simultaneously is one of the applications of a
Scatter-Gather router. To configure it, you can set the Initial State and Max Concurrency values,
but that is optional:

| packt-scatter-gather

¥ packt-scatter-gatherFlow

@

Processor 1

@

Processor 2

@

Scatter-Gather

Transform
Message
* Error handling
Message Flow Global Elements Configuration XML

@ packt-scatter-gatherFlow & console  [2 Problems

) There are no errors.

Flow Configuration

Metadata Marne: packt-scatter-gatherFlow
Notes Initial State:
Help Max Concurrency:

Business Events

Enabling this option will activate event tracking feature for all the elements within the flow.

Enable default events tracking

Figure 4.35: The Scatter-Gather router in Anypoint Studio

Figure 4.35 shows us the configuration of the Scatter-Gather router.

We've now learned about several Flow Control scopes, which will help us in choosing the right flow
control scope or router when building our integrations.

We shall now study several other Scopes options in the Mule palette and their applications.
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Scopes

Scopes usually represent a block of code that executes several Mule processors, as per the characteristics
of the scope. We shall now learn about the various scopes that are a part of the Core components in Mule.

Async
The Async scope helps you add an asynchronous block of code into your flow.

If the processors in the main flow are taking a long time to execute and there is no dependency on
the response from those processes, we can club them together in the Async scope.

You can configure the scope by simply setting the Max concurrency value as equal to the number of
messages that you wish to be executed concurrently (see Figure 4.36):

i packt-async-scope

L

¥ Async
—_—
Processor 1 Processor 2
*» Error handling
Message Flow Globat Elements Configuration XML

0 Async El console |&{ Problems

O There are no errors.

Display Nama: Async

Metadata
MNotes Generic
Help IMax concurrency: 2 I

Figure 4.36: The Async scope in Anypoint Studio

Figure 4.36 shows us the configuration of the Async scope. The next scope is Cache.
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Cache

The Cache scope helps you to store frequently recurring data. It helps the processing time of similar
events by reusing the cached event.

You can select a default caching strategy or a customized one (see Figure 4.37):

4l packt-cache-scope

¥ packt-cache-scopeFlow

¥ Cache
@ @
Processor 1 Processor 2
¥ Error handling
Message Flow Global Elements Configuration XM

@ Cache Bl console &1 Problems

D There are no errors.

Display Name: Cache
Metadata

Notes Caching strategy reference

Hel)
4 © Use Default caching strategy

Referance 1o a strategy:

Filter
Use the filter to exclude specific messages from cache scope flow.

fx

Figure 4.37: The Cache scope in Anypoint Studio

Figure 4.37 helps us to understand the configuration of the Cache scope. The next scope in our list,
Flow, is another of the most frequently used scopes.

Flow

Flow helps you carry out the sequential execution of Mule processors. You can trigger a flow with the
help of a Message source or invoke it using a Flow Reference component (see Figure 4.5).
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For Each

The For Each scope helps you to iterate over an object. It is similar to the for loop used in basic

programming languages.

To configure the For Each scope, you need to specify a collection over which the loop will iterate, the
name of the counter variable, and the batch size to group the messages (see Figure 4.38):

i packt-for-each-scope

¥ packt-for-each-scopeFlow

¥ For Each

Transform
Message

Processor 1 Procesor 2

¥ Error handling

Message Flow Global Elements Configuration XML

@ For Each Bl console |:_ Problems

() There are no errors.

Display Name: For Each

Metadata
Notes Settings
Help Collection:

Counter Variable Name:

Batch Size:

Root Message Variable Name:

fx #[ payload. id
counter
1

rootMessage

Figure 4.38: The For Each scope in Anypoint Studio

Figure 4.38 shows us the configuration of the For Each scope. The next scope in our list is the Parallel

For Each scope.

Parallel For Each

Parallel For Each splits the message into smaller batches, processes them concurrently, and aggregates

them later to give a consolidated result.
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As we can see in Figure 4.39, the configuration of Parallel For Each is similar to that of each scope:

1l packi-parallel-for-each

¥ packt-parallel-for-eachFlow

¥ Paraliel For Each

#[payload.condition? =...

@

Processor 1

S | +—
Default
Transform Choice
Message Final Payload
—%
Processor 2
* Error handling
Message Flow Giocbal Elements Configuration XML

@ Parallel For Each B console {:-__ Problems

53 There are no errors.

Display Name: Parallel For Each

Metadata
Notes Settings
Help Collection: x # pa

Timeout:
Max concurrency: 5

Target: finalPayload

Target Value: Jf& H

Figure 4.39: The Parallel for Each scope in Anypoint Studio

Figure 4.39 helps us with the configuration of the Parallel For Each scope. Let’s learn about the next
scope in our palette, which is Sub Flow.
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Let us now understand when to use For Each, Parallel For Each, and Batch Job (see Table 4.1)

previous records

only if previous
record is successful

records irrespective
of previous records

For Each Parallel For Each Batch Job
Processing Sequential Parallel Asynchronous
and Synchronous and Synchronous
Data Set Small Medium Large
Dependency on Yes, process records | No, will process No, will process

records irrespective of
previous records

Use Case Use in flow or in When aggregated When you want to
batch component output is needed reprocess failed record,
complex transactions and
large volume of data sets
Table 4.1: Comparison between For Each, Parallel For Each, and Batch Processing
Sub Flow

Sub Flow helps you to execute the sequential execution of Mule processors. It does not consist of a

Message source. It is invoked by a Mule flow (see Figure 4.4).

Try

The Try scope enables you to handle an error that may result while executing a processor inside a
try block. The Try scope supports transactions. It is similar to the Try-Catch block in the basic
programming language.

It is useful when we want a customized error-handling strategy for a particular component.
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You can configure Transactional action and Transactional type. In Figure 4.40, we're going ahead
with the default options:

! packt-try-scope

¥ packt-try-scopeFlow

¥ Try

Query all

¥ Error handling

¥ Error handling

Message Flow Globai Eiements Configuration XML

@ Try B console &4 Problems

'\_) There are no errors.

Display Name: Try

Metadata
Motes Settings
Help Transactional action: INDIFFERENT (Default)

Transaction type: LOCAL (Default)

Figure 4.40: The Try scope in Anypoint Studio

Figure 4.40 shows the configuration of the Try scope. Let’s move ahead with our next scope, which
is Until Successful.

Until Successful

As the name suggests, the Until Successful scope lets you retry a processor until it succeeds or the
maximum number of retries is exhausted.



Transformers

To configure the Until Successful scope, you need to define the maximum number of retries and
milliseconds between two consecutive retries. You need to ensure that you're setting valid exit conditions,
or else the flow could run into an infinite loop (see Figure 4.41):

i pack=unti-successful

¥ pack-unti-successfulFlow

¥ Until Successful

@0 C

Listener Transform Invoke apex rest

Message method
Message Flow Giobal Elements Configuration XML
@ Until Successful Bl console |'__ Problems
\3 There are no arrors.

i Display Mame: Until Successful

Metadata

Motes Generic

Help Max Retries: x| 5

Milliseconds Between Retries: fx 60000

Figure 4.41: The Until Successful router in Anypoint Studio

Figure 4.41 shows us the configuration of the Until Successful scope.
We have now studied the selection of scopes available in Mule, which are helpful from a routing perspective.

Let’s move ahead with learning more about Transformers.

Transformers

Transformers are the processors mainly responsible for enhancing or transforming the Mule event.
They’re responsible for carrying out all the logical transformations. Let us learn about a few transformers.
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Set Variable

You can configure a new variable in a Mule event with the help of the Set Variable component. To
configure the variable, you need to assign a name and value to the variable (see Figure 4.42):

i packt-variables T B = pule Palette

Q, set variable
Search in palette: Al Project Featured

i Core* [} Set Variable

¥ set-variableFlow

Set Variable |

* Error handling

Message Flow Global Elernents Configuratio

9 Set Variable B console {81 Problems % Mule Debugger

L:) There are no errors

Display Name: Set Variable

MIME Type

Metadata Settings

MNotes Name: myVariable

Help Value: j,‘\— Payload #[payload]

Figure 4.42: The Set Variable component in Anypoint Studio

Figure 4.42 shows us the configuration of the Set Variable component. The next component is
Remove Variable.
Remove Variable

This component helps you to remove an existing or default Mule variable from the Mule event.

To configure the Remove Variable component, you need to enter the name of the variable that needs
to be removed from the Mule event (see Figure 4.43):
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4 = =
4 packt-variables O = Mule Palatte

Q) remove variable
Search in paiette: A Project Featured

| cnn»Qmemm\rariame |

¥ set-variableFlow

e
yar

Set Variable Remove Variable

¥ Error handling

Message Flow Global Elements Configuration XMl
Q Remove Variable Bl console 2! Problems ®F Mule Debuager
(2 There are no errors.

! Display Name: Remove Variable
Metadata

Notes Settings
Help Name: fx myVariable I

Figure 4.43: The Remove Variable component in Anypoint Studio

Figure 4.43 shows us the configuration of the Remove Variable component. The next component is
Set Payload.

Set Payload

It helps to override the existing payload and sets a new payload. To configure the Set Payload
component, just drag and drop the connector from the Mule palette and enter the value of the payload.

The value could be a String or DataWeave expression. You can also set the MIME type and
encoding details in the MIME Type section, but that’s optional (see Figure 4.44):
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& packt-set-payload Eall= = Mule Palette

Q set payload
Search in palette: All Project Featured

Favorites > @ Set Payload (Core)

¥ packt-set-payloadFlow

Set Payload |

* Error handling

Message Flow Glot

) set Payload Bl console [8] Probtems %% Mule Debugger

() There are no errors.

Display Name: Set Payload

MIME Type

Metadata Settings

Notes Value:  fiv , Set payload to #[payload] I
Help

Figure 4.44: The Set Payload component in Anypoint Studio

Figure 4.44 shows us the configuration of the Set Payload component.

Note

In this chapter, we've mostly used Transform Message as the processor, but you can use any
processor any number of times, as per the use case.

We have learned about the transformers in Mule - now, let’s solve a few assignment problems to get
hands-on experience with the Core components.

Summary

In this chapter, we learned about all the Core components of Mule’s Anypoint Studio. We also covered
the architecture of the Mule event.



Assignments

The Core components tell us about various routing strategies, scopes, flow control strategies, event-
processing mechanisms, error handling, and so on. To become a proficient MuleSoft developer or
Architect, it’s essential that we know about these Core components.

Choosing the right component per use case helps you achieve the maximum throughput and optimum
results. Learning about these Core components is also important from a MuleSoft certification perspective.

In the next chapter, we'll learn about the capabilities of Anypoint Platform, the configuration of the
platform, and the different entities in Anypoint Platform. We will also get a better understanding of
the entire iPaa$ tool in the next chapter.

Assignments
1. Create a simple Mule application that logs a UUID every 10 min. Add On Error Continue as
the error-handling mechanism.

2. Create a batch job that processes a file containing 10,000 records (use the file on GitHub). Sort
the records as per account ID and log payload.

Questions

Take a moment to answer the following questions to serve as a recap of what you just learned in
this chapter:

1. What is the difference between For Each and Parallel For Each?

2. What is the difference between the Async scope and a subflow?

3. When should you use batch processing and when should you use Parallel For Each?

4

What is the difference between a Choice router and Scatter-Gather?

Answers

1. For Each splits the collection into records and processes them sequentially in iteration, whereas
Parallel For Each processes them simultaneously.

2. Async flows run parallel with the main flow without obstructing the other operations of the
main, whereas a subflow is a part of the main flow that continues the execution of the main flow.

3. When you have a large number of records to be processed, you should go ahead with batch
processing — otherwise, you can continue using Parallel For Each, as it has less overhead.

4. 'The Choice router evaluates the condition and routes the request to a particular route that
satisfies this condition, whereas Scatter-Gather processes multiple routes in parallel.
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5
All About
Anypoint Platform

The terms Anypoint Studio and Anypoint Platform may sound similar and thus confusing. However,
they’re completely different and serve different purposes. Anypoint Studio is an integrated development
environment (IDE) that we use to build, test, and run Mule applications. We explored it thoroughly
in Chapter 3, and Chapter 4. Anypoint Platform, on the other hand, is a user interface (UI)-based
control plane that manages a variety of components, such as Design Center, Exchange, Runtime
Manager, and others. We'll learn about this in more depth in this chapter.

After reading this chapter, you'll know more about the following topics:

« Different components in the Anypoint Platform

o What an API specification, an API fragment, and AsyncAPI are in API Designer
o How to publish assets from an Exchange portal to a public portal

o How to deploy a Mule application from Runtime Manager

o How to create Runtime Manager alerts

o API Manager, Anypoint Monitoring, and Visualizer

o Access Management (organization and business groups)

Technical requirements

In this chapter, we'll be using the Anypoint Platform, which we already configured in Chapter 2.

Here’s the login link: https://anypoint .mulesoft.com/login/.


https://anypoint.mulesoft.com/login/
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The . jar file that will used for deployment later in this chapter, in the Deploying to CloudHub section,
is available at the following GitHub path, under the Chapter3 folder: https://github.com/
PacktPublishing/MuleSoft-for-Salesforce-Developers-Second-Edition.

Introducing Anypoint Platform

Anypoint Platform is a single platform that facilitates designing an API, storing assets, deploying any
application to the cloud/on-premises, getting real-time visibility, and troubleshooting issues. It helps
organizations connect their applications, data, and devices and consists of the following components:

o Design Center

o Exchange

o Runtime Manager (CloudHub 2.0)

« API Manager

« Anypoint Monitoring

+ Anypoint Visualizer

o Access Management (organization and business groups)
o Data Group

o Data Gateway

. MQ

o Secrets Manager

In the upcoming sections, we'll explore some of these components in detail.

Getting started with Design Center

Design Center is a tool that’s used to design and build APIs in Anypoint Platform. Here, we design
and test the API specification first before starting the development process. This is called the API
design-first approach. Using an API design-first approach ensures that business requirements are
captured early in the API life cycle. We can share the API specification with other developers so that
they can consume the API before we even start development. The main component of Design Center
is API Designer.


https://github.com/PacktPublishing/MuleSoft-for-Salesforce-Developers-Second-Edition
https://github.com/PacktPublishing/MuleSoft-for-Salesforce-Developers-Second-Edition

Getting started with Design Center

APl Designer

API Designer is a platform for designing, documenting, and testing APIs in RESTful API Modeling
Language (RAML) or OpenAPI Specification (OAS) with code-based or visually guided experience.
It also generates interactive API documentation in the API console, which provides information on
APIs and their methods. Before the actual implementation, an API developer can also test their APIs
in the API console itself.

Important note

RAML is a YAML-based language for describing RESTful APIs. OAS, an open API specification
formerly known as the Swagger specification, is a standard for defining RESTful interfaces.

In API Designer, we can design an API specification, an API fragment, and AsyncAPI. Let’s learn
more about them.

APl specification

An API specification is API documentation that helps developers/consumers understand the API.
This specification contains API requests, response structures, methods, endpoints, examples, and
other details that are required for the API to be consumed. This is used in synchronous/real-time
web service integration.

We learned how to design the API specification in Chapter 2. So, let’s move on to API fragments
and AsyncAPL

APl fragment

An API fragment is a reusable component of RAML. It isn’t a complete RAML but a portion of the
RAML specification. It can be created separately as an API fragment in API Designer and can be
reused in multiple API specifications. We explored this in detail in Chapter 2.

AsyncAPI

An AsyncAPI specification is used for creating the specification for a messaging-based interface.
This specification is protocol-agnostic, which means it can support many protocols, such as
amgp, amgps, http, https, ibmmg, jms, kafka, kafka-secure, anypointmg, mgtt,
secure-mgtt, solace, stomp, stomps, ws, wss, and mercure. In a nutshell, AsyncAPI
is protocol-independent. We can use AsyncAPI in any event-driven architecture that deals with
asynchronous/near-real-time integrations.
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Follow these steps to create an AsyncAPI specification:

1. Loginto Anypoint Platform and click Design Center. From there, click Create new and
select New AsyncAPI.

2. Set the project’s name. Here, Specification Language can either be YAML or JSON. In this
example, we'll select YAML as our language, as shown in Figure 5.1, and then click on Create API

New API specification

Project name (required)

MusicAsyncAPI

Specification Language

‘ AsyncAPI 2.0 (YAML) %

To get started authorize the MuleSoft application. | earn more

O Use GitHub to store, manage, and collaborate on API specifications.

Create API

Figure 5.1 - New API specification

Once created, the following code block will appear that describes the AsyncAPI version and
other details:
asyncapi: '2.0.0'
info:
title: MusicAsyncAPI
version: '1.0.0'
channels: {}



Getting started with Design Center

2|
£

In this example, to publish the song data to a queue/channel via an external application/
organization, we need a queue name, a payload structure, and server details. These details will be
available in the AsyncAPI specification provided by MuleSoft developers. Using this specification,
external applications or organizations can publish (send) or subscribe to (receive) data from
the required queue/channel. Let’s consider songs-request and songs-response as
channel names (see Figure 5.2).

In the PUBLISH method section, we can define the fields that are required for publishing the
message to the songs-request channel. Similarly, in the SUBSCRIBE method section,
we can define the fields that we expect while subscribing to the message from the songs -
response channel. If we need to reuse any code, then we can use the component object
in AsyncAPI and refer to it using Sref.

The email and name are in the Contact information section. Server details for different
environments can be found in the API servers section:

Design Center

U MusicasyncAPUmaster

Files 2 = Documentation Q g

Ty AP itle: MusicAsyncAP
arnange |50n Wersion 1.0.0
1 OUHCISYCIP YA | e P
* amap/broker muie com

Broudcticn ervironment

» A hioker o

on prossiction evicrament mainty e for UAT paarpose.

Comtact nformaton

< maAnlyr used for LAY, purpoes Fact Publication  mule boak@gmailcem

APl channels

SONgS-regues

PUBLISH

Figure 5.2 — AsyncAPI specification

Figure 5.2 shows the structure of an AsyncAPI specification, which includes the info, servers,
and channels sections.
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3. After successfully creating the AsyncAPI specification, click Publish and select the Publish to
Exchange option. In the dialog box that appears, provide the asset version and click Publish
to Exchange to publish the AsyncAPI specification to Exchange (see Figure 5.3). Versioning
is important because when the API version changes, it gives clients the flexibility to update or
continue with an older version of the API:

MusicAsyncAPI

Asset version (required) Asset versioning

To publish to Exchange, you must version assets
using SemVer. Examples of good versions are
1.0.0 or 4.3.1.

1.0.1

1.0.0 published 100 days ago

Additional help

APl version (required) + Changing a project’s main/root file

1.0.0 » What is an AP| version?

Specified in reorfile

LifeCycle State ®
Stable
o Stable
State of release, ready to consume
—~ Development
() Development o
— In Process of Design and Development

> More options

Cancel Publish to Exchange

Figure 5.3 — Publishing AsyncAPI

As shown in Figure 5.3, there are two states in the life cycle of AsyncAPI. Once the design for AsyncAPI
is complete, its state can be set to Stable, indicating a stable release that can be consumed by anyone. If
the AsyncAPI specification is still being updated, the life cycle state can be marked as Development.

Once published to Exchange, the AsyncAPI specification is available for users in the same organization.
If we need to make it available for external partners/consumers, then we need to publish it to the
public portal from Exchange.

With this, we know how to design the API using an API specification, an API fragment, and an
AsyncAPI specification via Design Center. Once we've designed the API, we can share it with other
developers, external partners, and consumers to help them start their development. This way, they
can consume the API before the API is developed.



Introducing Exchange

In this section, we explored Design Center in Anypoint Platform. We learned more about API
specifications, API fragments, and AsyncAPL

Next, let’s learn more about the Exchange component.

Introducing Exchange

Exchange is an online catalog that stores all reusable assets, such as APIs, connectors, templates,
examples, policies, API groups, DataWeave libraries, AsyncAPIs, HTTP APIs, API specifications
and fragments, and custom assets. It's mainly used for exchanging/sharing assets with others in the
Anypoint Platform within an organization.

From Exchange, we can discover and see the assets available in the organization. We can access these
Exchange assets from different components (both Anypoint Platform and Anypoint Studio) for reuse.
For example, in Anypoint Studio, we can access various connectors, templates, and examples by using
the Search in Exchange option in the Mule palette. Similarly, in API Manager of Anypoint Platform,
we can access the API assets by using the Manage API from Exchange option.

Assets are grouped under Provided by MuleSoft and the respective organization name in Exchange.
This section includes all the assets that are shared by MuleSoft and its partners that are certified
by MuleSoft.

Figure 5.4 shows the assets that are available under Provided by MuleSoft. These assets are publicly
available for all MuleSoft customers:

Eschanga

Assets provided by MuleSoft

Nltypes v | G searen

l Pirimelest tny Mhsle St

Shiared with e

Figure 5.4 — Exchange assets provided by MuleSoft
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Assets that are published/shared within the organization appear in the respective organization section.
These assets can’t be accessed outside the organization. In this example, Packt Publication is an
organization name.

This organization has a musicbox-sys-api REST API asset in Exchange (we designed and
published this earlier in Chapter 2) that can be discovered by other developers in the same organization,
as shown in Figure 5.5:

Exchange &l Packt Publication 7 MD

Publish new asset ; .
_ Packt Publication assets [master)

Packt Publication (master)

All types v

ol

Figure 5.5 - Exchange assets from the current organization

Upon clicking the musicbox-sys-api asset, the asset page will open, as shown in Figure 5.6.
Let’s try to download, view/edit, and share the API specification.

We can download the API assets either as RAML, OAS, a Mule 3 connector, or a Mule 4 connector
by clicking the Download option, as shown in Figure 5.6.
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The View code option allows you to view/edit the API specification from Design Center:
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Figure 5.6 — Exchange - viewing the asset

We can share these assets with other developers within the organization and also publish them to the
public portal by selecting Share and then Public on the asset page. Check the v1 checkbox for the
version and click Save, as shown in Figure 5.7
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Share

Collaborators Public

Figure 5.7 — Exchange - sharing assets to the public portal

This feature makes MuleSoft Exchange a powerful collaboration tool for large teams that streamlines
communication, versioning, and access.

Now, let’s learn more about the public portal in Exchange.

The public portal

The public portal is a web-based UI where developers can view the company’s API. It's mainly used for
enabling developers/consumers to access the assets that have been published by other organizations.
The Exchange public portal is also called the developer portal.

Nowadays, public/developer portals have evolved from basic documentation sites into robust tools
that focus on enhancing developer experience (DX) and API discoverability. Initially, they served
as simple repositories, but today, they prioritize easy onboarding, interactive documentation, and
search functions. These improvements help developers quickly find, explore, and use APIs, making
modern portals essential for collaboration and innovation.
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We can customize the portal’s appearance by adding a logo, banner image, text, and favicon for the
browser tab.

Open the public portal by selecting the Public portal link in the Exchange section, as shown in
Figure 5.8:

Exchange

Publish new asset

All assets

Packt Publication (master)
Provided by MuleSoft

Shared with me
My applications

Public portal s

Ly

Settings

‘ Try the new search ‘

Figure 5.8 - Public portal

All assets that are published to the public portal are available, as displayed in Figure 5.9. Anyone with
an internet connection can view these APIs. Open the public portal in Private/Incognito mode via
your browser. If you open the public portal in a normal browser window, it might use the same login
credentials that you logged in with already. Just to show that the public portal will work without any
credentials, I've opened it in Private/Incognito mode. You don't need to provide any credentials to
see a list of APIs that have been published in the public portal:
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nypaint Exchange

Welcome to your developer portal!

Bulld your applcation network er! Get started with powerful tools, intuitive interface, and
best in class docurmentation experience.

Figure 5.9 - Public portals

Previously, we tried to publish the API specification to Exchange (In Chapter 2). From Exchange,
we can publish assets using the Publish new asset option. Try to publish various asset types (REST,
SOAP, HTTP, and AsyncAPI) from Exchange using this option.

In this section, we learned about the assets provided by MuleSoft, as well as assets that are shared by
our organization in Exchange. Then, we learned how to download, view/edit, and share/publish these
assets to the public portal.

Let’s move on and learn more about Runtime Manager.

Exploring Runtime Manager

Anypoint Runtime Manager is the single place to view and manage the Mule applications that are
running in Mule Runtime. Mule Runtime is an integration engine that runs Mule applications. We
can see and manage the application that’s been deployed in on-premises mode, CloudHub (MuleSoft-
managed), and the public cloud from Runtime Manager. We can also deploy a Mule application using
a . Jjar file via Runtime Manager. A . jar file is a compressed version of an application.

Let’s become familiar with some terms related to Runtime Manager before we deploy the Mule
application to CloudHub using a . jar file:

o Workers: A worker is a dedicated instance that runs the Mule application on CloudHub.

o Worker size: Different types of workers are available based on vCore size. Worker sizes come
with different compute, memory, and storage capacities. A core can be a physical or virtual
core/vCore (a virtual core denotes a virtual CPU and allows the users to choose the physical
properties (number of cores, memory, and storage size) of hardware). In computers, we use a
physical core, but in CloudHub, it’s preferable to use a vCore. A vCore is partitioned from a
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physical core. For example, one physical core is partitioned into up to 10 virtual small cores
with 10 * 0.1 vCores. 0.1 vCores is the smallest size in CloudHub.

o Increasing the number of workers provides horizontal scaling for the application, whereas
increasing the worker size provides vertical scaling for the application.

-

Horizontal and vertical scaling

Horizontal scaling means adding additional machines to accommodate new infrastructure
demands. For example, if there’s a Black Friday/Christmas sale, we expect more traffic to go
to our e-commerce server; in that case, we can add an additional server to share the load of
incoming traffic.

Vertical scaling means increasing additional resources to the same machine to get more power
(CPU, memory, and disk). For example, if we need to process more records from a file/database,
then we can add an additional CPU or memory to handle the load.

J

Let’s explore the pros and cons of vertical and horizontal scaling in detail. Based on this, we can decide
which approach best fits our needs:

Aspect Vertical Scaling Horizontal Scaling
Pros « Easier to implement o Increases capacity
 No changes to applications o Better fault tolerance
o Good for smaller workloads o Can handle very large workloads
Cons « Limited by server capacity o More complex to manage
« Can be costly for high specifications | « Requires load balancing
« Single point of failure » May need application adjustments
Use case Suitable for smaller applications or when | Ideal for large-scale applications needing
scaling up is needed quickly high availability and load distribution

Table 5.1 - Pros and cons of vertical and horizontal scaling
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While deploying the Mule application, we can choose the worker size from the available dropdown
(see Figure 5.10). Let’s look at the available worker sizes:

Worker Size | Heap Memory | Storage
0.1 vCores 500 MB 8 GB
0.2 vCores 1GB 8 GB

1 vCore 1.5 GB 12 GB
2 vCores 3.5GB 40 GB
4 vCores 7.5 GB 88 GB
8 vCores 15 GB 168 GB
16 vCores 32 GB 328 GB

Table 5.2 — Worker sizes
Heap memory is memory that’s allocated to our Mule application. When the application runs, it uses
this memory to process the requests that are received.

For example, if we choose 0.2 VCPUs as a worker size, then the heap memory and storage allocated
will be 1 GB and 8 GB, respectively.

CloudHub 2.0

In addition to CloudHub, MuleSoft has recently launched CloudHub 2.0, which offers several enhancements
compared to the current CloudHub option. These enhancements include the following features:

o Multiple trust stores for client certificates for mutual TLS

+ The option to download load balancer logs and ingress logs
« A fully managed private space for VPC and VPN

+ A fully managed shared space

The following table highlights the key differences in infrastructure behavior between CloudHub 1.0
and CloudHub 2.0 and emphasizes changes in connectivity, deployment, and traffic management:
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Feature/Behavior CloudHub 1.0 CloudHub 2.0

VPC peering and Supported Deprecated; use transit gateway

Direct Connect attachments instead

Deleting a private space | Not applicable The transit gateway is preserved and can

with a transit gateway

be reattached

Private
space association

Limited to a
single environment

Can associate with multiple
environments (sandbox, production)

Moving applications
between regions

Applications can be
moved between regions

Requires redeployment to another
shared/private space in a different region

Traffic ports

HTTP and HTTPS use
standard ports

HTTP and HTTPS use port 8081

VPN connections

VPCs can establish
VPN connections

Can’t create a VPN connection with a

private space

Replicas

Table 5.3 - CloudHub 1.0 versus CloudHub 2.0

Replicas are similar to workers; however, in replicas, your application runs in CloudHub 2.0, whereas
in workers, your application runs in CloudHub. Replica sizes offer different compute, memory, and
storage capacities compared to workers:

vCore Size | Total Memory | Heap Memory | Storage
0.1 1.2GB 480 MB 8 GB
0.2 2GB 1GB 8 GB
0.5 2.6 GB 1.3GB 10 GB
1 4GB 2GB 12 GB
1.5 6 GB 3 GB 20 GB
2 8 GB 4GB 20 GB
2.5 9.5GB 4.75 GB 20 GB
3 11 GB 5.5 GB 20 GB
35 13GB 6.5 GB 20 GB
4 15GB 7.5 GB 20 GB

Table 5.4 - Replica sizes
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Private space

In CloudHub 2.0, a private space is a virtual, private, and isolated environment for running your
applications. You have the flexibility to create multiple private spaces, whether in the same region or
different regions.

Shared space

In CloudHub 2.0, a shared space is a dynamic cloud environment comprising Mule instances operating
within a multi-tenant setup. CloudHub 2.0 offers one shared space in each supported region, where
you can deploy your integration applications.

In a shared space, we must consider the following aspects:

o We can’t connect to an on-premises data center
o Our applications need to use the cloudhub. io domain name
o We can’t configure custom certificates
We're now familiar with the concepts of workers and worker size and CloudHub 2.0 (replicas, private

spaces, and shared spaces) in Runtime Manager. Next, let’s learn how to deploy a Mule application
to CloudHub using a . jar file.

Deploying a Mule application to CloudHub

Now that we have a basic understanding of common terms, let’s deploy the Mule application using
Runtime Manager. In this example, we're going to deploy the Hello World Mule application that
we developed in Chapter 3. In that chapter, we exported the application as a . jar file. The application
has HTTP Listener with a /hello endpoint, Logger to log the Welcome to Hello world
application message, and a Transform Message to output { message: "Hello World"
}. We'll use the same . jar file to deploy the application to CloudHub.

Follow these steps to deploy the application:

1. Click Runtime Manager under Management Center.

2. Choose Sandbox as the environment.

3. Click the Deploy application button to deploy the application.
4

Provide a unique application name, select the deployment target, and choose the . jar file. Now,
select the worker size and the workers, and then click Deploy Application (see Figure 5.10):
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Figure 5.10 — Deploying an application in Runtime Manager

A progress bar will appear on the same page while you're deploying in CloudHub. At this stage,
it will procure a virtual machine (VM)/system (worker), install a lightweight Mule runtime,
and deploy the application.

At this point, we'll see the following log page, which shows the latest status of our deployment

(see Figure 5.11):

= @ Runtime Manager

SANDBOX

Dashboard

Insight

I togs

Object Store
Queues

Schedules

Semings

. Demo-HelloWorldApplication

Live Console

@ Logs are kept for 30 days or up ta 100 MB

QSearch
10:56:03.532 06/02/2024 Deployment
application queued to be deployed...
10:56:05. 599 06/02/2024 Deployment

Deploying epplication to 1 workers in us-east-2 region{s).

10:56:06.347 Be/02/2024

Deployment

Provisioning CloudHub worker in reglonsus-east-2...

109:56;12, 360 B6/02/2024

Starting CloudMub worker at 18.189.194.41 ...

Deployment

system SYSTEM
system SYSTEM
system SYSTEM
system SYSTEM

Figure 5.11 — Deployment status - logs
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6. Once the Mule application has been successfully deployed, a green mark will appear on the
log page (see Figure 5.12):

SANDBOX

€ Applications

Dashboard

Insight

Logs

Object Store
Queues

Schedules

Settings

® Demo-HelloWorldApplication  Live Console

® Logs are kept for 30 days or up to 100 MB

Qsearch

19:41:55.319 11/18/2824 Worker-@ ArtifactDeployer.start.@l INFO

Listening for connections on “http://0.0.0.0:80881°

19:41:55.352 11/18/2824 Worker-8 ArtifactDeployer.start.8l INFO

Starting flow: helloworldFlow

19:41:55.959 11/1e/2e24 Worker-@ ArtifactDeployer.start.81 INFO

Starting Bean: listener

19:41:55.981 11/18/2824 Worker-@ ArtifactDeployer.start.8l INFO

Loading application configuration from fragment: mule.agent.application.properties.service

19:41:55.989 11/18/2824 Worker-8 ArtifactDeployer.start.@1 INFO

Re-enabling component: mule.agent.application.properties.service

19:41:56,381 11/19/2024 Worker-@ [MuleRuntime].uber.91: [demo-
helleworldapplication].uber@org.mule.runtime.module.extension.internal.runtime.source.Ex”
ambda$reallyDoStart$17:488 @184e8efc INFO

Message source 'listener' on flow 'helloworldFlow' successfully started

19:41:56.566 11/10/2824 Deployment system SYSTEM

Horker{18,222.156.254}1Your‘ application has started successfully. I

19:41:57.947 11/19/2024 Deployment system SYSTEM

Figure 5.12 - Runtime Manager — deploy application status

7. Click on Applications from the left-side navigation bar to view the list of applications. You'll
see that the application is in a Started state (see Figure 5.13).

8. Click the demo-helloworldapplication application:

SANCIBON
Servers

Flex Gateways (3

Alerts

wHE
Private Spaces | 4tw

toad Batancers

Deploy applicaton C] Saarch Appli

x
Any Deployment Model v Ary Release Channel Chear filters
Target Name Target Type Status Runtime Version Update Available & Date Modified
demo hellowerldapplicas & CloudHub CloudHub 4634 (1 Mone 2024-06-02 10:58:54

Figure 5.13 — Runtime Manager - deployed application status
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In the Dashboard section, you can see the application URL in a domain column, the number
of Mule messages received, CPU usage, and Memory usage (see Figure 5.14):

= @ Runtime Manager

ST @ demo-helloworldapplication <Q> [ ominuesy  Auo-Refresh

m 3] Inbound [ Outbound & Performance ¥ Faliures H vM - Infrastructure
Insight

Type: 4 Application Target CloudHub
Object Sore Satus: @ Siared Runtime: 4.8 ejavad
Queues Region us-east-2 Warkers: 01 vCoresx 1
Last updated: 6 minutes ago Moniter application
Sthedules
Sering Mule Messages | (1 F Average Response Time | (T : Errors

Figure 5.14 — Runtime Manager — Dashboard

9. Copy the application URL from the Dashboard section, add the path (/hel1lo) that we specified
in the HTTP listener (refer to Figure 3.14 — Listener properties configuration in Chapter 3, and
send the request from the Postman application. Once we click Send, the application that’s
running in CloudHub will receive the request. Then, it gets processed through various steps
(Logger, Transform Message, and so on) before getting the response. Send a few more requests
from the Postman application to see the number of Mule messages in the Dashboard section
(see Figure 5.14):



172 All About Anypoint Platform
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Body Cookies Headers (5) Test Results @ jzo0 0K P65ms 192B  Save Response v
Pretty Raw Preview Visualize JSON = [Im] Q
1K |
2 "message": "Hello World"
a3 |

Figure 5.15 — A send request from Postman

As shown in the preceding figure, we can see that the status is 200 OK, which means that the application
has received and processed the request successfully.

With this, we've successfully deployed the application in CloudHub using Runtime Manager. Now,
let’s learn how to manage a Mule application.

Managing a Mule application

After deploying a Mule application, typically, the operation/support teams need to monitor/manage
the application by checking its logs, the number of Mule messages that have been received, CPU
usage, and memory usage. They must do this to check whether the Mule application is working or not.
Managing the application in this way is facilitated by a list of options in Runtime Manager, including
Dashboard, Insight, Logs, Object Stores, Queues, Schedulers, and Settings.

By clicking the application’s name in Runtime Manager, we can see these options on the left-side
navigation. Let’s learn about these options one by one.

Dashboard

The Dashboard section displays the full details of the application (see Figure 5.14). It shows the
number of Mule messages received, CPU usage, and Memory usage for that worker/application. We
can also view the report for different time ranges, such as the last hour, the last 24 hours, and the last
week. Additionally, we can create a custom dashboard to configure the metrics and data points we
want to view.
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Logs

In the Logs section, we can see logs related to the application. If an application has a Logger component,
whenever it’s called inside the Mule application, it logs a message:

= @ Runtime Manager

SAMBEG ® Demo-HelloWorldApplication  Live Console

@ Logs are kept for 30 days or up to 100 MB

& Applications

Search e

Dashboard Q Advanced
untime.source.ExtensionMessageSource. lambda$reallyDoStart$17:488

Insight @1e4e8efc INFO

Message source 'listener’' on flow 'helloworldflow' successfully started

Object Store

19:41:56.566 11/18/2824 Deployment system SYSTEM
Worker(18.222.156.254): Your application has started successfully.

Queues 19:41:57.947 11/18/2824 Deployment system SYSTEM
Schedules Your application is started.

19:47:18.873 11/1e/20824 Worker-@ [MuleRuntime].uber.91:
Settings [demo-helloworldapplication].helloworldFlow.CPU_LITE @631838c8 INFO

event.'8991d8d8—9f59—llef—aa?e—BaSeeMBSecflwelcume to Hello world application I

Figure 5.16 - Runtime Manager - Logs

In demo-helloworldmuleapplication, welogged aWelcome to Hello world
application message using Logger. When this application receives the request, it logs the message
from Logger (see Figure 5.16).

We can push MuleSoft logs to Splunk or external logging tools by adding an appender configuration
to the log4j2.xml file of the Mule application.

Insight

To learn the Status, Processing Time, and Date information for each run or transaction, we can
check out the Insight section:
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SANDEOK ® demo-helloworldapplication
= Q Search Advancedy
Dashboard o
Logs
Q
Object Store Q
Queues
Tue 07 Thu 09 Sat 11 Mon 13 Wod 15 Frir May 19 Tue 21 Tha 23 Sm 25 Mon 27 Wod 20 Fn 31
Schedules

3 transactions found
Settings. 1-30f3v

Transaction details v

D Status Processing Time (ms) Date
¢ abbd4440-208d-11ef-97c2.02f66c%Daeb & Completed 6 060272024 11:10:3 % [ Logs
U a2adfb580-208d-11ef-97c2-02f66c%c0aeh & Completed i 060272024 11:10:30 % M Logs
v aBf3ceeD-208d-11ef-97c2-02fG6c%0aeh & Completed 46 060272024 11:10:28 % M Logs

Figure 5.17 - Runtime Manager - Insight
We've called ahello world Mule application three times, so we can see three transactions in
Figure 5.17, including their status, processing time, and date. This helps with efficient monitoring.

To enable Insight, in the Settings tab, click Insight and enable the Metadata option.

Object Store

The Object Store connector is a Mule component that allows you to store a simple key-value pair.
A key-value pair is a combination of two simple values where one is the key and the other is a value.
The key is the unique identifier of the values that have been stored.

If the application uses the Object Store connector, we can view the keys by using the Object Store
option. Let’s look at Figure 5.18 to gain a better understanding:

SANDEOY ® ohjectstoredemo-otrk Show Client Credentisls Q
»
(] Object Stores ] Partitions (] Keys Values
Dastdoard
Q tam [ QT Q ey 0 « Type

delauitPersastentObect Sure SongsObjeciStore ProCessedS (4] Toinary value INARY
- O smwmmenoncse - Q[Ermormar] o © ey o

Figure 5.18 — Runtime Manager — Object Store
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Here, lastProcessedSongID is a key name. For example, a Mule application processes
songs from one system to another every few minutes. When it runs, it picks the records and stores
lastProcessedSongID in the Object Store. Each time it runs, it checks for last ProcessedSongID
in the Object Store so that it can process the succeeding records.

We'll learn more about the Object Store in Chapter 8.

Queues

The Queues tab in Runtime Manager shows the queues within the flows of your deployed applications.
For example, if we're using the VM Connector with a persistent queue enabled, then it will appear
in this Queues tab. We can see the number of messages in the queue and the number of messages
that have been processed in the last 24 hours. We can also clear the messages if they aren’t required.

Schedules

The scheduler is a component that helps schedule jobs. For example, if we need to run a specific
program at 8 PM. every day, then we can configure it based on a specific time. This is useful if we
need to run a Mule application at a specific time.

The Schedules tab in Runtime Manager shows the scheduler’s details (name, time of the last run, and
frequency of the schedule) of the application. We can use the Enable, Disable, and Run now options
as per our requirements (see Figure 5.19). We'll learn more about schedulers in Chapter 8:

= Runtime Manager & Packt Publication 2 MD

SANDBOX O syncalbumdata-fhow JAL
m D‘Sab‘e
Dashboard
Insight o Name Last Run Schedule
Logs
& o new_flow_Scheduler 04/02 01:30:14 AM Every 10 minutes
Object Store
Queues
Schedules
Settings

Figure 5.19 — Runtime Manager — Schedules
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In Figure 5.19, the scheduler has been configured to run every 10 minutes; we can see the previous
run details in the Last Run column.

If the scheduler component doesn’t apply to a particular application, then it won’t be displayed.
Settings
From the Settings page (see Figure 5.20), we can perform the following functions:
« For any application changes, we can update the . jar file to redeploy the application
o Change the runtime version of the application
o Add/modify the application properties
o Enable Insight
+ Increase/decrease the logging level
 Allocate the static IP for the application
This can be seen in the following screenshot:

S (@) euntime Manager o o @

@ Demo-HelloWerldApplication

EANDAT

Stanic iPs

Runtime version

Figure 5.20 - Runtime Manager - Settings

In Figure 5.20, the runtime version is 4.8.1:6e. If we need to change the version of the Mule runtime,
then we can change it to the latest or previous version. Similarly, the worker size, the number of
workers, properties, and the logging level can be changed.

With this, we've learned about Dashboard, Logs, Insight, Object Store, Queues, Schedules, and
Settings in the Mule application, all of which we can use to manage an application. Now, let’s learn
how to configure alerts in Runtime Manager.

Runtime Manager alerts

Runtime Manager alerts enable you to set up an email alert whenever any event (condition) occurs
in a specific application or all applications.
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We can set up alerts for CloudHub as well as local servers in Runtime Manager. Let’s look at the various
alert conditions for CloudHub:

CPU usage - CloudHub

Custom application alert

Exceeds event traffic threshold
Memory usage - CloudHub
Deployment failed

Deployment success

Secure data gateway connected
Secure data gateway disconnected

Worker not responding

For applications running on local servers (on-premises), we can configure different types of alert conditions:

Number of errors
Number of Mule messages
Response time
Application undeployed
Deployment failure

Deployment success

Now, let’s learn how to create an alert.

Creating an alert

Let’s create a new alert for the Deployment Success condition:

1.

Click Create your first alert if you're creating an alert for the first time. Otherwise, click
Create Alert.

Type the name of the alert and the application type that needs to be monitored, and then specify
the condition. Then, provide the recipient’s email ID in the Recipients field. This is the email
address that the alert will be sent to. Finally, click Submit:
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= Runtime Manager

SANDBOX o )
Deployment Success Notification
Applications
Servers
Flex Gateways Name I Deployment Success Notification I
[ e |
Alerts
S
Severity level () critical () warning ©Q nfo
VPCs N -
= . Y
Load Balancers Source o Applications () servers
Application o
CloudHub Applications v
type Pp
Applications AIIAppIicanns x A4
Condition I Deployment success I v
Subject ${severity}: Deployment Success
Hello,

You are receiving this alert because:

The deployment of the application ${resource} has succeeded.
Message Please see

https://anypoint. mulesoft.com/cloudhub/#/conscle/applications/${re

source} for more details.

Recipients

Figure 5.21 — Creating an alert

With this, the alert has been created. Going forward, if an application is deployed successfully,
then an email alert will be sent to the email address you specified (see Figure 5.22):
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Figure 5.22 — An email alert in our inbox

Alerts can be created for different condition types. Try creating alerts for those different conditions. For
example, create a deployment failure alert to notify you whether there’s any failure in the deployment.
Similarly, you can create an alert if the memory/CPU threshold exceeds the specified limit. Apart from
these, try to create alerts with different condition types.

With this, we've learned how to create an alert in Runtime Manager. Next, we'll explore Anypoint VPC.

Anypoint VPC - virtual private cloud

Virtual private cloud (VPC) is a generic term. Anypoint VPC is the VPC that’s hosted inside
CloudHub. Let’s try to understand VPCs so that we have a clear idea of Anypoint VPC.

A VPC is a set of servers present in a protected environment. Communication with these servers can
only be established through a VPC firewall. In the absence of Anypoint VPC, Mule applications run
in a shared location. This means that the Mule applications in CloudHub that belong to all customers
run in the same location/space. This may raise security concerns among these customers.

Large organizations want their applications to run in a private and protected environment. This
can be achieved by creating a VPC in Runtime Manager. You require specific permission/access to
perform this activity. After creating a VPC, you can connect to an on-premises environment using
a virtual private network (VPN). A VPN ensures secure connectivity to your on-premises network
from your Anypoint VPC:
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Figure 5.23 - Anypoint VPC

In Figure 5.23, the Music World Company has a backend system in an on-premises data center and
a MuleSoft application in CloudHub. For security reasons, they run those Mule applications inside
Anypoint VPC in CloudHub. We can group all MuleSoft applications into either one or more VPCs.
Here, the customer has all the non-production MuleSoft applications in one non-production VPC
and their production application in another VPC.

Now that we've learned about Anypoint VPC, let’s learn more about load balancers in Runtime Manager.

Load balancers

A load balancer is one of the options available in Runtime Manager that allows you to handle external
HTTP/HTTPS traffic and send it to multiple applications that have been deployed in CloudHub
workers via a VPC. CloudHub provides two types of load balancers:

« Shared load balancer (SLB): This provides a basic load balancing functionally and is shared
across multiple customers

o Dedicated load balancer (DLB): This provides dedicated resources for load balancing, ensuring
consistent performance under high loads

Next, we'll take a quick look at another component of the Anypoint Platform: API Manager.



Introducing APl Manager

Introducing APl Manager

API Manager facilitates creating, managing, securing, and analyzing APIs. We can create APIs in the
following ways:

o Via Exchange
o By creating a new API from a RAML/OAS/SOAP definition or an HTTP API

o Byimporting an API from a . zip file

Once we've created an API, we can apply policies to secure our APIs. We'll learn how to apply policies
and custom policies in Chapter 10.

Exploring Anypoint Monitoring

Anypoint Monitoring provides visibility into all the integrations across an application network. From
its built-in dashboard (see Figure 5.24), we can check the following metrics:

o Number of Mule messages received
o Average response time of the API

o Number of errors received

o CPU utilization

o JVM heap memory used

e JVM thread count:
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Figure 5.24 - Anypoint Monitoring - Built-in dashboards

This dashboard gives a clear picture of application performance and failure details.

If we need to enable alerts for Mule applications, then we can set an alert in Anypoint Monitoring.

Let’s learn how to do this.

Alerts

From Anypoint Monitoring, we can configure an alert based on the available metrics and send an

email alert to a specific email ID or Anypoint user (see Figure 5.25):

ol Menitoring

Built-in dashboards

+ Newalert v Q Search alerts

Filter by  All states Vv

Customn dashboards

All severities v

Alert name Severity State

£33 Other

Settings Message Count Info Pending

Figure 5.25 — Anypoint Monitoring - Alerts

1 minute ago

ol Basic alerts for APIs are now available. Click + New Alert and select Basic alert to get started.

X

—o Enabled
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Here, we can monitor the state (success/failure) of the alert. Alerts can be enabled or disabled.

Now, let’s learn how to search the logs from Anypoint Monitoring.

Log Management

Log Management helps us search our log for any text from all applications and different environments
(see Figure 5.26):
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Figure 5.26 - Anypoint Monitoring - Log Management

One of the features of Log Management is that our search can be saved for future reference. This
helps the operations team quickly search the logs from the saved search.

Now, let’s learn more about Visualizer, one of the components of Anypoint Platform.

Introducing Anypoint Visualizer

Anypoint Visualizer provides a real-time, graphical representation of our APIs. The data that’s displayed
in the graph gets updated and doesn’t require any specific configuration:
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Figure 5.27 - Anypoint Visualizer

From this graphical view, we can easily understand how APIs are connected (see Figure 5.27).

Now that we know how to visualize a Mule application using Anypoint Visualizer, let’s explore Access
Management, one of the components of the Anypoint Platform.

Exploring Access Management

Access Management is used to manage an organization, business groups, users, roles, and environments,
as well as identify providers, client providers, and audit logs in the Anypoint Platform. Let’s see how
each of them is managed.

Organization and business groups

When we create an Anypoint Platform account, a root organization gets created. The root organization
can contain multiple business groups.

A business group is the child of the root organization. It’s a self-contained resource group that contains
resources such as Mule applications and APIs.

Invite user

From the Users link on the left-hand side navigation, we can invite users to our Anypoint Platform,
as shown in Figure 5.28. By default, users are stored in the Anypoint Platform:
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Figure 5.28 — Anypoint Platform - Invite user

We can also configure identify providers (IdPs), which store and manage digital identities, to store
the users.

Roles

Anypoint Platform comes with various default roles, all of which are assigned to predefined permissions.
We can assign these users to roles (see Figure 5.29) based on their responsibilities. We can also create
a new role and set the required permission for different components.

Specific permissions are required to access each component of Anypoint Platform, such as Design
Center, Exchange, Runtime Manager, Monitoring, and others. Based on the permissions that are
granted to the user, they will only see the components they have access to after logging in:
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Exchange Viewers 0
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Portals Viewer 0

Figure 5.29 — Anypoint Platform — Roles

A user can also be assigned multiple roles based on their responsibilities.

Environments

The Environments tab (see Figure 5.30) enables you to add a new environment. For example, if we
need more test/non-production environments, then we can create a system integration testing (SIT),
quality assurance (QA), or user acceptance testing (UAT) environment. Other options are available:
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Audit logs

Audit logs track user activity by providing date/time, product, action, IP address, and other details

(see Figure 5.31):
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Figure 5.31 — Anypoint Platform - Audit Logs

We can download audit logs as a . csv file using the Download CSV option.
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Subscription

This option provides validity and subscription information for different environments, static IPs, VPC, and
load balancers in Runtime Manager, as well as Anypoint MQ and Object Store subscription/usage details.

With this, we've learned how to manage the access-related functions in Access Management.

Summary

This chapter was all about the Anypoint Platform and its components: Design Center, Exchange,
Runtime Manager, API Manager, Anypoint Monitoring, Anypoint Visualizer, and Access Management
(organization and business groups). We learned about each component’s functionalities. On completing
this chapter, you now have sufficient knowledge of the Anypoint Platform and should feel confident
enough to design, manage, and monitor Mule applications.

In the next chapter, we'll explore DataWeave, an expression language that’s used for transforming
data from one format into another and performing complex logical transformations.

Questions

Take a moment to answer the following questions. These serve as a recap of what you learned in
this chapter:

1. What is Anypoint Platform?

2. Are Anypoint Platform and Anypoint Studio the same?

3. What is a reusable component of RAML?

4.  What is the minimum worker size in CloudHub?

5.  What are the components in which we can configure alerts?
Answers

Here are the answers to this chapter’s questions:

1. Anypoint Platform helps organizations to connect applications, data, and devices.

2. No, they’re not the same. Anypoint Studio is an IDE that we use to build, test, and run a Mule
application. Anypoint Platform is a UI-based control plane with which we can manage all the
components of Anypoint Platform.

3. An API fragment is a reusable component of RAML. It isn’t a complete RAML but a portion
of a RAML specification. It can be created separately as an API fragment in API Designer and
can be reused in multiple API specifications.
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4. The minimum worker size is 0.1 VCPUs in CloudHub.

5. We can configure alerts from the following components in the Anypoint Platform:
* Anypoint Monitoring
* Runtime Manager

* API Manager






Part 2:
A Deep Dive
into MuleSoft

Part 2 covers the concepts of DataWeave and various stages of the application lifecycle, including
building, deploying, securing, and testing your Mule application. This part emphasizes ensuring
security for your Mule API, selecting the appropriate deployment environment, and performing unit
testing using MUnit.

By the end of this part, you will be familiar with building, transforming, securing, testing, and
deploying applications using different components of Anypoint Studio, Anypoint Code Builder, and
the Anypoint Platform. You will also gain a deep understanding of DataWeave and learn how to apply
security policies to your APL

This part includes the following chapters:

o Chapter 6, Learning DataWeave

o Chapter 7, Transforming with DataWeave
o Chapter 8, Building Your Mule Application
o Chapter 9, Deploying Your Application

o Chapter 10, Securing Your API

o Chapter 11, Testing Your Application
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Learning DataWeave

DataWeave is a very powerful programming language created by MuleSoft. It’s widely used in Mule
applications to transform the data inside your integrations or APIs. It's mostly used with the Transform
Message component in Anypoint Studio, but it’s also used with other components, such as Choice
and For Each (inside the # [] syntax).

DataWeave keeps evolving due to its popularity. Earlier, you would only be able to explore DataWeave
inside the Transform Message component in Anypoint Studio, but now, there are more products, such
as the Visual Studio Code (VS Code) extension, the DataWeave command-line interface (CLI),
DataWeave for Apex (from Salesforce), and the very popular DataWeave Playground (which we’ll
use in this chapter).

In this chapter, we're going to cover the following main topics:

o Introducing DataWeave

o Writing DataWeave scripts

This chapter focuses on getting you started with the very basics of the language so that you can
understand more advanced transformations that will be covered in later chapters (they can also appear
in real life!). If youre familiar with DataWeave, you could also benefit from this chapter since we’ll
provide some tips and additional information that you may not be aware of.

Technical requirements
You'll need the following to complete this chapter:

o An internet browser: Google Chrome will be used throughout this chapter for DataWeave
Playground, located at https: //developer.mulesoft.com/learn/dataweave/.
To learn how to use the DataWeave Playground, you can follow this guide: https://
developer.mulesoft.com/tutorials-and-howtos/dataweave/learn-
dataweave-with-the-dataweave-playground-getting-started/.


https://developer.mulesoft.com/learn/dataweave/
https://developer.mulesoft.com/tutorials-and-howtos/dataweave/learn-dataweave-with-the-dataweave-playground-getting-started/
https://developer.mulesoft.com/tutorials-and-howtos/dataweave/learn-dataweave-with-the-dataweave-playground-getting-started/
https://developer.mulesoft.com/tutorials-and-howtos/dataweave/learn-dataweave-with-the-dataweave-playground-getting-started/
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 GitHub repository: It’s not required for you to open this repository, but it'll be easier for you to
copy and paste the examples and scripts. You can access it through the following link: https://
github.com/PacktPublishing/MuleSoft-for-Salesforce-Developers-
Second-Edition.

Introducing DataWeave

Before we dive into all the DataWeave syntax and start doing some programming, let’s understand
what DataWeave is and how it’s different from other programming languages you may be familiar
with, such as Java or Python. Then, we can start with the basics of the language.

At the time of writing, there are two major versions of DataWeave:

o DataWeave 1.0 is used with version 3 of the Mule runtime (Mule 3)
o DataWeave 2.0 is used in Mule 4
Since Mule 3 is mostly used by companies who haven’t migrated to Mule 4 yet, DataWeave 2.0

(specifically version 2.4, as mentioned previously) is the language that’s used for data transformation
and expression within MuleSoft applications.

( A

Note

The full list of differences between DataWeave 1.0 and DataWeave 2.0 will not be covered in
this chapter since they’re out of scope. However, you can read the following documentation
page to learn how to migrate your code from version 1.0 to version 2.0: https://docs.
mulesoft.com/mule-runtime/latest/migration-dataweave. Converting to
DataWeave 2.0 will provide better performance and enhanced syntax flexibility.

Analyzing DataWeave

DataWeave is a functional programming language created by MuleSoft. While it’s primarily used within
the Transform Message component in Anypoint Studio, it can also be utilized in other components,
such as Choice or Set Variable, through inline expressions (for example, # [ 1). This flexibility allows
DataWeave to dynamically transform data or set values within various Mule components, making it
a versatile tool across different use cases.

If you come from an imperative programming background, and you haven't worked with other
functional programming languages before, then this might be a bit strange for you at first. The biggest
difference is that the lines of code aren’t executed sequentially. Certain functions such as for and
while aren't available in DataWeave. However, similar outcomes can be achieved with other functions,
as we'll see later in this chapter.


https://github.com/PacktPublishing/MuleSoft-for-Salesforce-Developers-Second-Edition
https://github.com/PacktPublishing/MuleSoft-for-Salesforce-Developers-Second-Edition
https://github.com/PacktPublishing/MuleSoft-for-Salesforce-Developers-Second-Edition
https://docs.mulesoft.com/mule-runtime/latest/migration-dataweave
https://docs.mulesoft.com/mule-runtime/latest/migration-dataweave
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These are the most important points to remember when learning DataWeave:

o DataWeave was created as a transformation language. This means that there’s generally some
input data that needs to be transformed into an expected output structure. The goal isn’t to
create applications, run command-line commands, or modify files; the goal is to transform
data. For example, you can transform given data into a different data format (such as XML,
JSON, or CSV) or just a different data structure (for example, from an array into an object).

o The code isn’t executed sequentially. This is the main pain point for developers who are not
familiar with functional programming. You not only need to become familiar with the language’s
syntax, but you also need to change your whole thinking pattern to accept the fact that solutions
in C++, Java, or Python won't be translated into DataWeave just by modifying the syntax.

« All data is immutable. Even if you use functions or operators to modify the data, you're only
creating new data, not modifying the existing data.

« Variables can’t be modified. In line with the previous statement, all data is immutable, including
the values that are assigned to the variables. Once you assign a value to a variable, you can’t
reassign a new value. You must create a new variable.

o DataWeave uses the call-by-need strategy. Also called lazy evaluation, this means that
expressions are evaluated only when they’re needed and their result is stored to avoid evaluating an
expression multiple times if the input parameters are the same (https://docs.mulesoft.
com/dataweave/2.4/dataweave-language-guide).

o 'There are no loops. Some DataWeave functions get the outcomes of a for or for each
operation, but it isn’t the same functionality. However, generating loops with a while operation,
for example, isn't possible with DataWeave functions.

o There are no classes. Earlier, we mentioned that all data is immutable. If you come from an
object-oriented programming background, you might be used to creating getters and setters
to modify your objects. In this case, since data is immutable, you're only creating new data.

« DataWeave syntax is not tab or new-line-based. Some programming languages depend on
tabs, spaces, new lines, or other characters to define their functionality. This isn’t the case for
DataWeave. Unless strictly defined (as is the case for some operators and data types), you can
choose to add/remove spaces, continue on a new line, use parentheses, and more.

Taking these facts into account, we can start learning about DataWeave. First, let’s talk about the
anatomy of a DataWeave script.


https://docs.mulesoft.com/dataweave/2.4/dataweave-language-guide
https://docs.mulesoft.com/dataweave/2.4/dataweave-language-guide

196

Learning DataWeave

Diving into a script’s anatomy

There are two main parts of a DataWeave script: the header and the body. These two parts are
separated by three dashes (- - -). The following is an example of a DataWeave script that outputs a
Hello World string in JSON format:

basic-script.dwl

%$dw 2.0
output application/json

"Hello World"

Let’s talk about the script’s header to understand what can go in here.

Script header

The following components can go in the header of a DataWeave script:

DataWeave version: Using $dw, you can define whether the script is for DataWeave 1.0 or
DataWeave 2.0. If this isn't provided, the default is version 2.0. Even if you're on a different
minor version (such as 2.4), you have to specify 1.0 or 2.0 since those are the major versions.

Output MIME type: In DataWeave, output data formats define how data is written during
transformations. DataWeave can write data to various formats, including, JSON, XML, CSV,
and others. We'll talk more about data formats shortly. If no output is specified, it will be
determined by DataWeave.

Input MIME type: Using input, you can specify which data format the input for the script
is in. This is rarely needed since DataWeave is very good at analyzing input data. However,
you can use this directive to specify additional details about the input’s format. For example,
when your input is a CSV file, you can specify the separator character, whether the data is using
quotes, whether it has a header, and so on.

Import modules: Using import, you can choose from a variety of built-in DataWeave modules
and functions to create more complex transformations. You can also use this to import custom
modules that you create within your Mule project.

Reference elements and attributes: Using ns, you can define the namespaces you want to
import so that you can refer to them in the script. This is mostly used with XML data formats.

Custom types: Using type, you can define your own data types or data structures for your
data. This helps catch possible errors before they reach the runtime environment.
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o Global variables: Using var, you can define any global variables you wish to use in the script.
We'll talk about variables in more detail later in this chapter.

« Function definitions: Using fun, you can define custom named functions to use in the script.
We'll talk about functions in more detail later in this chapter.

Now that we have a better understanding of what goes in the header section of a DataWeave script,
let’s look at the body section.

Script body

This section is easier to describe than the header - it’s where you create all your transformation code.
In the header, you define what your script may use, but you don’t use some of this information until
you create a script. For example, you can create variables and function definitions in the header, but
you don’t use them until you call them in the body with some data. It’s like having a factory all ready
to create some products but not having any materials to work with. All the machinery would be the
header and the actual tangible materials to create products would be the body.

All programming languages have ways of adding comments to your code. Let’s see how comments

work in DataWeave.

Adding comments to your code

You can’t always assume that anyone who looks at your code will be able to understand how it works
right away. Over time, even we forget what our code is doing. In a lot of programming languages, it’s
best practice to leave comments in your code for the next person to discover and get a better idea of
what it does. DataWeave isn’t an exception to this rule.

There are two ways you can add comments to your code:
o Single-line
e Multi-line

If you want to add single-line comments, you just need to use // — whatever comes to the right of
these will be a comment. Let’s see an example:

single-comments.dwl

gdw 2.0
output application/json

"Hello World" // this is a comment
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Here, were using the same example we saw previously to output a Hello World string in JSON
format. It’s still doing the same thing, but here we’ve added a comment next to the code that says
this is a comment.

For multi-line comments, the first line needs to start with /* right at the beginning, the last line
needs to end with * / after your comment, and any line in-between needs to start with *. Let’s look
at an example to illustrate this better:

multi-line-comments.dwl

Fdw 2.0
output application/json
/* This is a comment
* . ..a multi-line comment.
* And it ends here */
"Hello World"
// this is a single-line comment

Warning

In Anypoint Studio, the Mule configuration files are created in XML format. If you have
DataWeave code inside these files, the multi-line comments may sometimes produce an error.
If this happens, you can either use single-line comments or create an external . dwl file and
refer to it from the Transform Message component. We'll learn how to do this later in this
chapter. For more information, see the documentation:

https://docs.mulesoft.com/dataweave/latest/dataweave-language-
introduction#dataweave-comments.

- J

Providing comments in the code enhances collaboration in a multi-developer environment by offering
clear explanations of logic and functionality, making it easier for team members to understand each other’s
work. This practice reduces onboarding time for new developers and minimizes misunderstandings,
leading to more efficient and effective teamwork.

Now that we know how to add comments to our code, let’s dive into the available data types in DataWeave.


https://docs.mulesoft.com/dataweave/latest/dataweave-language-introduction#dataweave-comments
https://docs.mulesoft.com/dataweave/latest/dataweave-language-introduction#dataweave-comments
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Understanding data types

In DataWeave, data types are separated into three main categories:
o Simple
o Composite
o Complex

The purpose of this book is to get you started with the basics of MuleSoft. We won’t be covering
complex data types in this book because they’re used in more advanced examples, but we’ll look into
simple and composite types. Let’s start with the simple data types.

Note

You can confirm a value’s data type by using the typeOf function, as we'll learn in the next
chapter (Chapter 7). For example, t ypeOf (1) will result in Number.

Simple data types

These data types are considered simple because they don’t have any underlying values. These types
are just composed of one single value:

« String: This type is specified by surrounding quotes (for example, "Hello World"). There
can also be empty strings if you just have quotes with no characters inside (that is, " ").

« Boolean: This type can only have two values: t rue or false. It's mainly used together with
conditions or to define flags (for example, isActive).

o Number: This type includes all the available numbers. In other programming languages, you
can have different number types, such as Integer and Float. In DataWeave, all numbers
fit within this type (for example, 1, 250,34 .7,0r 3.14159265359).

o Regex: This type is used to define regular expressions. It’s specified by surrounding forward
slashes (for example, / ( [A-Z]1) \w+/). This is mostly used as an input parameter to other
functions to search for specific data. To learn more about regular expressions, visithttps://
regexr.com/.

o Null: This type can only have one value: null. Note that the name of the type is specified
with a capital N, whereas the actual value is written in all lowercase. If youre not familiar with
the null value, it's used to specify no data. It’s different than 0 or " " because 0 is still of the
Number type and " " is still of the String type. So, null means no data was found, returned,
or specified. Simply put, it’s a different data type than the expected one.


https://regexr.com/
https://regexr.com/
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Date and time-related types: Different data types are used to define date and time formats and
they’re defined by surrounding vertical bars (| | ). These are as follows:

* Date: Includes year, month, and day; no time (for example,

2020-01-01]).

* DateTime: Includes year, month, day, hours, minutes, seconds, milliseconds, and a given
time zone (for example, | 2020-01-01T10:00:00.1721447Z]).

* LocalDateTime: Includes year, month, day, hours, minutes, seconds, and milliseconds in
the current time zone (for example, | 2020-01-01T10:00:00.607214|).

= LocalTime: Includes hours, minutes, seconds, and milliseconds in the current time zone;
no date (for example, [10:00:00.607214|).

* Time: Includes hours, minutes, seconds, milliseconds, and a given time zone; no date (for
example, [ 10:00:00.172144Z]).

* TimeZone: Indicates the time zone for a time (for example, | -04:00|).

* Period: Indicates a period of date or time. The number of years, months, days, hours, minutes,
seconds, or milliseconds can be included (for example, | P1Y2M30D|).

Now, let’s look into composite types.

Composite data types

As opposed to the simple types, composite types contain other values or are made of other values:

Array: This type is specified by surrounding square brackets (for example, [1, 2, 31).Its
a list or a collection of other data types. The values inside an array don’t have to be of the same
data type and they’re not limited to simple types. There can also be empty arrays if you just
have square brackets with no values inside (that is, []).

Object: This type is specified by surrounding curly braces. Each object is composed of key-value
pairs separated by a comma. A key is what’s specified before the colon and a value is what’s
specified after the colon. Similar to the array type, the values don't have to be of the same data
type and they’re not limited to simple types. There can also be empty objects if you just have
curly braces with no values inside (that is, { }). In the following example, we have an object
with two key-value pairs: the first is a key, a, with a value of 1 (of the Number type), while the
second is another key, b, with a value of "Hello World" (of the String type):

{
a: 1,
b: "Hello World"

}

Let’s take a quick look at an additional data type that’s important to understand, even though it’s not
a simple or composite type: the range data type.
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The range data type

There’s an additional data type that we’ll use later in this chapter called range. This data type isn't part
of the simple or composite types, but we need to mention it for later concepts. You can look at ranges
as “arrays of numbers” for this book, but a Range isn't the same as an array. You can create a range by
using the to keyword. For example, 1 to 5resultsin [1, 2, 3, 4, 5].

' N
Note

The purpose of this book is to get you started with the basics of MuleSoft. There are more
DataWeave data types that we won’t be covering here because they’re used in more advanced
examples. For a complete list, please visit the following official documentation pages:

https://docs.mulesoft.com/dataweave/latest/dataweave-type-system

https://docs.mulesoft.com/dataweave/latest/dataweave-types
N\ J

Now that we have a better understanding of the basic DataWeave data types and how they’re used,
let’s talk about data formats.

Understanding data formats

Earlier, we mentioned that DataWeave is a transformation language. It usually takes input data and
transforms it into a different output format or structure. Sometimes, the code is created right from the
script and there may be no input data, but there’s always output data. We talked about the anatomy of
a script and we mentioned the output directive, which can be used in the script’s header to specify
a MIME type. This is the data format of the output data.

Here are some of the most popular data formats in DataWeave:

o CSV: You can refer to this MIME type as application/csv in your script’s header. This
format is translated into an array of objects in DataWeave. Each row represents an object, each
value is separated by a specified character (usually, this is a comma or pipe symbol, but it can
be any character), and each key comes from the header row (if provided).

o DW: You can refer to this MIME type as application/dw in your script’s header. This
format helps you to understand how the information is processed in DataWeave before it’s
transformed into a different format. Please note that this should never be used in production
environments because it will cause performance issues. It’s intended to be used to debug or
for learning purposes only.

« Java: You can refer to this MIME type as application/java in your scripts header. This
format translates DataWeave and Java data types.
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o JSON: You can refer to this MIME type as application/json in your script’s header.
This format requires minimal transformation since DataWeave’s data types are the same as
JSON’s data types.

o XML: You can refer to this MIME type as application/xml in your script’s header. This
format is translated into DataWeave objects. One difference from the other formats is that there
always has to be one single root key in your script.

Note

For a complete list of all the supported data formats in DataWeave, please visit the official
documentation: https://docs.mulesoft.com/dataweave/latest/dataweave-
formats.

At this point, we understand the basics of the DataWeave language. We know about a DataWeave script’s
anatomy and its parts — that is, the header and the body - and we’ve learned how to add comments
to our code and looked at a list of data types and data formats that can be used in DataWeave. Next,
we'll learn some more language basics.

Writing DataWeave scripts

Now that we understand the basics of the DataWeave language, let’s start learning how to write
DataWeave scripts. In this section, you’ll learn about operators, selectors, variables, functions, and
scope and flow control. These will give you the basics so that you can start transforming your data.

Using operators

If you come from a different programming language background, you probably already know what
operators are — those characters that help you transform or compare data. Let’s take a look at the
different types of operators in DataWeave and their purpose.

Mathematical operators

These operators transform two values into one. Theyre mostly used for numbers but they can also
be used with other data types:

« Addition (+): This operator adds two values. It can be used to add date and time-related types
and numbers or to append a new item to an array (for example, 1 + 2).

« Subtraction (-): This operator subtracts two values. It can be used to subtract date and time-
related types, numbers, and items from an array, or key-value pairs from an object (for example,
1 - 2).
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Multiplication (*): This operator multiplies two numbers (for example, 1 * 2).

Division (/): This operator divides two numbers (for example, 9 / 3).

The following code shows some examples of the different mathematical operators:

mathematical-operators.dwl

gdw 2.0
output application/dw

{

}

Addition: |2020-01-01| + |P2D|, // = |2020-01-03]
Subtraction: [llall’ ubu’ llcll] _ uau’ // = [llbll’ "C"]
Multiplication: 3 * 3, // = 9

Division: 9 / 3 // = 3

These operations are helpful in cases where we need to multiply quantity by price to get the total price

for the same item. Similarly, we might subtract the discount amount from the overall price, in which

case we would use the subtraction operation.

Now, let’s look at the equality and relational operators.

Equality and relational operators

These operators compare two values and return Boolean values (t rue or f£alse) with the result of
the comparison:

Less than (<): This operator compares whether the value on the left is less than the value on
the right. It can be used to compare date and time-related types (except for periods) such as
Booleans, numbers, and strings (for example, 1 > 2 would return false).

Greater than (>): This operator compares whether the value on the left is greater than the value
on the right. It can be used to compare date and time-related types (except periods) such as
Booleans, numbers, and strings (for example, 5 > 3 would return true).

Less than or equal to (<=): This operator works the same as the < (less than) operator but
includes values that are equal to each other (for example, 1 < 1 wouldbe false,butl <=
1 would be true).

Greater than or equal to (>=): This operator works the same as the > (greater than) operator
but includes values that are equal to each other (for example, 1 > 1 would be false, but
1 >= 1 wouldbe true).
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Equal to (==): This operator compares whether both values and data types are equal. It can
be used to compare all simple and composite data types except regex (for example, 1 == 1
would be true,but1 == "1" would be false).

Similar to (~=): This operator compares whether both values are equal, regardless of the type.
If the types are different, the operator will attempt to coerce one of the values to be the type
of the other and then compare them. It can be used to compare all simple and composite data
types except regex (for example, both1 ~= land1l ~= "1" would be true).

The following code shows some examples of the different equality and relational operators:

equality-and-relational-operators.dwl

Fdw 2.0
output application/dw

{

}

LessThan: 1 < 2, // true

GreaterThan: "a" > "b", // false

LessOrEqualTo: [2020-01-01| <= [2020-01-01|, // true
GreaterOrEqualTo: 1 >= 1, // true

EqualTo: 1 == "1", // false

SimilarTo: 1 ~= "1" // true

Now, let’s look at the logical operators.

Logical operators

These operators are used to manipulate or compare Boolean values or expressions. They’re mostly
used together with conditionals (such as 1 £/else) to control the flow of the script and/or modify
the outputs dynamically:

not: This negates the given Boolean after the operator (for example, not true results in
false). This operator negates the complete logical expression and not just the first value
(for example, not true or true will first execute true or true and then negate the
result; the final result would be false).

!: This is the same as not but has a different precedence. This operator negates the Boolean next
to it first and then executes the rest of the logical expression (for example, ! true or true
will execute ! true first and then complete the expression; the final result would be t rue).

and: This operator compares two Booleans and only returns true if both values are true.
Otherwise, it returns false (for example, true and true would return true but true
and false would return false).
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« or: This operator compares two Booleans and returns true if either (or both) of the values
are true. Otherwise, it returns false (for example, true or false would return true
but false or false wouldreturn false).

The following code shows some examples of the different logical operators:

logical-operators.dwl

dw 2.0
output application/dw

{

"not": not 1 == 2, // true
npwe 1 (1 ~= "1v), // false
"and": (5 > 2) and (4 < 9), // true
"or": (1 >= 5) or (3 >= 3), // true

Precedence: {

not: not true or true, // false

// not true or true = not (true or true) = not
// (true) = false

"iv. | true or true, // true

// | true or true = (! true) or true = (false) or
// true = true

"1 ()": | (true or true) // false

// ! (true or true) = ! (true) = false

}

Finally, let’s look at some operators that we can use to manipulate arrays and time zones.
The prepend and append operators

These operators take two values to transform them into one. They’re mostly used with arrays but the
Prepend operator can also be used with DateTime and TimeZone:

o Prepend (>>): When used with arrays, the item on the left will be added to the first position
of the array on the right (for example, 1 >> [2, 3] wouldresultin [1, 2, 3]). When
used with DateTime and TimeZone, DateTime must be located on the left-hand side
and TimeZone on the right-hand side. This will transform the given DateTime into a
new DateTime with the given TimeZone (that is, to convert a DateTime value from
Eastern Time into Pacific Time, you can either do |2020-01-01T10:00:00-05:00
>> "America/Los Angeles" or >> |-08:00 |;both would resultin |2020-01-
01T07:00:00-08:00]).
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o Append (<<): This operator can only be used with arrays. The item on the right will be added
to the last position of the array on the left. Note that this is the same behavior as the + operator
(thatis, [1, 2] << 3and [1, 2] + 3bothresultin [1, 2, 31).

The following code shows some examples of the Prepend and Append operators:

prepend-append-operators.dwl

Fdw 2.0
output application/dw

{
Prepend: {
Array: 1 >> [2, 31, // [1, 2, 3]
EmptyArray: 1 >> [1, // [1]
TimeZoneWithName: |2020-01-01T10:00:00-05:00| >>
"America/Los_Angeles", // |2020-01-01T07:00:00-08:00|
TimeZoneWithNumber: |[2020-01-01T10:00:00-05:00| >>
|-08:00| // |2020-01-01T07:00:00-08:00 |
}
Append: {
Array: [2, 3] << 1, // [2, 3, 1]
EmptyArray: [l << 1 // [1]
}
}
Reminder

You can use the - operator to remove an item from an array.

There are more operators we could discuss here, but well talk about those later in this chapter due to
their complexity (1£/else, do, and using).

Note

For a complete list of all DataWeave operators and to learn more about them, please visit the

official documentation: https://docs.mulesoft.com/dataweave/latest/dw-
operators.
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We now have a better idea of the different operators that can be found in DataWeave. With these, you
can transform values or create conditionals to dynamically control the flow of your script. Now, let’s
learn about one of the most basic concepts of programming languages: how to create and use variables.

Creating and using variables

Having the ability to create and use variables is needed in programming languages because it helps
us save specific information in them and reuse them in other parts of the script. This is especially
helpful when there are big expressions to retrieve specific data and we don’t want to repeat the same
expensive expression over and over again; instead, we want to reference the value that resulted from
the expression. We can achieve this with variables.

Before we begin talking about the syntax, let’s provide a quick summary of what variables are
in DataWeave:

o Because of DataWeave’s nature, variables behave like functions.

o Lambda (anonymous) functions can be assigned to a variable (we’ll discuss functions after
this section).

o Variables are defined with the var keyword.
o Variables need to have a value. No empty variables can be created.

o Variables are immutable - their value doesn’t change. When multiple threads try to access the
same data, immutability helps us avoid problems such as data conflicts and errors. Since the
value of an immutable variable can’t change, it can be safely read by different threads without
us having to worry about it being changed by another thread.

o Variables can have data types manually assigned to them, although it’s not required.

o Variables can be local or global. We'll learn about global variables in this section, but we'll talk
about local variables later in this chapter when we talk about the do keyword.

Now, let’s understand how to use variables by looking at some code examples.
Defining a simple variable

The first thing we need to learn is how to define a variable and how to call it from the rest of the script.
To define a variable in the header of the script, you can use the following syntax:

var variableName = value
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Once you've defined your variable in the header, you can reference it in the body of the script. Here’s
an example:

simple-var.dwl

Fdw 2.0
output application/dw
var hello = "Hello World"

hello // outputs "Hello World"

In a lot of programming languages, variables need to have a data type assigned to them to avoid mistakes.
While this isn’'t necessary for DataWeave, one can be added for extra peace of mind. Let’s see how.

Assigning a data type to a variable

As we mentioned previously, variables can have data types manually assigned to them. This is helpful
when you want to check for mistakes in your script before getting to runtime. It’s an additional layer
of quality you can add to your code. The syntax to assign a data type looks like this:

var variableName: type = value

The type can be any of the predefined data types we've learned about (String, Null, Boolean,
Array, and so on) or it can be a custom type that’s been created and defined by you. Custom types
are outside the scope of this book, but you can create them using the type keyword. To learn more
about custom types, please visit the official documentation: https://docs.mulesoft.com/
dataweave/latest/dataweave-type-system.

Here’s an example of a variable with a data type:

var-with-type.dwl

sdw 2.0
output application/dw
var hello: String = "Hello World"

hello // outputs "Hello World"

Now, if you try to assign any other value to this variable that’s not a string, you’ll receive an error
from DataWeave.

You may not see the full picture of how this is useful with this example because we already know
the value is a string. However, when you're dealing with real-life transformations, variables” values
tend to be dynamic data that’s been assigned from the input that’s received. You can also have very
big DataWeave scripts with complex logic. In this case, assigning a value to your variables helps you
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ensure your code is bullet-proof and ready for any kind of data type that’s received. Assigning types
to your variables or functions isn’t always necessary, but it does help to have better-quality code and
also for error prevention.

When you don't assign a data type in DataWeave, potential errors or issues may arise, including
type mismatch errors, unexpected behavior, reduced readability, debugging difficulty, performance
overhead, and data validation issues.

Now, let’s learn how to assign a lambda to a variable.
Assigning a lambda function to a variable

Finally, let’s learn how to define a variable with a lambda function. We won’t get into the details of
how lambdas work right now because we'll talk about this in the next section, but it’s good for you to
have the syntax at this point:

var variableName = (params) -> body

Here’s a very simple example that’s taking just one argument and returning it as-is:

var-with-lambda.dwl

dw 2.0
output application/dw
var hello = (str) -> str

hello("Hello World") // outputs "Hello World"

This might look confusing to you if this is the first time you've seen a lambda expression, but don’t
worry — we'll learn more about them in the following section.

Note

To learn more about variables in DataWeave and find some additional examples of lambdas,
please visit the official documentation: https://docs.mulesoft.com/dataweave/
latest/dataweave-variables.

Writing lambda functions in DataWeave offers several benefits to developers, particularly in terms of
enhancing code efficiency, readability, and flexibility.

Now, let’s talk about functions and the different ways they can be used in DataWeave.
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Defining and calling functions

Another big part of programming languages is their ability to define pieces of functionality in functions
or methods that can be reused in the rest of the code.

Similar to what we did with variables, let’s provide a quick summary of what functions are in DataWeave:

o There are two ways of defining and calling a function: named functions and anonymous
functions (lambdas).

« Named functions are defined with the fun keyword.
« Lambdas can be assigned to variables.
« Functions need to return a value. No void functions can be created.

o Functions’ parameters and functions themselves can have data types manually assigned to
them, although it’s not required.

« Functions can be local or global. We'll learn about global functions in this section, while we’ll
talk about local functions later in this chapter (the do keyword).

o Parameters are optional but are encouraged for pure functions.
Now, we can jump into some code examples.
Creating named functions
To define a named function in the header of your script, you can use the following syntax:
fun functionName (arg0, argl, argN) = body

Once you've defined your named function in the header, you can call it from the body of the script
followed by () . If no parameters are needed, leave the parentheses empty. If parameters are required,
provide the values inside the parentheses. Here’s an example without parameters:

simple-fun.dwl

gdw 2.0
output application/dw
fun echo() = "Hello World"

echo() // outputs "Hello World"
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This isn't very useful if it’s just returning the same value without parameters. In that case, it’s better to
use a variable. Let’s add some parameters that return the value provided instead of a hardcoded message:

simple-fun-with-args.dwl

sdw 2.0
output application/dw
fun echo(msg) = msg

echo ("Hello World") // outputs "Hello World"

Now we're talking! We've created our first named function.

You can also assign default values to the parameters if needed. These are called optional parameters.
However, note that you can only have optional parameters at the end of the function definition; the
rest of the parameters need to be at the beginning. Simply put, optional parameters always have to be
at the right, inside the parentheses:

simple-fun-opt-args.dwl

sdw 2.0
output application/dw
fun echo(msgl, msg2 = "!") = msgl ++ msg2 // ++ concatenates the
strings
{
twoArgs: echo("Hello ", "World"), // outputs "HelloWorld"

oneArg: echo("Hello") // outputs "Hello!"

}

Remember that we can also assign types to the parameters or the function itself. We'll learn how to
add data types to the named functions later in this section when we talk about function overloading.
Now, let’s learn how lambdas work.

Creating anonymous functions (lambdas)

Why are lambdas called anonymous functions? Because they don’t have a name assigned to them.
In our previous example, we created a function called echo, but with lambdas, there’s no need to
associate the function with a name. Let’s see the syntax:

(arg0, argl, argN) -> body
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As you can see, you don't need the fun keyword or the name of the function, just the parameters and
the body of the function. Because of this, you can’t create lambdas in the header of the script as you can
with named functions. You can, however, assign lambdas to variables or use them in the body of the
script. Let’s see how we can create the previously named function as a lambda inside a variable instead:

lambda-in-var.dwl

gdw 2.0
output application/dw
var echo = (msgl, msg2 = "!") -> msgl ++ msg2 // ++ concatenates the
strings
{
twoArgs: echo("Hello ", "World"), // outputs "HelloWorld"

oneArg: echo("Hello") // outputs "Hello!"

}

We also mentioned that you can use lambdas from the body of the script. You can do this directly
in the body or as a parameter to another function. To use a lambda in the script’s body, you can use
the following syntax:

((arg0, argl, argN) -> body) (argOValue, arglValue,
argNValue)

In DataWeave, lambdas are mostly used as parameters to other functions and not so much in the body
of the script, but here’s an example of having the same functionality as before from the script’s body:

lambda-in-body.dwl

$dw 2.0

output application/dw

((msgl, msg2 = "!") -> msgl ++ msg2) ("Hello ", "World")
// outputs "Hello World"

This looks more complex than the rest of the examples because we aren't just defining the lambda -
we're also calling it right after we define it. In the rest of the examples, we defined the functions in the
header and called them in the body. In this example, we do both actions within the same line. This,
and the lack of reuse, is the reason why using lambdas in the body of a script isn't popular.
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Lambda functions are best for simple, concise operations that are used inline, while named functions
are preferable for complex logic, reusability, and improved readability. Choosing between the two
depends on the specific needs of your code and the balance you require between clarity and conciseness.

Later, we'll how to call lambdas in a third way - from within a function. For now, let’s learn about
function overloading in DataWeave.

Using function overloading

In this section, we'll talk about defining types for parameters and functions since we need them to
make use of function overloading. Let’s look at a quick code example. Then, we'll analyze it further
to understand this concept:

fun-overloading.dwl

sdw 2.0
output application/dw
strl ++ str2

fun plus(strl: String, str2: String): String
fun plus (numl: Number, num2: Number): Number = numl + num2
fun plus(datal, data2): Null = null

{
Strings: plus("Hello ", "World"), // "Hello World"
Numbers: plus(l, 2), // 3
Others: plus(l, "World") // null

!

In this example, we have three overloaded functions. We know they’re overloaded because they share
the same name - that is, plus - but their parameters’ types are different. Let’s take a closer look at
the first overloaded function (the third line from the previous script):

fun plus(strl: String, str2: String): String = strl ++ str2

This function accepts two parameters: strl and str2. They’re both of the St ring type; we know this
because they have a type assigned to them via strl: Stringand str2: String. The function
itself also has a type assigned to it, which is also St ring. We can see this after the parentheses and
before the = character: ) : String =. This function takes two strings and concatenates them as
one. Now, let’s see the second overloaded function:

fun plus (numl: Number, num2: Number): Number = numl + num2
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This function also accepts two parameters: numl and num?2. Both of these and the function itself are
of the Number type. This function uses the + operator to add the two numbers and return the results.
Finally, here’s the third overloaded function:

fun plus(datal, data2): Null = null

This function also accepts two parameters: datal and data2. However, they don't have any specific
type assigned to them. This means that the type they’re accepting is Any. Here, Any is the data type
that’s used to define all the data types. You could also explicitly assign this type to the two parameters
by writing (datal: Any, data2: Any) and it will work the same way. The function itself is
of the Null type, which means that it will always return anull value.

From this, you can see the advantages of using function overloading in your scripts. You can use the
same named function but with different parameters and get different results. In the previous examples,
all three of our functions contained two parameters, but you can add functions with more or fewer
parameters and that also works.

Important

The order in which you define overloaded functions matters. If you define the third function
(using Any) before the other two, this will be the only function that will run every time since
both String and Number are cataloged inside Any.

With that, we've learned how to define data types for our parameters and functions.

Note

To learn more about functions in DataWeave and find additional examples, please visit the
official documentation: https://docs.mulesoft.com/dataweave/latest/
dataweave-functions.

At this point, we understand some of the basic concepts of programming languages and how they
apply to DataWeave. However, we still need to understand flow control statements such as 1 £/
else. But before we do that, let’s take a look at what selectors are in DataWeave and why they’re an
important concept.

Retrieving data with selectors

Previously, we mentioned that DataWeave is a transformational language. Often, there’s an input that
needs to be transformed into an output. Sometimes, we need to retrieve specific information from
that input, and we can achieve that with selectors. Let’s take a look at the most popular selectors:

« Single-value: This selector can be applied to data containing key-value pairs and is used to
retrieve the first value that matches the given key in the first level. Its syntax is <data> . key
or <datax>. "key" - the latter is used reserved characters or keywords are being used in the
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name of the key. Here are some examples - pay close attention to SingleValue2 (which

only retrieves

"value2",not "value2.1")and SingleValue4 ("key3.1" hasnt

been found because it’s at a deeper level):

single-value-selector.dwl

gdw 2.0

output application/dw

var objExample = {

"valuel",
"value2",
"value2.1", // note this key is repeated (key2)
{
"key3.1": "value3.l",
"key3.2m: |
"key3.1": "value3.2"
}

SingleValuel: objExample.keyl, // "valuel"
SingleValue2: objExample.key2, // "value2"

SingleValue3: objExample.key3,

{"key3.1":"value3.1", "key3.2":{...}}

SingleValue4: objExample."key3.1" // null

keyl:
key2:
key2:
key3:
}
}
{
//
}

Multi-value: This selector can be applied to data containing key-value pairs and is used to
retrieve an array with the value(s) that matches the given key in the first level. Its syntax
is <data>.*key or <datas>."key" - the latter is used when reserved characters or
keywords are being used in the name of the key. Here are some examples — pay close attention
toMultivalue2 (which retrieves both values, not just one) and Multivalue4 ("key
3.1" hasn’t been found because it’s at a deeper level):

multi-value-selector.dwl

gdw 2.0

output application/dw

var objExample = {

keyl
key2
key2

: "valuel",
: "value2",
: "value2.1", // note this key is repeated (key2)
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key3: {
"key3.1": "value3.1l",
"key3.2": {
"key3.1": "value3.2"
1
}
}
{
MultiValuel: objExample.*keyl, // ["valuel"]
MultivValue2: objExample.*key2, // ["value2", "value2.1"]
} MultiValue3: objExample.*key3, // [{"key3.1":"value3.1l",
]
MultiValue4: objExample.*"key3.1l" // null
}

Descendants: This selector can be applied to data containing key-value pairs and is used to
retrieve an array with the value(s) that matches the given key at any level. Its syntax is <datas>. .
keyor <datas. . "key" - the latter is used when reserved characters or keywords are being
used in the name of the key. Here are some examples — pay close attention to Descendants2
(which retrieves only the first value if there are two keys with the same name at the same level):

descendants-selector.dwl

%¥dw 2.0
output application/dw
var objExample = {
keyl: "valuel",
key2: "value2",
key2: "value2.1", // note this key is repeated (key2)

key3: {
"key3.1": "value3.1l",
nkey3.2m: |
"key3.1": "value3.2"
}
}
}
{

Descendantsl: objExample..keyl, // ["valuel"]

Descendants2: objExample..key2, // ["value2"]

Descendants3: objExample..key3, // [{"key3.1":"value3.1l",
// ... }]
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}

Descendants4: objExample.."key3.1",
// ["value3.l","value3.2"]

Descendants5: objExample..'"key3.2"
// [{"key3.1":"value3.2"}]

Key-value pair: This selector can be applied to data containing key-value pairs and is used to
retrieve key-value pairs that match the given key in the first level. Its syntax is <data> . &key

or <datas>.&"key" - the latter is used when reserved characters or keywords are being used
in the name of the key. Here are some examples - pay close attention to KeyValuePair4
("key3.1" hasn’'t been found because it’s at a deeper level):

key-value-pair-selector.dwl

Fdw 2.0
output application/dw

var objExample = {

}

keyl: "valuel",
key2: "value2",
key2: "value2.1", // note this key is repeated (key2)

key3: {
"key3.1": "value3.1l",
nkey3.2": {
"key3.1": "value3.2"
}
}

KeyValuePairl: objExample.&keyl, // {keyl:"valuel"}
KeyValuePair2: objExample.&key2,

//{key2:"value2", K key2: "value2.1"}
KeyValuePair3: objExample.s&key3, // {key3:{...}}
KeyValuePair4: objExample.&"key3.1" // null

Index: This selector can be applied to data to retrieve the given index (Number) from it.
Indexes start at 0 and can also be counted backward (that is, the last item is - 1). Its syntax is
<datas> [index]. Here are some examples:

index-selector.dwl

Fdw 2.0
output application/dw
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var objExample = {
keyl: "valuel", // index 0 or -4
key2: "value2", // index 1 or -3
key2: "value2.1", // index 2 or -2
key3: { //index 3 or -1

"key3.1": "value3.1l",
"key3.2": {
"key3.1": "value3.2"
}
}
}
var arrExample = [
1, // index 0 or -6
"Hello", // index 1 or -5
keyl: "valuel", // index 2 or -4
{key2: "value2"}, // index 3 or -3
[2, 31, // index 4 or -2
(4, [5, [6, 7111 // index 5 or -1
1
{
Indexl: objExample[0], // "valuel"
Index2: objExample[-1],
//{"key3.1":"value3.1l", "key3.2":{...}}
Index3: arrExample([1l], // "Hello"
Index4: arrExample[-11, // [4,[5,1[6,711]
Index5: "Hello"[-4] // "e"
}

« Range: This selector can be applied to data to retrieve the given range of indexes (Range) from
it. Indexes start at 0 and can also be counted backward (that is, the last item is -1). Its syntax
is <data>[index to index].Here are some examples:

range-selector.dwl

%dw 2.0
output application/dw
var arrExample = [

1, // index 0 or -6

"Hello", // index 1 or -5

keyl: "valuel", // index 2 or -4
{key2: "value2"}, // index 3 or -3
[2, 3], // index 4 or -2

[4, [5, [6, 7]]] // index 5 or -1
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{
Rangel: arrExample[0 to 3], // [1,"Hello", {keyl:
// "valuel"}, {key2:"value2"}]
Range2: arrExample[-1 to 0], // [[4,I[5,[6,711], ... 1]
Range3: "Hello"[-1 to 0], // "olleH"
Range4: "Hello World" [0 to 4], // "Hello"
Range5: "Hello World" [0 to -1] // "Hello World"
}

There are more selectors you can use in DataWeave, but they might be more complex to understand.
For this book, we want to mention the simpler concepts to get you started. However, there are a few
more examples we want to show you so that you're aware of their existence.

In the following example, we've made use of three different variables: objExample, arrExample,
and dynamicKey. First, let’s see the definition of objExample:

additional-selectors-examples.dwl

var objExample = {
keyl: "valuel",
key2: "value2",
key2: "value2.1",

key3: {
"key3.1": "value3.1l",
"key3.2": {
"key3.1": "value3.2",
key2: "value2.2"
}
}

}

There are several key-value pairs and key3 contains nested key-value pairs. We'll use these to demonstrate
which selectors work with nested values and which don’t. Next, we have the arrExample variable:

var arrExample = [
1, // index 0 or -6
"Hello", // index 1 or -5
keyl: "valuel", // index 2 or -4
{key2: "value2"}, // index 3 or -3
[2, 3], // index 4 or -2
(4, [5, [6, 7111 // index 5 or -1
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This is an array of different data types, such as numbers, strings, objects, and arrays. The last array
contains nested values to demonstrate how the selectors behave with them as well. Finally, we have
the dynamicKey variable:

var dynamicKey = "keyl"

This will be used to demonstrate how to retrieve values using dynamic data, not just hardcoded data.
Next, we've created a function to retrieve a dynamic value to demonstrate this behavior:

fun getDynamicKey (value: Number | String): String =
"key" ++ value

Now that we've defined our variables and functions, let’s see some examples of other selectors. First,
we have Examplel:

Examplel:

MultiValue: objExample.*key2, // ["value2", "value2.1l"]

Descendants: objExample..key2, // ["value2","value2.2"]

Combined: objExample..*key2,

// ["value2","value2.1l","value2.2"]
"Descendants-KeyValue": objExample..&key2 //
[{"key2":"value2", "key2":"value2.1"},

{"key2":"value2.2"}]

}

Here, you can see the differences between using the Mult iValue selector and the Descendants
selector and how, by combining them, you can retrieve more values than using them separately. You
can also combine other selectors, such as the Descendants selector and key-value pair, to retrieve
not only the values but also the keys (if needed).

Next, we have Example2:

Example2:
Object: objExample[-1][1] [0], // "value3.2"
Array: arrExample[-1][-1][-1][0], // 6

}

Here, you can see how the index selector can be combined so that we can dive into the different levels
of the data.
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Now, let’s see Example3:

Example3: objExample[-1].."key3.1", //
["value3.1l","value3.2"]

Here, you can see another example of combining different selectors to get the required data.
Finally, lets look at Example4:

Example4:
Dynamicl: objExample["keyl"], // "valuel"
Dynamic2: objExample [dynamicKey], // "valuel"
Dynamic3: objExample [getDynamicKey (1)], // "valuel"
Dynamic4: objExample [getDynamicKey ("1")] // "valuel"

}

In Example4, while not mentioned previously, you can see a glimpse of how the dynamic operator
can be used to retrieve data. You can pass different kinds of expressions to get the results you need.

( R
Note

As mentioned previously, the purpose of this book is to get you started with the basic concepts.
There are more DataWeave selectors that we won't be covering here. For a complete list, please
visit the following official documentation pages:

https://docs.mulesoft.com/dataweave/latest/dataweave-selectors

https://docs.mulesoft.com/dataweave/latest/dataweave-cookbook-
extract-data

- J

With that, we’'ve covered some of the most used selectors and you now have a better understanding of
how to retrieve specific data from an input source. With this knowledge, you can transform this data
further if needed. Now, let’s take a look at our final basic concept that’s also used in other programming
languages: how to create scopes and how to control the flow of code.

Understanding scopes and flow control

When you’re working on your transformations, you need to be able to control the flow of the code
— whether it goes down one path or another - depending on some conditions. You may already be
familiar with some of these operations from other programming languages. Using i f/else is very
popular among the most popular languages and you may also be familiar with match/case (or
switch/case from other languages). We'll also learn about the do keyword for creating scopes.
Let’s take a look at how to use these in DataWeave.
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Adding conditions with if/else

Sometimes, you need to create different outputs or code depending on other information you might
receive as inputs. To create conditional statements or different routes for your data, you can use the
if/else operators with the following syntax:

if (condition) expression else expression

An important thing to notice is that an i f condition should almost always contain an else expression.
This is because DataWeave knows there must be data being returned at all times. Recall that DataWeave
is a transformational language and there are no void functions. Data must always be returned in
every expression. Let’s take a look at an example:

simple-if-else.dwl

%dw 2.0

output application/dw
var age: Number = 25
if (age >= 21) "Adult"
else "Minoxr"

// returns "Adult"

Here, we can see that there will always be data being returned. It’s simple: if the age variable is
more than or equal to 21, then it'll return "Adult";if not, it'll return "Minox". There’s a problem
with this example: what would happen if the age variable turns out to be a negative number? We
should return a different string. Let’s learn how to chain several conditions.

Chaining if/else statements

Following the previous example, we also want to verify that the given age is more than 0. Otherwise,
it’s invalid data. Previously, we mentioned that an i f condition must include an el se expression
to always return data, regardless of the conditions. This also applies to chained statements. Let’s see
the syntax:

if (condition) expression
else if (condition) expression
else
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See how what previously was an el se expression has turned into else 1if£? The same rule applies.
You can keep adding else 1if statements, so long as there’s a final e1lse expression to take care of
the data that doesn’t match any condition. Let’s see an example:

chained-if-else.dwl

Fdw 2.0

output application/dw

var age: Number = -1

if (age >= 21) "Adult"
else if (age >= 0) "Minor"
else "Invalid data"

// returns "Invalid data"

Now, our age variable is - 1 to test that our new functionality is working. Here, we can see it returns
"Invalid data" because it’s not greater than or equal to either 21 or 0.

Another important thing to notice is that the order of the conditions matters. If you were to swap
the first and second conditions’ orders, it wouldn’t work as expected. If our age was 25 but the first
conditionwas if (age >= 0) "Minor",then it would return "Minoxr" because 25 is greater
than or equal to 0.

Now, let’s see a case where an if operator can be alone without an el se condition.
Conditioning key-value pairs with if

Let’s say we want to create an object but we want to dynamically decide to either show or hide certain
key-value pairs from the output object. In this case, we can make use of the i f operator without
having to add an else condition. You can use the following syntax to achieve this:

(keyName: value) if condition

You just have to surround the key-value pair in parentheses and then add the i £ condition. If this
condition is met, then the key-value pair will be returned; otherwise, it won’t be shown. Let’s see
an example:

key-value-pair-if-condition.dwl

dw 2.0

output application/dw
var value2 = 0

{

keyl: "valuel",

223



224

Learning DataWeave

(key2: value2) if wvalue2 != 0

}

// outputs {keyl:"valuel"}

Here, the key-value pair for key1 is correctly displayed in the output, but the key-value pair for key?2
isn’'t because our variable, value2, doesn’t meet the condition.

That's it for using 1 f£/else statements. But that’s not the only way to create conditions or control the
flow. Let’s look at a different statement.

Using match/case for pattern matching

Some say this is a more elegant approach than if/else, but it’s also harder to understand if it’s the
first time you're seeing syntax like this. The main difference between the two is that 1 £ isn’t necessarily
based on data. You can create statements and conditions with the data you choose. But match is
based on data. The conditions you create with match are for the data you first provided. Let’s see the
syntax so that we can look at an example:

data match {
case condition -> expression
case condition -> expression

else -> expression

}

Let’s take our previous age example to understand how to use it with match statements:

simple-match-case.dwl

Fdw 2.0

output application/dw

var age: Number = 25

age match {
case a if a >= 21 -> "Adult"
case a if a >= 0 -> "Minor"
else -> "Invalid Data"

}

// outputs "Adult"

Granted, in this case, we're using the 1 £ operator inside the match statement. It might look like
double the work but don’t underestimate the power of match/case statements. Pattern matching
is a more advanced topic with way more examples and other ways to use it that don’t necessarily
include the if operator. However, all these ways are beyond the scope of this book, which is to get
you started with the basics.
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Note

To learn more and see examples of pattern matching in DataWeave with match/case statements,
please visit the official documentation: https://docs.mulesoft.com/dataweave/
latest/dataweave-pattern-matching.

With that, we've caught a glimpse of how pattern matching works in DataWeave and the differences
between using i f/else and match/case.

Use 1f /else statements for straightforward conditions or Boolean checks when there are only a few
possibilities. Choose match/case for scenarios with multiple specific values or complex patterns
to enhance clarity and maintainability. Generally, prefer 1 f/else for binary decisions and match/
case for more extensive, value-based branching.

Let’s finish this section by discovering how to create scopes.
Creating scopes with do

When we were learning about variables and functions, we mentioned we could use both local and global
variables, but we only saw how to use them in a global context (in the script’s header). This is where
we'll finally learn how to create local scopes with the do operator. First, let’s take a look at the syntax:

do {
header

body

}

As you can see, we've created a whole new header and body section, but they only live inside this
expression. Any code outside of these curly braces can’t use what we define in this scope. The only
thing visible externally will be the output of what’s generated inside the scope. Let’s see an example:

local-context-do.dwl

gdw 2.0
output application/dw
fun sumtail (number: Number, result: Number = 0):
Number = do ({
var newNumber = number - 1
var newResult = result + number
if (number > 0)
sumtail (newNumber, newResult)
else result
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}

sumtail (255) // 32640

Here, we're creating a local context inside the sumtail function. After adding the do operator
and opening the curly braces, we're now inside a local context. We created two new variables called
newNumber and newResult, which are used in the body of the local context.

Note

There’s also a us ing operator that can be used instead of do, but this is an old operator that’s
only supported for backward compatibility, so we don’t recommend you learn about using
unless it’s for a previous Mule runtime version.

You can use not only the do operator inside a function definition, as we just did, but also to create
contexts in several settings. It can be used inside variables, in a script’s body, or inside other functions
you're calling (which is one of the most used cases).

You can also create more contexts inside contexts if your use case requires it, but we strongly recommend
against it. The cleaner your code looks, the easier it is to maintain for other developers. It can also lead
to the creation of spaghetti code. This is the last thing we want since it can lead to more human error.

( 1
Note

To learn more about the do, i £, and else operators in DataWeave and to find additional
examples, please visit the official documentation:

https://docs.mulesoft.com/dataweave/latest/dw-operators#scope-
and-flow-control-operators

https://docs.mulesoft.com/dataweave/latest/dataweave-flow-control
N\ J

With that, we understand the basic concepts of the DataWeave language and how to perform some
basic things, such as creating and using functions and variables, using operators and selectors, creating
local scopes, and making use of flow control operators.

Summary

In this chapter, we learned that DataWeave is a functional programming language and that a script has
two sections: a header and a body. In the header, we keep global variables or functions, and additional
directives to specify input, output, DataWeave version, and other information. In the body, we write
the code that will be executed.
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Questions

Then, we learned two different ways to add comments to our code: in a single line (with / /) or in

There are simple, composite, and complex data types. However, we only listed the simple (string,
Boolean, number, regex, null, date, and time-related) and composite (array and object) ones to
understand the basic or most used types.

We also listed some of the most popular data formats, such as CSV, DW, Java, JSON, and XML, to
get a better understanding of what these formats look like and how they’re used in DataWeave to
transform data.

Afterward, we learned about several operators and their categories: mathematical, equality and
relational, logical, and prepend and append. We saw different examples of each to see how they can
be used with different data types.

Then, we talked about what variables are in DataWeave and how to define them with the var keyword.
We defined a simple variable, assigned a data type to it, and then assigned a lambda function to it.

Next, we talked about what functions are in DataWeave and how to define them with the fun keyword.
We can create named functions, assign data types to the function itself or its parameters, and define
optional parameters. Following this, we learned what lambdas are (anonymous functions) and how
to create them, and also saw examples of function overloading, before learning about several selectors
and how to use them to retrieve data from an input source.

Finally, we learned how to add conditions and chain them with if/else statements, how to condition
key-value pairs with the i f operator, how to use match/case for pattern matching, and how to
create scopes with the do operator.

In the next chapter, we'll expand our DataWeave knowledge from the basics to learning how to use
DataWeave’s functions and modules while considering practical use cases and understanding how to
use DataWeave in Anypoint Studio.

Questions

Take a moment to answer the following questions, which serve as a recap of what you learned in
this chapter:

1. How do you specify the DataWeave version inside a script if youre using version 2.4?

2. What operators can you use to add or remove values to/from an array?

3. How can you define and call a global variable named hello of the String type with the
"Hello World" value?

4. How can you define and call a global function named sum of the Number type that accepts
two parameters (both of the Number type) and outputs the addition of both parameters?
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5. Create a function called order of the String type that accepts one parameter of the String
type called original. Open a local context inside the function and create a local variable
called new of the St ring type that reverses original (hint: use selectors). In the body
of the local context - inside the variable - create some logic to return the following strings:

A. <originals> goes after <news>: When the value of new goes first in alphabetical order

B. <original> goes before <news: When the value of original goes first in
alphabetical order

C. <original> is a palindrome: When it’s a palindrome, meaning the original

value and the reversed value are still the same string

Hint: Use ++ to concatenate values and remember to use operators.

Answers

1. Use%dw 2.0 in the script’s header; only major versions have to be provided, not minor versions.
2. Addition (+), subtraction (-), prepend (>>), and append (<<).
3. It can be defined as follows:

var hello: String = "Hello World"

hello

4. It can be defined as follows:

fun sum(pl: Number, p2: Number): Number = pl + p2

sum (1, 2)

5. Solution 1 - using if/else:

fun order (original: String): String = do ({
var new: String = original[-1 to 0]
if (original > new) original ++ " goes after " ++ new
else if (original < new) original ++ " goes before " ++ new

else original ++ " is a palindrome"

}

order ("abc")



Answers

Solution 2 - using match/case:

fun order (original: String): String = do

var new:
original
case
case
else

String = original[-1 to 0]

match {

o if o > new -> o ++ " goes after " ++ new
o if o < new -> o ++ " goes before " ++ new
-> original ++ " is a palindrome"

order ("kayak")
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Transforming with DataWeave

In the previous chapter, we learned the very basics of DataWeave, including how to use functions,
variables, conditions, operators, and selectors, but we didn’t see any transformation examples. In this
chapter, we are going to learn about DataWeave modules and some of the most used functions in real
life. We will cover the following topics:

o Understanding modules in DataWeave
« Using the DataWeave core functions

« Using the Transform Message component in Anypoint Studio

We cannot cover absolutely everything that you can do with DataWeave, but we will provide a guide
so you can get familiar with the functions that are widely used by developers in real life. Even if you
are already familiar with DataWeave, maybe there are some popular functions you want to learn
more about, such as map and reduce. This chapter will provide additional tips and tricks for your
development experience.

Remember, DataWeave is a functional programming language. Some of these functions might
look familiar to you if you come from a functional programming background. If youre new to this
programming paradigm, then this chapter is great for you to get started with DataWeave’s syntax
and use cases.

Technical requirements
You will need the following technical requirements for this chapter.

o Aninternet browser: Google Chrome will be used throughout this chapter for the DataWeave
Playground, located at https: //developer.mulesoft.com/learn/dataweave/.
To learn how to use the DataWeave Playground, you can follow this guide: https://
developer.mulesoft.com/tutorials-and-howtos/dataweave/learn-
dataweave-with-the-dataweave-playground-getting-started/.


https://developer.mulesoft.com/learn/dataweave/
https://developer.mulesoft.com/tutorials-and-howtos/dataweave/learn-dataweave-with-the-dataweave-playground-getting-started/
https://developer.mulesoft.com/tutorials-and-howtos/dataweave/learn-dataweave-with-the-dataweave-playground-getting-started/
https://developer.mulesoft.com/tutorials-and-howtos/dataweave/learn-dataweave-with-the-dataweave-playground-getting-started/
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o Anypoint Studio: Make sure you have Studio installed on your computer. We'll mostly practice
using the DataWeave Playground, but it’s also good for you to know how to use DataWeave
from Studio. Download Studio from https://mulesoft.com/studio. Instructions to
download Studio were already provided, in Chapter 3.

 GitHub repository: It’s not required for you to open this repository, but it'll be easier for you to
copy and paste the examples and scripts. You can access it through the following link: https://
github.com/PacktPublishing/MuleSoft-for-Salesforce-Developers-
Second-Edition/tree/main/Chapter?.

Understanding modules in DataWeave

Some programming languages make use of libraries to import functions or methods from other pieces
of code. This is helpful to reuse complex functionality that was written by someone else instead of
trying to reinvent the wheel and wasting precious development time while trying to develop the code
yourself. In DataWeave, these libraries of code are called modules. You can either use other existing
DataWeave modules or create your own custom modules, which we will see later, in the Using the
Transform Message component in Anypoint Studio section.

Let’s see the syntax to import these modules in DataWeave.

Importing modules and functions

There are several ways of importing modules or functions to your DataWeave scripts, depending on
your preference. But all of them make use of the import keyword and must be located within the
header of your script. Let’s see some examples:

« Import the whole module: You can import the whole module in your script’s header and reference
the function with its specified module from your script’s body. This is the syntax for doing so:

import-example-1.txt

import Module

Module: : function ()

This is cleaner to look at from the script’s header, but it makes it look busier in the script’s body.


https://mulesoft.com/studio
https://github.com/PacktPublishing/MuleSoft-for-Salesforce-Developers-Second-Edition/tree/main/Chapter7
https://github.com/PacktPublishing/MuleSoft-for-Salesforce-Developers-Second-Edition/tree/main/Chapter7
https://github.com/PacktPublishing/MuleSoft-for-Salesforce-Developers-Second-Edition/tree/main/Chapter7
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Import all functions: Another way is to import all the functions from a module and then
directly reference the function from the script’s body. This is the syntax for doing so:

import-example-2.txt

import * from Module

function ()

Now, it might look busier in the script’s header, but the script’s body looks cleaner. However,
this might make it difficult for new developers to understand where your function is coming
from, especially if they are not familiar with the different available DataWeave modules and
you have several modules being imported in the same script.

Import specific functions: To make things more explicit, you can import specific functions
from each module, like so:

import-example-3.txt

import function from Module

function ()

Now, everyone will be able to see where each function comes from. Plus, if you're working on
a very big and heavy project, making these little adjustments to the code might help with the
performance of the Mule application.

You can also import several functions from the same module by separating them with a comma.
See the following example:

import-example-4.txt

import functionl, function2, function3 from Module

functionl ()

Precedence: If you have more than one function with the same name but from different modules,
whichever function/module was defined first will take precedence. See the following example:

import-example-5.txt

import function from Modulel
import function from Module2

function() // from Modulel
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If you end up with something like this and want to make things less confusing, you can import
just the module and not the functions. This will help you to clearly see which module the
function is being used from:

import-example-6.txt

import Modulel
import Module2

Module2: :function()

o Create aliases: Alternately, if you want to create an alias for your functions or modules, you
can use the as keyword followed by the alias. Here’s the syntax:

import-example-7.txt

import Modulel as Modl // alias Modl for Modulel
import functionl as f1 from Module2 // alias f1 for functionl
import function2 as f2, function3 as f3 from Module3

// aliases f2 and f3 for functions from the same

// module (Module3)

// Modl::function
// £1()
// £2()
£3()

« Import from folders: Finally, when you have modules separated by : : and you want to import
the whole module, you don’t need to reference the whole path in the script’s body, only the
module name. Here’s what this syntax looks like:

import-example-8.txt

import folderl::folder2::Module

Module: : function ()

We are done understanding how to import modules or functions in DataWeave. Let’s now talk about
some of the existing modules you can find in DataWeave so you don’t have to create code from scratch.



Understanding modules in DataWeave

Analyzing the existing DataWeave modules

In this section, we can get a glimpse of what modules are available so you can have a better idea of
them. Here’s a list of some of the existing DataWeave modules:

dw: : Core: We will talk more about this module in the next section.

dw: : core: : Arrays: Here, you can find functions to work with the Array type (defined by
[1). Some functions are countBy, every, join, slice, and splitAt.

dw: :core: :Binaries: Here, you can find functions to work with the Binary type.
Its functions are fromBase64, fromHex, readLinesWith, toBase64, toHex,
and writeLinesWith.

dw: : core: :Dates: Here, you can find functions to work with the Date type. Some functions
are atBeginningOfWeek, dateTime, today, tomorrow, and yesterday.

dw: : core: :Numbers: Here, you can find functions to work with the Number type. Its
functions are fromBinary, fromHex, fromRadixNumber, toBinary, toHex,
and toRadixNumber.

dw: : core: :Objects: Here, you can find functions to work with the Object type (defined by
{ }). Some functions are divideBy, keySet, mergeWith, takeWhile, and valueSet.

dw: :core: : Periods: Here, you can find functions to work with the Period type (defined
by | P<. . .>|). Some functions are between, days, duration, months, and years.

dw: :core: : Strings: Here, you can find functions to work with the String type (defined
by ""). Some functions are camelize, capitalize, dasherize, isAlphanumeric,
isLowerCase, pluralize, substring, and words.

dw: : core: : Types: Here, you can find functions to work with data types. Some functions
are arrayltem, functionParamTypes, functionReturnType, isBooleanType,
literalValueOf, and nameOf.

dw: : core: : URL: Here, you can find functions to work with URIs. Its functions are
compose, decodeURI, decodeURIComponent, encodeURI, encodeURIComponent,
and parseURI.

dw: : Crypto: Here, you can find functions to encrypt data through common algorithms. Its
functions are HMACBinary, HMACWith, MD5, SHA1, and hashWith.

dw: :Mule: Here, you can find functions to interact with the Mule runtime. Its functions are
causedBy, lookup, and p.

dw: : Runtime: Here, you can find functions to interact with the DataWeave runtime. Some
functions are eval, fail, orElseTry, props, run, try,and wait.

dw: : System: Here, you can find functions to interact with the operating system. Its functions
are envVar and envvars.
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o dw::util::Math: Here, you can find functions to make use of mathematical functions.
Its functions are acos, asin, atan, cos, 1ogl0, logn, sin, tan, toDegrees,
and toRadians.

o dw::util::Timer: Here, you can find functions to measure time. Its functions are
currentMilliseconds, duration, time, and toMilliseconds.

o dw::util::Tree: Here, you can find functions to handle tree structures. Some functions
are filterArraylLeafs, filterTree, mapLeafValues, and nodeExists.

o dw::util::Values: Here, you can find functions to make changes to certain values. Its
functions are attr, field, index, mask, and update.

Note

At the time this book is being written, the latest DataWeave version is 2.8. If there are more
advanced versions by the time you read this chapter, you may want to take a look at the
release notes to see what changes were implemented. To review this, you can use the following
link: https://docs.mulesoft.com/dataweave/latest/whats-new-in-dw.

To find the complete list of modules and their corresponding functions, please refer to the
official documentation: https://docs.mulesoft.com/dataweave/latest/
dw-functions.

- J

As you can see, there is a wide variety of modules you can take advantage of instead of having to come
up with the most efficient way of doing something. We can’t discuss all the modules, but we will focus
on the Core module and its most used functions.

Using the DataWeave Core functions

These functions come from the dw: : Core module but there’s no need to explicitly import it into
your script. All of these functions are added to DataWeave by default so you can make use of them
right away.

We will mention whether the functions are null-safe. This means that you can send a null value as
the input and it won't result in a DataWeave error. Instead, it will simply give anul1l value in return
so you can handle the data in further steps.

One important thing for you to understand about calling functions with two parameters is that you
can use two different syntaxes to call them. This only applies to two-parameter functions. The syntaxes
are as follows:

« Prefix notation, which looks like this:

function (arg0, argl)


https://docs.mulesoft.com/dataweave/latest/whats-new-in-dw
https://docs.mulesoft.com/dataweave/latest/dw-functions
https://docs.mulesoft.com/dataweave/latest/dw-functions
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« Infix notation, which looks like this:

arg0 function argl

You can choose whichever notation or syntax you feel more comfortable with, but most people prefer to
use the infix notation whenever possible because the functions become easier to understand (without
all the parentheses). This is especially helpful when working with functions that make use of lambdas
as one of their parameters, such as map, for example. We will make use of the infix notation only
when we have two-parameter functions.

We talked about lambdas - or anonymous functions - in the previous chapter. However, we haven’t
learned how to use them as another function’s parameter. We will see some examples throughout this
chapter, especially with the functions for objects and arrays. To give you a quick reminder, this is the
syntax to use map (with the infix notation), which we will see later in the chapter in the Transforming
arrays section:

<Array> map ((value, index) -> <code>)

The first parameter is the array we use as input and the second parameter is a lambda with the
value and index parameters. We can then create the transformation code to make use of these
two parameters inside the lambda.

There is another syntax to use lambdas in DataWeave: the dollar-sign syntax. This is helpful with
functionality or functions that may be more straightforward than creating the whole lambda expression.
The number of dollar signs represents the number of the parameter in the lambda. For example,
when using map, we have two parameters in the lambda: value and index. Since value is the
first parameter, itd be represented with $, while index would be represented with $$. You can now
use these characters in the lambda code instead of having to explicitly declare both parameters in the
lambda expression. This syntax would change to the following:

<Array> map (<code>)

We will see some more examples when talking about the functions to transform objects and arrays.

In the following sections, we will learn how to transform different data types, such as numbers, strings,
objects, and arrays. We will see an overview of some of the most used functions for each specific data
type and brief examples to see how these functions work.

Let’s start with some functions that can be applied to more than two data types.
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Transforming multiple types

Let’s first look at some of the functions that can be used with various data types or no parameters as
they are more general:

o ++ (plus plus): This function is used to concatenate two given parameters. It can be used with
Array, String, Object, or some of the Date and Time-related types. For example, [1, 2] ++
[3, 4] resultsin [1, 2, 3, 4].

o now: This function is used to generate a DateTime data type with the information from today’s
date and time. For example, now () canresultin |2024-09-15T15:06:37.953742%].

o random: This function is used to generate a random number from 0.0 to 1. 0. For example,
random () canresultin 0.5071719753789186.

« read: This function is used when DataWeave can’t determine the type of format that is being
parsed. For example, read (" [1, 2, 3]", "application/json") resultsin [1, 2,
31. Note that the array is first passed as a string and is then transformed into an actual array.

o readUrl: This function is used to retrieve the data from a URL and parse it to the given data
format. For example, readUrl ("https://jsonplaceholder.typicode.com/
posts/1", "application/json") resultsin the JSON data retrieved from the URL.

o sizeOf: This function is used to retrieve a number with the size of the given parameter. It
can be used with Array, String, Object, and Null (null-safe). For example, sizeOf ([0, 1,
2, 31) resultsin 4.

« typeOf: This function is used to retrieve the type of the given parameter. It can be used with
any data type — which makes it null-safe. For example, typeOf ("abc") results in String,
typeOf (typeOf ("abc") ) results in Type, and typeOf (sizeOf) results in Function.

o uuid: This function is used to generate a Universally Unique Identifier (UUID). For example,
uuid () canresultin "ffe58a18-06d9-47f5-bele-c6fble7cf197".

o with: This is a helper function that is used along with other functions, such as replace,
update, or mask. We will see some of these main functions later in this chapter, in the
Transforming strings section. For example, "hello world" replace "world" with
"muley! " resultsin "hello muley!".

We listed some of the functions previously, but there are more functions that we’ll look at separately
because they are more complex, starting with the i sEmpty function.
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isEmpty

This function returns a Boolean indicating whether the given parameter is empty or not. It can be
used with Array, String, Object, and Null (null-safe). Let’s see some examples:

isEmpty.dwl

$dw 2.0
output application/dw

{

Array: isEmpty([]), // true
String: isEmpty(""), // true
Object: isEmpty({}), // true
Null: isEmpty(null) // true

}

If there were at least one item in the array, at least one character in the string, or at least one key-value
pair in the object, the result would be false - indicating the provided parameter is not empty.

( 7
Tip
You can use the default keyword to set default values in certain transformations when
anull value is received. For empty values ([1, { }, or " "), however, it is better to use
the isEmpty function. To learn more about the default keyword, see the official
documentation: https://docs.mulesoft.com/dataweave/latest/dataweave-
cookbook-defaults#example-of-using-the-keyword-default-to-set-
a-default-value.

- J

log

This function doesn’t affect any values or transform any data. This is used to debug the DataWeave
code and log certain values to a console or the LOG VIEWER tab in the DataWeave Playground. It
is very helpful especially when you have long pieces of code and you want to see what’s happening in
specific steps within it. See the following example:

log.dwl

dw 2.0
output application/json

[1, 2, 3] map log($)


https://docs.mulesoft.com/dataweave/latest/dataweave-cookbook-defaults#example-of-using-the-keyword-default-to-set-a-default-value
https://docs.mulesoft.com/dataweave/latest/dataweave-cookbook-defaults#example-of-using-the-keyword-default-to-set-a-default-value
https://docs.mulesoft.com/dataweave/latest/dataweave-cookbook-defaults#example-of-using-the-keyword-default-to-set-a-default-value

240

Transforming with DataWeave

In this case, we're using the map function just to demonstrate (we will talk more about this function
in the Transforming arrays section). This code is iterating through the input array and logging each
item in the console. From the DataWeave Playground, it would look like this:

/) DataWeave Playground orial  Playground
INPUT EXPLORER S i SCRIPT OUTPUT JSON
json pay|Oad 1 Sdw 2.0 1 [
2 output application/json 2 L,
7 St 3 2,
4 [1, 2, 3] map log($) 4 3
5 5 ]
— LOG -~ API
= VIEWER “Y REFERENCE
Filter
1 2022-06-16T15:48:35.548192
2 2022-96-16T15:48:35.5402180
3 2022-06-16T15:48:35.540222

Figure 7.1: View from the DataWeave Playground

There is not a way to formally debug DataWeave code yet but using this function is a close workaround.
For example, you can use console. log in JavaScript to achieve the same functionality.

then

This is a helper function that is more useful in larger code. It essentially replaces the use of parentheses
for certain use cases. For example, consider the following code:

(1, 21 + [31 // [1, 2, [3]]

You have an array of numbers (1 and 2) and then add a third item [3]. This results in an array
containing both numbers and arrays. Let’s say you wanted to flatten this array to be just an array of
numbers ([1, 2, 31).To achieve this, you can use the £1atten function, which we will see in
detail in the Transforming arrays section, but you need to surround the whole code in parentheses in
order to use it, like so:

flatten([1, 2] + [31) // [1, 2, 3]
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It doesn’t seem like a big deal now because we just have a line of code, but when you have thousands
of lines and lots of other parentheses, it gets harder to identify exactly where to start. This is where
the then function comes in handy:

then.dwl

$dw 2.0
output application/json

[1, 2] + [3] then flatten($) // [1, 2, 3]

The result from the previous execution gets passed after the then function is called and becomes a
lambda. We will learn how to use lambdas as a parameter to another function in the Transforming
objects and Transforming arrays sections. For now, you can see the difference in the syntax and why
using then can be better than adding surrounding parentheses to the code.

Now that we know some of the more general functions, let’s look at the functions that are specifically
for transforming numbers.

Transforming numbers

These functions work specifically for the Number data type. Remember that a number in DataWeave
can be either a decimal or integer number. For example, say you have a decimal number such as 5. 6
that you want to round up to the nearest number; so, youd transform it to 6.

The functions are as follows:

o abs: This function is used to retrieve the absolute value of a given number. For example,
abs (-9) resultsin 9.

o ceil: This function is used to round up the value of a given decimal number. For example,
ceil (5.1) resultsin 6.

o floor: This function is used to round down the value of a given decimal number. For example,
floor (7.9) resultsin 7.

o 1isDecimal: This function is used to indicate whether a given number is a decimal value or
not. It returns true if the parameter is a decimal number or false if it isn’t. For example,
isDecimal (4.5) resultsin true and isDecimal (4) resultsin false.

« 1isEven: This function is used to indicate whether a given number is an even value or not. It
returns true if the parameter is an even number or false if it isn’t. For example, 1sEven (4)
results in true and isEven (5) resultsin false.
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o 1isInteger: This function is used to indicate whether a given number is an integer value or
not. It returns true if the parameter is an integer number or false if it isn’t. For example,
isInteger (5) resultsin true and isInteger (5.5) resultsin false.

o 1s0dd: This function is used to indicate whether a given number is an odd value or not. It
returns true if the parameter is an odd number or false if it isn't. For example, 1s0dd (3)
results in true and 1s0dd (2) resultsin false.

« mod: This function is used to retrieve the modulo of a given dividend (first parameter) and
divisor (second parameter). This is the remainder of dividing the two parameters. For example,
5.5 mod 5resultsin 0. 5.

» pow: This function is used to retrieve the result of raising a given base number (first parameter)
to a given power (second parameter). For example, 5 pow 3 resultsin 125.

« randomInt: This function is used to retrieve a random integer from 0 to the given number
(excluding the given number). For example, randomInt (5) canresultin 0, 1, 2, 3, or 4.

« round: This function is used to round up or down the value of a given decimal number into the
nearest whole number. For example, round (4 . 1) results in 4 and round (4 .5) results in 5.

o sqgrt: This function is used to retrieve the square root of a given number. For example,
sqrt (100) resultsin 10.

o to: We mentioned this function briefly in the previous chapter when we talked about ranges.
This function is used to retrieve a range that falls within the two given numbers (including
both numbers). For example, 1 to Sresultsin [1, 2, 3, 4, 5].Note that this result
is not an array of numbers but a Range type.

We now know some of the functions we can use to transform numbers. Let’s continue with the
functions for strings.

Transforming strings

These functions work specifically for the String data type. Remember that, in DataWeave, a string is
conformed by using quotes around it. For example, say you have a string such as "hello™" that you
want to transform into all uppercase to be "HELLO".

The functions are as follows:

« contains: This function is used to indicate whether a given string (first parameter) contains
a given string or a regular expression (second parameter). It returns t rue if it does or false
if it doesn’t. For example, "Hello world!" contains "hi" resultsin false and
"Hello world!" contains /\w+ \w+!/ resultsin true. This is a null-safe function
-null contains "a" returns false.
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endsWith: This function is used to indicate whether a given string (first parameter) ends
with a given string (second parameter). It returns true if it does or false if it doesn’t. For
example, "Hello world!" endsWith "orld!" resultsin true. This is a null-safe
function - null endsWith "a" returns false.

£ ind: This function is used to find the indexes of a given string or regular expression (second
parameter) from the given string (first parameter). If no match is found, it returns an empty
array. For example, "Hello world!" find "o" resultsin [4, 7]. Thisis a null-safe
function -null find "o" returns [].

indexOf: This function is used to find the first index of a given string (second parameter) from
the given string (first parameter). If no match is found, it returns - 1. For example, "Hello
world!" indexOf "o" resultsin 4. This is a null-safe function - null indexOf "o"
returns - 1.

isBlank: This function is used to indicate whether a given string is blank (including empty
spaces or null values). It returns true if it is or false if it isn’t. For example, isBlank
(n ") results in true but isBlank (" a") is false.

lastIndexOf: This function is used to find the last index of a given string (second parameter)
from the given string (first parameter). If no match is found, it returns - 1. For example,
"Hello world!" lastIndexOf "o" resultsin 7. This is a null-safe function - null
lastIndexOf "o" returns -1.

lower: This function is used to transform the given string to lowercase. For example,
lower ("Hello") resultsin "hello". This is a null-safe function - lower (null)
returns null.

match: This function is used to retrieve the matches of a given regular expression (second
parameter) from the given string (first parameter). If no match is found, it returns []. Note
that you will receive more items if your regular expression is separated into capture groups.
For example, "Hello world!" match /\w+ \w+!/resultsin ["Hello world!"]
and "Hello world!" match /(\w+) (\w+)!/resultsin ["Hello world!",
"Hello", "world"].Thisisanull-safe function -null match /\w+/ returnsnull.

matches: This function is used to indicate whether a given string (first parameter) matches
a given regular expression (second parameter). It returns true if there is a match or false
if there isn'’t. For example, "Hello world!" matches /\w+ \w+!/ resultsin true.
This is a null-safe function - null matches /\w+/ returns false.

replace: This function is used to replace a given string or regular expression (second parameter)
from the given string (first parameter). If no match is found, it returns the original string. The
with function is used along with replace. For example, "Hello world!" replace
"world" with "team" resultsin "Hello team!". This isa null-safe function - null
replace "a" with "b" returnsnull.

243



244

Transforming with DataWeave

o scan: This function is used to retrieve all the matches of a given regular expression (second
parameter) from the given string (first parameter). If no match is found, it returns []. Note
that you will receive more items if your regular expression is separated into capture groups. For
example, "Hello world!" scan /\w+/resultsin [ ["Hello"], ["world"]l].
This is a null-safe function - null scan /\w+/ returnsnull.

« splitBy: This function is used to split a given string (first parameter) into an array of strings,
separated by the given string or regular expression (second parameter). For example, "a b c"
splitBy " "resultsin ["a","b", "c"]. Thisis a null-safe function -null splitBy
" "returnsnull.

« startsWith: This function is used to indicate whether a given string (first parameter) starts
with a given string (second parameter). It returns true if it does or false if it doesn’t. For
example, "Hello world!" startsWith "Hello" resultsin true. This is a null-safe
function - null startsWith "a" returns false.

o trim: This function is used to remove blank spaces at the beginning or the end of a given
string. For example, trim (" Hello world ") resultsin "Hello world".Thisisa
null-safe function - trim(null) returns null.

o upper: This function is used to transform the given string to uppercase. For example,
upper ("Hello") results in "HELLO". This is a null-safe function - upper (null)
returns null.

We now know some of the functions we can use to transform strings. Let’s continue with the functions
for objects.

Transforming objects

These functions work specifically for the Object data type. Remember that, in DataWeave, an object
is made up of key-value pairs and it’s surrounded by curly brackets. For example, in {a: "b", c:
"d"}, aand c are keys and "b" and "d" are values.

The functions are as follows:

o -- (minus minus): This function is used to remove key-value pairs (second parameter) from
the given object (first parameter). As the second parameter, you can send a key-value pair, an
array of strings, or an array of keys. For example, considering the same input (first parameter)
{a: "b", c: "d"},you can achieve the same output {c: "d"} withboth -- {a:
"b"}and -- ["a"]. This is a null-safe function.

o distinctBy: This function is used to remove duplicate key-value pairs from the given object.
The second parameter of this function is a lambda with the value and key parameters. For
example, {a: "b", c: "d", a: "b"} distinctBy S$resultsin {a: "b", c:
@ }. This is a null-safe function.
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o entriesOf: This function is used to describe the key-value pairs from a given object.
For example, entriesOf ({a: "b"}) resultsin [{ key: "a", value: "b",
attributes: {} }].Thisisa null-safe function.

o filterObject: This function is used to filter the key-value pairs from the given object. The
second parameter of this function is a lambda with the value, key, and index parameters.
For example, {a: "b", c: "d"} filterObject $$ ~= "a"resultsin {a: "b"}.
This is a null-safe function.

o keysOf£: This function is used to retrieve the keys from a given object. Note that this returns
an array of keys. For example, keysOf ({a: "b", c: "d"}) resultsin ["a", "c"].
This is a null-safe function.

o mapObject: This function is used to transform the key-value pairs from the given object. The
second parameter of this function is a lambda with the value, key, and index parameters.
For example, {a: "b", c: "d"} mapObject {(3): $$} resultsin {b: "a", d:
nc"}. This is a null-safe function.

« namesOf: This function is used to retrieve the names of the keys from a given object. Note
that this returns an array of strings. For example, namesOf ({a: "b", c: "d"}) results
in ["a", "c"].Thisisa null-safe function.

o pluck: This function is used to transform the key-value pairs from the given object into an
array. The second parameter of this function is a lambda with the value, key, and index
parameters. For example, {a: "b", c: "d"} pluck upper ("$$:$") resultsin

["A:B", "C:D"].Thisis a null-safe function.

o valuesOf: This function is used to retrieve the values from a given object. For example,
valuesOf ({a: "b", c: "d"}) resultsin ["b", "d"].This is a null-safe function.

We now know some of the functions we can use to transform objects. Let’s continue with the functions
for arrays.

Transforming arrays

These functions work specifically for the Array data type. Remember that, in DataWeave, an array
is conformed by using square brackets around it. For example, [1, 2, 3] isan array of numbers
and ["a", "b", "c"] isan array of strings.

The functions are as follows:

o -- (minus minus): This function is used to remove items (second parameter) from the given
array (first parameter). As the second parameter, you can send an array containing the items
you want to remove from the original array. For example, [1, 2, 3] -- [1, 2] results
in [3]. This is a null-safe function.
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avg: This function is used to retrieve the average of the given array of numbers. For example,
avg([1, 2, 31) resultsin 2.

contains: This function is used to indicate whether a given array (first parameter) contains
a given item (second parameter). It returns true if it does or false if it doesn’t. For example,
[1, 2, 3] contains 1 resultsin true. This is a null-safe function.

distinctBy: This function is used to remove duplicate items from the given array. The second
parameter of this function is a lambda with the item and index parameters. For example,
[1, 2, 1] distinctBy S$resultsin [1, 2]. This is a null-safe function.

filter: This function is used to filter the items from the given array. The second parameter
of this function is a lambda with the item and index parameters. For example, [1, 2, 3]
filter isEven ($) resultsin [2]. This is a null-safe function. Note that this function can
also be used with strings instead of arrays, although it’s not very popular to use it with strings.

f ind: This function is used to find the indexes of a given item (second parameter) from the
given array (first item). If no match is found, it returns an empty array. For example, [1, 2,
1] find 1l resultsin [0, 21].This isa null-safe function.

flatten: This function is used to flatten nested subarrays into one array. Note that it only
works with the first level of subarrays. For example, flatten ([1, [2], [3, [411])
resultsin [1, 2, 3, [4]].Thisisa null-safe function.

indexOf: This function is used to find the first index of a given item (second parameter) from
the given array (first parameter). If no match is found, it returns - 1. For example, [1, 2,
1] indexOf 1 resultsin 0. This is a null-safe function.

joinBy: This function is used to join a given array of strings (first parameter) into a new string,
separated by the given string (second parameter). Note this is the opposite of splitBy. For
example, ["a", "b","c"] joinBy " "resultsin "a b c". This is a null-safe function.

lastIndexOf: This function is used to find the last index of a given item (second parameter)
from the given array (first parameter). If no match is found, it returns - 1. For example, [1,
2, 1] lastIndexOf 1 resultsin 2. Thisis a null-safe function.

max: This function is used to find the highest-value item from the given array. For example,
max ([8, 3, 5]) resultsin 8. Note that you can also use the maxBy function if you want
to create custom mappings by using a lambda.

min: This function is used to find the lowest-value item from the given array. For example,
min([8, 3, 5]) resultsin 3. Note that you can also use the minBy function if you want
to create custom mappings by using a lambda.

orderBy: This function is used to reorder the items from a given array. The second parameter
of this function is a lambda with the i tem and index parameters. For example, ["c", "b",
"d", "a"] orderBy S$resultsin ["a","b","c","d"]. This is a null-safe function.
Note that this function can also be used with objects.
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o sum: This function is used to sum the items from the given array of numbers. For example,
sum([1, 2, 3]) resultsin 6.

We listed some of the functions previously, but there are three more complex functions that we’ll look
at separately, starting with the groupBy function.

groupBy

This function is used to group the given items by specific criteria. The second parameter of this
function is a lambda with the i tem and index parameters. This is a null-safe function. Note that
this function can also be used with strings or objects instead of arrays, although it’s not very popular
to use it this way.

Let’s see an example that is used a lot in real-life scenarios. Consider the next variable that well use
as the input array in our groupBy function:

groupBy.dwl
var arrayObject = [
{
id: 1,
name: "alex",
email: "alex@fakeemail.com"
¥
{
id: 2,
name: "akshata",
email: "akshata@fakeemail.com"
i
{
id: 3,
name: "arul",
email: "arulefakeemail.com"
}

It’s an array of objects containing data such as 1d, name, or email. Say we want to retrieve the
information from a specific email, for example, arul@fakeemail . com. There are two main ways
to achieve this: one with the £i1lter function and one with the groupBy function. The filter
approach is more straightforward: you can just filter the data by the email that matches the string,
as follows:

arrayObject filter $.email == "arulefakeemail.com"
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However, if you were to do this operation (filter data by email) several times within the same script, it
would cost you more resources because every time you use £i1ter, the function reads the complete
array to return the filtered data. To avoid this, you can group the data by email and then just retrieve
the data you need with a selector. For example, let’s create another variable with the grouped data:

var groupedByEmail = arrayObject groupBy $.email

Now, instead of having an array of objects, we have an object containing the emails as the first key
and the value of each key would be the corresponding data, such as the following:

{

"alex@fakeemail.com": [
{
id: 1,
name: "alex",
email: "alex@fakeemail.com"
I
"akshata@fakeemail.com": [
{
id: 2,
name: "akshata",
email: "akshata@fakeemail.com"
1
I
"arulefakeemail.com": [
id: 3,

name: "arul",

email: "arule@efakeemail.com"

}

Now, we can refer to this groupedByEmail variable and extract the specific data with a selector.
Instead of having to filter the array » times, we just grouped the data once.

Note

To see more examples of the groupBy function, you can refer to this developer tutorial: https: //
developer.mulesoft.com/tutorials-and-howtos/dataweave/groupBy-
function/.
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For example, doing groupedByEmail ["arul@fakeemail .com"] would result in the
following output:

[

{

id: 3,

name: "arul",

email: "arul@fakeemail.com"
}

1
Let’s now look into the next function: map.
map

This function is used to iterate through and transform the items in the array. The second parameter
of this function is a lambda with the i tem and index parameters. This is a null-safe function. This
is one of the most used functions to work with arrays because of the freedom to transform the given
data structure into something very different. A simple example would be the following:

map.dwl

dw 2.0
output application/json

["a", "b","c"] map {
($s): s
}

The output of this function would be the following:

[

{

nou: nan
3
{

miw: npw
3
{

ngu; ngw
}

1

This example transforms the input array of strings into an array of objects where the key is the index
of the item and the value is the actual item.
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Note

To see more examples of the map function, you can refer to this developer tutorial: https://
developer.mulesoft.com/tutorials-and-howtos/dataweave/map-
function/.

You can use map to transform input arrays into a different array structure. However, you will always
end up with an array as the output. If you want to process and transform the given array into a different
data type, you can use the reduce function, which we’ll see next.

reduce

This function is used to iterate through and completely transform the given array (or a given string)
into a different data type or structure. The second parameter of this function is a lambda with the
itemand accumulator parameters. This is a null-safe function. This is one of the most used
functions to work with arrays because of the freedom to transform from an array to a different data
type. A simple example would be the following:

reduce-simple.dwl

gdw 2.0
output application/json

(1 to 10) as Array reduce ($$ + $) // output is 55

First, we generate a Range data type from 1 to 10. Then, we coerce Range into Array to use it as the
input array for the reduce function. Finally, we sum item (or $) and accumulator (or $3) to
get the output of 55. There is a total of 9 iterations being made here instead of 10. If you add the 1og
function to accumulator, you will be able to see how this value changes on each iteration, as follows:

reduce (log($s$) + 3)

This will output the values in the LOG VIEWER tab at the bottom of the online DataWeave Playground,
or in the console if youre in Anypoint Studio.

Here’s a screenshot of what the results would look like from the DataWeave Playground once the 1og
function is added to the code:
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w DataWeave Exparr (4 Import BLOGS Docs TUTORIAL PLAYGROUND

INPUT EXPLORER { SCRIPT OUTPUT JSON 4

Now 2.0 1 55
2 output application/json

aw payinad
3

4 (1 to 18) as Array reduce (log($s) + 3|

SCRIPT EXPLORER +

nain. ciwl

= LoGvEwER  [3 APIREFERENCE

Figure 7.2: Preview from the DataWeave Playground

You might be wondering why the first value is 1 instead of 0. This happens when you don’t assign a
specific value for the accumulator to start with, so DataWeave assigns the first value from the input
array as the initial accumulator’s value. This functionality works perfectly when the output data type
you want is the same for all the items - in this case, Number. Let’s now see a more complex example.
Consider the following variable:

reduce-complex.dwl

var arr = [

{

code: "ABC",
isNewGroup: false

¥
{
code: "DEF",
isNewGroup: true
}s
{

code: "GHI",
isNewGroup: true
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code: "JKL",
isNewGroup: false
code: "MNO",
isNewGroup: true

Based on this data structure, we want to end up with the following array:

[
n ABC n ,
n DEF n ,
"GHI,JKL",
n MNO n

Every time the i sNewGroup field is true, we want to add a new item to the array containing the
value of the code field. If the 1 sNewGroup field is false, we want to keep concatenating code
into the previous item and separate each item with a comma. Let’s see how we can solve this using
the reduce function:

arr reduce (item, acc=[]) -> do {

var previousItem = acc[-1]

var previousItemIndex = acc find previousItem

if (item.isNewGroup or previousItem ~= null)
acc + item.code

else
acc update previousItemIndex with

"$SpreviousItem, $ (item.code) "}

Here, we make use of several other concepts we learned about in this and the previous chapter, such
as the do keyword, selectors, the £ ind function, if/else conditionals, operators, and the update
function, which we didn’t see in detail but learned is a part of the dw: :util: : Values module.

First, we evaluate whether the i sNewGroup field is t rue or whether this is the first item (as is the
case with "ABC") to add a new item to the existing accumulator. If this is not the case, then we update
the previous item from the accumulator to now include the current item’s code.
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This is why reduce is one of the most complex functions in DataWeave. This is the only function
that can perform iterations in a line-by-line order, much like how forEach would work.

Note

To see more examples of the reduce function, you can refer to this developer tutorial: https://
developer.mulesoft.com/tutorials-and-howtos/dataweave/reduce-
function/.

We now have a better understanding of how some of the core functions work and some real-life
transformations. Remember, you can also make use of some of the existing modules. There might already
be a function that performs the functionality that you're trying to implement with just core functions.

Note

To find the complete list of core functions, including more details and examples, please refer to
the official documentation: https://docs.mulesoft.com/dataweave/latest/
dw-core.

So far, we've talked about these examples and how to learn DataWeave using the online DataWeave
Playground. Now that we have a basic understanding, it’s time we learn more about the Transform
Message component or connector in Anypoint Studio.

Using the Transform Message component in Anypoint
Studio

So far, we have been learning how to use DataWeave to transform data and we've been focusing on the
use of the online DataWeave Playground to try out these concepts without having to install anything.
However, the playground is used only to learn or experiment. To use DataWeave in Mule applications,
wed have to use Anypoint Studio - specifically, the Transform Message component. Let’s explore this
component in more detail.

Exploring the views

Go to Anypoint Studio and create a new Mule project. After you have it, drag and drop the
Transform Message component from Mule Palette onto the canvas to create a new empty flow with
Transform Message.
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¥ testFlow

Transform
Message

¥ Error handling

(%) Search in Exchange.. Components

() Add Modules

Favorites
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O HTTP
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@ Dynamic Evaluate

@ Flow Reference

9 Idempotent Message Validator
@ Invalidate Cache

@ Invalidate Key

e Logger

@ Parse Template

@ Set Transaction Id

(D Transform Message

Figure 7.3: A flow with a Transform Message component in Anypoint Studio

If you double-click on the component in the flow, the component’s configuration view will appear at
the bottom of the screen with the predefined view.

¥ testFlow

Transtorm
Message
¥ Errer handling
Message Flow Global Elements  Configuration XML

@ Transform Message B consola |: Probiems
Q.
Paylead : Unknown Dafing metadata

Variables

Attributes : Unknown Define metadsts

[

Undefined Define meladats

a Hear £}
(4 Search in Exchange.. @ Dynamic Evaluate
+ Agd Modules & Flow Reference
Favorites (5 \dempotent Message Validator
o Core (H) invalidate Cache
L= Thary (@ invalidate Key
€ Sockets 6 Logger

@Darse Template
@scl Transaction Id
@) Transform Message

o =
=1 a

Dutput Pay DO Prevew

1s%dw 2.8
Z output application/java
. J—

48
5 ¥

Figure 7.4: The Transform Message component’s configuration view

Let’s start by exploring the views you can use for your DataWeave scripts (or the Transform Message
configuration). These are located at the top right of the Transform Message configuration window.
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Output Payload v Sy # [R]/ 0 ] Preview

1@ %dw 2.0
2 output application/java
3 —

45 {
5 }

Figure 7.5: A closer look into the Transform Message component’s configuration view

There are three different views you can use for this configuration:

«+ Graphics [F[]: The default view is the first icon: the Graphics view. This view includes the
inputs, a graphical mapping that you can use to drag and drop fields from the input into the
output, the expected output, and the DataWeave script. Here’s an example of what this view
looks like when there is some data to map.

@ transtorm Message B Console (2 Problems W
& a Qutput Payioad » S I 0 3| Proview
o s ~ Object 7 output application/fson
= Toi
firsthame ; = “hkshata L] . .'._ 4 Authors: < firstName
“Sawant* . Authars :

Variables

Aftributes : Uinknown Dafine metadats

Context paylead
Figure 7.6: The Transform Message component’s Graphics view

You can also click the Preview button to show how the output would look given the sample
input that was given.
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@ ranstorm Message -« B conscie. [2] #robiems
aQ a
+ Payioad : Array<Otjocts ~ Object
firsiacne - =k .

Variablos

Attributes : Unknown Dafine metadats

Content payload

= ["Akshata"]

Output Prylosd » By 4 GO CT  Preve

2 outpu;. application/jsen
167
5 Y

Authors: o ad.firsthane

Tree | Teut

Figure 7.7: The Graphics view with the output’s preview

+ Source with Trees [ | |: The second view is the Source with Trees view. This one shows the
same information as the previous one but without the graphical mapping. You can still drag
and drop from the input structure into the output structure, but the mappings won't show in
this view. The same as before, you can turn on or off Preview in order to see the sample output.

@ transtorm Message -~ D

5 a
w Paylosd : Array<Objects » Object
fiestiame :
Authors -
Variables

Attributes : Unknown Dafine metadala

Context | payload

= = ["Akshata®]

Output Payioad » =5 4 M [Prevew

outp“: application/json
{
6

Authors: paylood,TirsthName

Trem | Tewt

Figure 7.8: The Source with Trees view with a preview of the output
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« Source Only [_]: The third view is the most used one by experienced developers: the Source
Only view. This one shows only the input and the script. You can’t drag and drop data with this
view. The same as before, you can turn on or off Preview in order to see the sample output.

= =
@ Transform Message E Console |3 Problems 5:-1) 8
Q Output Payload » S # [H] [T 1 | Preview
, ; - s O S {
< Payload : Array=0Object> 2 output application/json “Authars®: [
=1 3. === “Akshata®,
daq ) "Arul”,
firctName = "Akshata® I‘| Authors: payload.firstMame A lex"

1

= "Sawant ;
Variables

Attributes : Unknown Definge metadats

Context payload Tree Text
Figure 7.9: The Source Only view with a preview of the output

We will work with this last view in the rest of the chapter. The first two views are useful for drag-
and-dropping purposes, but that functionality is mainly used for very simple data structures or
one-to-one mappings.

Let’s now explore how we generated the sample data in the first place.

Defining metadata

When you first drag and drop the Transform Message component onto the canvas, it may or may
not contain some metadata in either the input or the output structure. This depends on what other
components are used before or after Transform Message. For example, if you first have a SOAP
call, then Transform Message, then a REST call, Transform Message might be able to read the data
structures from both the SOAP and REST calls and auto-populate the input and output metadata
accordingly. Let’s see a simple example of this in the following screenshot:
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¥ testFlow

Sl ——

Request Transform
Message
* Error handling
Message Flow Global Elements Configuration XML

@ Transform Message &l console |_:_ Problems

Q Output Payload v 54 J
- - 18%dw 2.0
Payload : Any Define metadata 2 output application/java
; B ——
Variables 10 {
v Attri : Obj 5}
ributes : Object

kst Cade

Figure 7.10: Transform Message's auto-populated input based on HTTP request

Here, we have an HTTP request connector before Transform Message. Because of this, the attributes
structure was auto-populated based on the metadata from the HTTP request connector. We can receive
a statusCode number, a reasonPhrase string, and a headers object. However, it was not
able to recognize the payload.

( 1
Note

Payload, variables, and attributes are concepts we learned about back in Chapter 4, when we
talked about the Mule event structure. These variables are not the same variables we use inside
DataWeave (with the var keyword). DataWeave variables are only visible from the DataWeave
script, while Mule variables are visible within the Mule application’s components.

- J

There are some connectors that will automatically return the output payload’s structure and you will be
able to see it from Transform Message’s input structure. If this doesn’t happen, you can also populate
your own metadata to see a preview of the data. You just have to click on the Define metadata link
that appears next to the data structure you want to populate.
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@ Transform Message E Console |:_ P

Q

Payload : Unknown Define metadata
Variables

Attributes : Unknown Define metadata

Figure 7.11: A closer look at Transform Message’s input

Let’s see this step by step:

1. Click on the Define metadata link next to Payload to generate the payload’s metadata and
sample data. You will see a new window to select your metadata type.
e e
Select metadata type
Choose metadata type from tree and click Select
5P Add
Q

Click add new type to start

Close

Figure 7.12: Window to select the metadata type
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2. Click on the green Add button and add a new type ID, for example, authorsInput.
Select metadata type
Choose metadata type from tree and click Select

& Add

Q

& [ ] Create new type

Type id: | authorsinput

Cancel Create type o start

Close
Figure 7.13: Window to create a new type

3. Click on Create type. Now, we have to select the type of this data. Let’s select the JSON type
and select Example instead of Schema from the dropdown.
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Select metadata type

€3 The selected example file does not exist

gp Add 8§ Delete

a Type  JSON =l
~ User Defined
authorsinput : String Example 8

test will be copied to srcfmain/resourcesfexamples

Wrap element in a collection

Close

Figure 7.14: Window to modify the new type

You will be able to select the three-dots button next to the textbox in order to choose a file with
your metadata example. We are going to use the following file, which you can get from our
GitHub repository, linked in the Technical requirements section at the beginning of this chapter:

authorsinput.json
[

{
Tigmg i,
"firstName": "Akshata",
"lastName": "Sawant"

b

{
TiEmg B,
"firstName": "Arul",

"lastName": "Alphonse"



262 Transforming with DataWeave

Tiglls 3,
"firstName": "Alex",
"lastName": "Martinez"

Click the three-dots (...) button and select this file from your computer. Once you see the
structure with the fields and their data types, you can click on Select.

e e

Select metadata type

Choose metadata type from tree and click Select

g Add 38 Delete
Q

~ User Defined
authorsinput : String

Type  JSON [ ]

Example 8 |dsjauthorsinput.jsen %

authorsinput.json will be copied to src/mainjresourcesfex:
id : Number
firstName :
lastName : £

Wrap element in a collection

Figure 7.15: Window to finish creating the new type

Now your input payload contains metadata describing the data types of each field. Payload
is an array of objects, 1d is a number, and firstName and lastName are strings.
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5. Add the following script and click on Preview. You will be able to see the sample data in the
preview window:

payloadScript.dwl

dw 2.0
output application/json

payload

It will look like this:

@Transfolmmossaga B console i:‘__r’rob:w:ns & &l = B
Q Output: Payload » Ty [ (O Preview
1 iw 2.8 [
¥ Payload : Array<Object> 7 output application/json
3 "id": 1,
1 payload "firstName": "Akshata",
"lastName": "Sawant"
3,
{
“id": 2,
Variables "firstName":; "Arul",
"lastName”: "Alphonse"
Attributes : Unknown Define metadata ¥
{
-
"firstName': "Alex",
"lastName”: “"Martinez"
¥

Figure 7.16: Payload preview in the output

6. Edit the sample data by right-clicking on the input payload and selecting Edit Sample Data.

@ Transform Message B console {21 Problems

Q

~ Payload : Array<Obj
Set Metadata
Clear Metadata
/4 Edit Sample Data

Variables

Figure 7.17: Payload options after right-clicking on it
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This will open a new tab called payload that is located next to the Context tab (Figure 7.18). Here,
you can modify the sample data for the input payload to test different scenarios for your script and
generate different output previews:

@ Transform Message Bl console ['_ Problems
list_json.json

[
{
“qd"y 1;
"firstName": "Akshata",
"lastName': "Sawant"

h
{
et 2,
"firstName": "Arul",
"lastName": “Alphonse"
H
{
i U e
"firstName": "Alex",
"lastName": “"Martinez"
Y

Context payload X
Figure 7.18: Sample data from the payload tab

You can continue generating metadata for other fields, such as the attributes or output structure, if
needed. For now, we just demonstrated the steps to generate new metadata for the payload structure.

The Mule variables should also appear automatically within the context. Here is an example of what
that would look like:
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T testFlow

99

numbarvar

[* @
Transform
Message

stringVar

¥ Error handling

al Elements  Configuration XL

Message Flow Glo

@ Transform Message Bl cansele |_._ Problems

Q

OQutput Payload » Ty

. lo%de 2.0
~ Payload : Array<Object> 2 output application/json “"firstVariable"
. 3 — "secondVariable": "
= 48
o o 58 firstVariable: vars.numberVar,
= Nl B secondVariable: vars.stringVar
Name { ; = "Sawant” 7 }
~ Variables
stringVar ;

numbervar : Number
Attributes : Unknown Dafine metadaty

Figure 7.19: Prepopulated Mule variables within the context

The same as before, you can right-click on each variable from the input structure to change the
sample data. If you need additional variables that were not auto-populated, you can also right-click
on Variables and select New Variable.

v Payload : Array<Object>

id : =1
firstName : g = "Akshata"
lastName : S = "Sawant"

¥ Variables New Variable
stringVar : ©
numberVar : Numbe

Attributes : Unknown Define metadata

Figure 7.20: The New Variable option after right-clicking on the Variables context
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This will open the same window where we created our input payload type. We just need to repeat the
same process as previously but add the variable’s name.

@

Select metadata type
Type selection is needed

Variable Name: | testﬁ

gp Add
Q

v User Defined
authorslnput : Array<Object>

Figure 7.21: Creating new variable metadata

Whenever you want to reference the payload’s data, you use the payload keyword. To use any of
the Mule variables, you use the vars keyword. To use the attributes, you use the attributes
keyword. Something that doesn’t always appear in the context but is good to know is, to reference an
exception, you use the error keyword.

It is also worth noticing that any example file you use to create metadata will be stored under src/
main/resources/examples and any sample data will be stored under src/test/resources/
sample data. If you chose to upload a schema instead of an example file, the schemas would be
generated under src/main/resources/schemas. You can see a preview of the folder structure
in the following screenshot:
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|:g Package Explorer

v | test
v [~ src/main/mule (Flows)
% testxml
[*2 src/mainfjava
v [ src/mainfresources
| application-types.xml
|X| log4j2.xml
£ api
v L examples
{fyauthorsinput.json
HH schemas
(8 srcftest/java
v [ srcftest/resources
| log4j2-test.xml
v {5 sample_data
{/} defaultnumbertype.dwl
{/} defaultstringtype.dwil
{}design-info.json
| { list_json.json
@srcltest/munit
> A

Figure 7.22: View from Package Explorer

That is all we needed to learn about how the metadata works and how we can set it up to test our
transformations and get a preview of the data. Let’s now quickly get a glimpse at how we can create
and use custom DataWeave modules in our Mule applications.

Creating custom modules

Earlier, we saw some modules we can use in DataWeave to get more functions that are not included
in the core module, for example, dw: : core: :Binaries or dw: : Crypto. But we can also create
our own modules within a Mule application and reuse them in several scripts. Let’s see the steps to
create a custom module in Anypoint Studio:

1. Create a new Mule project in Studio.

2. Create a new folder called dw under src/main/resources. Then, create a new file under
this new folder called Utilities.dwl.
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v

BSs &8 = V) —
[% Package Explorer = s 8 = W test {/} Utilities.dwl
test 1
= src/main/mule (Flows)
% test.xml

(* src/mainfjava
(2 src/main/resources
|%] log4j2.xml
£ api
v L dw
{/} utilities.dwl
(2 srcftestfjava

Figure 7.23: New Utilities file under src/main/resources

Paste the following code into this new file and save it:

Utilities.dwl

%dw 2.0

fun getAuthorsNames (authors: Array): Array =
authors map (
($.firstName default "")
++ " " 44
($.lastName default "")
)

This function will get an array of objects with the authors’ information and return an array of
strings with the authors’ full names. Our module would be dw: : Utilities and our function
would be getAuthorsNames.

Let’s go back to our flow and add a Transform Message component.
Drag and drop the Transform Message component from Mule Palette onto the canvas.

Create the metadata for the payload using the authorsInput . json file we previously used
to create the payload’s metadata.

Paste the following code into Transform Message’s script:

UtilitiesMapping.dwl
%dw 2.0
output application/json
import getAuthorsNames from dw::Utilities
getAuthorsNames (payload)
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You should end up with something like this:

¥ testFlow

Transform
Message

¥ Error handling

Message Flow Global Elements Configuration XML

@ Transform Message E Console L:_. Problems
Q Qutput Payload v =4 #
; 18 %dw 2.0 [
v Payload : Array<Object> 2 output application/json "Akshata Sawant",
3 dimport getAuthorsNames from dw::Utilities “Arul Alphonse",
4 — "Alex Martinez"
5 getAuthorsNames(payload) ]

Figure 7.24: Transform Message using a custom module

Here, we can see the input metadata, the script we used to import the get AuthorsNames function
from the dw: : Utilities module, and a preview of the output based on the input payload’s
sample data.

( 7
Note
If you want to share DataWeave modules outside of your Mule application with other applications,
you can create a DataWeave library and publish it in Anypoint Exchange. Other Mule applications
can pull your library from Exchange and use it in their own scripts. To learn how to do this,
refer to the following developer tutorials: https://developer.mulesoft.com/
tutorials-and-howtos/dataweave/dataweave-libraries-in-exchange-
getting-started/

- J

We now know how to use DataWeave in Anypoint Studio with the Transform Message component.
We explored the different views you can use to visualize your transformations, how to define metadata,
which will be helpful if you want to see a preview of the output data, and how to create custom modules
to reuse in your application.


https://developer.mulesoft.com/tutorials-and-howtos/dataweave/dataweave-libraries-in-exchange-getting-started/
https://developer.mulesoft.com/tutorials-and-howtos/dataweave/dataweave-libraries-in-exchange-getting-started/
https://developer.mulesoft.com/tutorials-and-howtos/dataweave/dataweave-libraries-in-exchange-getting-started/
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Summary

In this chapter, we learned different ways to import a module or a function in DataWeave using the
import directive. We listed some of the modules you can find in DataWeave with some of their
functions so you can get a better idea of what is already available for you to use.

We learned how to use some of the most used core functions depending on the data type they’re used
with. We also reviewed multi-type, numbers, strings, objects, and array functions that you can use to
transform the different data types.

Finally, we learned how to use the Transform Message component in Anypoint Studio. We explored
the three views we can use depending on our needs or our personal preferences. We learned how to
use Preview and sample data (metadata) to generate a sample output of our transformation. We also
learned how to create and reuse custom modules within our Mule application.

In the next chapter, you'll learn more about building Mule applications and applying best practices
to your projects.

Questions

Take a moment to answer the following questions to serve as a recap of what you just learned in
this chapter:

1. List at least three different ways to import a module or a function in DataWeave.

2. Name at least five existing DataWeave modules.

3. Name at least two functions that are used with multi-type, numbers, strings, objects, and arrays.
4

Under which folder should custom DataWeave modules be created?

Answers
1. The different ways to import a module or a function in DataWeave:

* import Module // Module::function()

* import * from Module // function ()

* import function from Module // function()
* import Module as Mod // Mod::function

* import function as f from Module // £()



Answers

The DataWeave modules are:

dw: : Core

dw: :core: :Arrays
dw: :core: :Binaries
dw: :core: :Dates
dw: :core: :Numbers
dw: :core: :0Objects
dw: :core: :Periods
dw: :core::Strings
dw: :core: : Types

dw: :core: : URL

Functions that are used with multi-type, numbers, strings, objects, and arrays:

Multi-type: ++, now, random, read, readUrl, sizeOf, typeOf, uuid,
with, isEmpty, log, and then.

Numbers: abs, ceil, floor, isDecimal, isEven, isInteger, is0dd,
mod, pow, randomInt, round, sqrt, and to

Strings: contains, endsWith, find, indexOf, isBlank, lastIndexOf,
lower, match, matches, replace, scan, splitBy, startsWith,
trim, and upper.

Objects: --, distinctBy, entriesOf, filterObject, keysOf, mapObject,
namesOf, pluck, and valuesOf.

Arrays: --, avg, contains, distinctBy, filter, find, flatten,
indexOf, joinBy, lastIndexOf, max, min, orderBy, sum, groupBy,
map, and reduce.

Under src/main/resources. You can then create another folder to keep your modules
as a best practice.
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Building Your Mule Application

In the previous chapter, we learned how to use DataWeave to transform data from one format to another.

In this chapter, let us explore the different configuration files available in a Mule application and try
using different components, such as Schedulers, APIkit Router, and Object Store Connector, to build
a Mule application. In Chapter 3, we created and tested a simple Mule application called Hel1loWorld.
In this chapter, we will be learning how to build a Mule application with different components in detail.

After reading this chapter, you'll come away with more knowledge on the following topics:

Different configuration files in a Mule application
How to create a Mule application with Schedulers
How to create a Mule application with APIkit Router

How to use the Object Store Connector

Technical requirements

The prerequisites for this chapter are as follows:

Anypoint Platform, which we already configured in Chapter 2, is a must-have.
Thelink to loginishttps://anypoint .mulesoft.com/login/.

The musicbox-sys-api.raml RAML file required to create a Mule application is available
on GitHub at the following link, under Chapter2:

https://github.com/PacktPublishing/MuleSoft-for-Salesforce-
Developers-Second-Edition


https://anypoint.mulesoft.com/login/
https://github.com/PacktPublishing/MuleSoft-for-Salesforce-Developers-Second-Edition
https://github.com/PacktPublishing/MuleSoft-for-Salesforce-Developers-Second-Edition
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Exploring different types of configuration files

There are a few types of files that we will come across while developing a Mule application. Each file
has its own purpose. The files are as follows:

o Mule configuration file

o Properties file

o Project Object Model (POM) - a pom. xml file

o API Specification file (Open API Specification and RAML)

We already learned about API Specification in Chapter 2.

Let’s begin by exploring the Mule configuration file.

Mule configuration file

A Mule configuration file is an . xm1 file that contains all the information related to Mule flows and
connector configurations. Whenever we create a new Mule application project, a Mule configuration
file is generated in the /src/main/mule folder in the Package Explorer. When you open the Mule
configuration file, it opens in the editor, where you can see the following three tabs:

o Message Flow

+ Global Elements

o Configuration XML
Message Flow contains the canvas, which helps with designing various flows. The canvas visually
displays Mule flows, allowing you to easily drag and drop the required components from the Mule

Palette. Generally, a flow consists of two sections — Source and Processor — as you can see in the
following figure:
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¥ helloworldFlow

& —

AL

<
Listener Logger Transform Message
Source Processor

* Error handling

Message Flow | Global Elements Configuration XML

Figure 8.1 — Message Flow

The HTTP Listener component is available in the Source area. HTTP Listener is the way to listen
for incoming HTTP requests to any application. The Logger and Transform Message components
are available inside the Processor section.

Global Elements is the place where we maintain all the configuration elements that are required for
the particular Mule project. In this tab, we can add, edit, and delete the required configuration data
for different connectors (see Figure 8.2):

YW Global Configuration Elements

Type Mame Description m
'@HTTP Listener config I

HTTP_Listener_config

e Flow | Global Elements | Configuratic

Figure 8.2 - Global Elements
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Figure 8.2 shows HTTP Listener config in the Global Elements tab. This configuration will have details
about the HTTP or HTTPS URL, port, and other required configurations for HTTP Listener. We can
click the Create button to add other connector configurations, such as Salesforce and other systems.

Configuration XML, as shown in the following figure, is an XML file that contains the details of all
the flows. In simple terms, the flow, which we design in the canvas, and the configuration in the global
elements tab are written in XML:

W hellowonid

= E I | | [CDATA [%dw 2.0
output appl icat‘.ln!’!.-"jf:-';r\'
{

"message” @ "Hello World”

Configuration XML

Figure 8.3 — Configuration XML

Figure 8.3 shows all the details of the flow, the HT'TP Listener configuration, and the Transform
Message configuration in XML format. These components are represented by the <flows, <http-
listener-config>,and <ee:transform> tags/elements, respectively.

We can also directly edit the configuration . xml file to reflect the changes in the canvas. When
updating the configuration XML file, debug any issues by following these steps:
1. Check syntax: Ensure XML tags and attributes are correctly formatted.
Review logs: Look for error messages in MuleSoft logs.
Schema validation: Use Anypoint Studio to validate against Mule’s schema.

Roll back changes: Revert to a working version and reintroduce changes gradually.

U

Test locally: Run the application locally to identify and fix issues.

With this, we have understood the list of tabs that are available in a Mule configuration file. Let's move
on to the properties file, where we define the environment-related configurations.
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Properties file

We can store configurations in . properties or .yaml files. To avoid hard-coding (keeping the
values directly in the program), we can store the values such as URLs, ports, credentials, and any
application-specific configurations in properties files. It is located under the src/main/resources
folder. We can also store specific entries or the entire file in encrypted format instead of plain text
in order to secure the configuration. For instance, while connecting to Salesforce, we have different
URLs and credentials for development, test, and production environments. In this case, it is always
best practice to keep the configuration separate instead of having it in the code. We can have the
development environment configuration in dev-properties.yaml, Quality Assurance (QA)
environment configuration in ga-properties.yaml, and production environment configuration
inprod-properties.yaml. So, in the future, if there are any changes to the URL or credentials,
it will be easy to update them in the properties file directly.

We can define the configuration in two different file formats:

o The .properties file, where the key and values are on the same line

o The .yaml file, which follows indentation (syntax with a few spaces) to store the key and values

The configuration data can be either plain or encrypted text. Let’s see a few examples for better
understanding. We can use the Secure Properties tool to generate the data in an encrypted format
(part of or the entire file). We will be learning more about the Secure Properties tool in Chapter 10.

Let us see a few examples of . properties files.
Let’s look at the first example.

In the following sample, the entire data is encrypted in the . properties file:

salesforce_encrypted.properties

74wwCGyD/vw+eqVpwd 8M+bdfKMHO8DbvcF+2mK9FwUZIO0okgMDA7MVJIhO +
dt0IIoVzpPOC5kNI8zBCaPItSIf7HWEGYDKkKHDIepH6p/3DamZ1KpfyDIWX
MGug6+I1951r8LG5JhXkAcuHvTedJaAGxz2L7dWR]j /8fIfBCOBMIhAw=

Now let’s consider a second example. In this sample, the username is not encrypted. The password
and token values are secured and encrypted. Encrypted values are stored in the ! [ ] format. Here,
salesforce.username is the key and mulesoft .book@gmail . comis the value of this key:

salesforce_partialencrypted.properties

salesforce.username=mulesoft.book@gmail.com

salesforce.password=! [0+dCWnJ1QPg7/I6FpIGSEQ==

salesforce.token=! [2NjutvTeNH4tUfL/gC9V4bOnz1YFwdgDQ8tJRD3T
N/c=]
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Here’s a third example. In the following sample, the key and values are not encrypted or secured and
are stored in plain text format:

salesforce_plain.properties

salesforce.username=mulesoft.book@egmail.com
salesforce.password= B5SQZmHV4p5s5367
salesforce.token= iMoltM1DvESS5HI1PIP3Vml2345

In this next sample, none of the key values are encrypted. Asitisa . yaml file, follow the indentation
(syntax with a few spaces) in order to store the configuration values:

salesforce_plain.yaml

salesforce:
username: "mulesoft.book@gmail.com"
password: "B5SQZmHV4p5s5367"
token: "iMoltM1DvfS5H1PIP3Vml2345"

We have now seen multiple ways to create the . properties file. As we move forward, we will
become comfortable with generating encrypted data using the Secure Properties tool.

Now, let's move on to look at the last file type, POM.

POM

POM is an XML file that contains the project name, configuration details, runtime version, build,
dependency, and repository details. Maven uses this pom.xm1 file to build and deploy the project.
In Package Explorer, we can locate pom.xml under the Mule project.

Maven

Maven is a popular open source software (free software that anyone can modify) developed by
the Apache Group, embedded in Anypoint Studio, to build and deploy projects. Based on the
information available in pom. xm1, Maven can manage a project build.
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Here is a sample POM file:

Sample pom.xml

<?xml version="1.0" encoding="UTF-8"?>
<project xmlns="http://maven.apache.org/POM/4.0.0"
xmlns:xsi="http://www.w3.0rg/2001/XMLSchema-instance"
Xs1i:schemalocation="http://maven.apache.org/POM/4.0.0
https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>
<groupId>com.mycompany</grouplds>
<artifactIds>helloworld</artifactId>
<version>1.0.0-SNAPSHOT</version>
<packaging>mule-application</packaging>
<name>helloworld</name>

<dependencies>
<dependency>
<groupIds>org.mule.connectors</groupld>
<artifactId>mule-http-connector</artifactIds>
<version>1.6.0</version>
<classifier>mule-plugin</classifiers>
</dependency>
</dependencies>

In pom.xml, the <artifactId> element contains the project name and the <dependencies>
section contains all the dependencies, including all the connector details and their versions. In our
project, we included an HTTP connector, so the dependencies related to the HTTP connector are
available in the dependencies section. It also contains plugin details. Maven reads this POM file in
order to build and deploy the project.
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Dependency management is key in MuleSoft's pom . xm1 because it ensures that all necessary libraries
and connectors are correctly versioned, compatible, and available for the project to run smoothly.
Proper dependency management helps do the following:

1. Prevent compatibility issues: By specifying exact versions, you avoid conflicts and ensure all
dependencies work well with Mule runtime and each other

2. Reduce project size: Only required libraries are included, which optimizes application size
and speeds up deployment

3. Enhance maintainability: Organized dependencies make it easy to manage upgrades, troubleshoot

issues, and maintain a stable application over time

In summary, effective dependency management in pom.xml maintains compatibility, optimizes
project resources, and simplifies future maintenance.

We have now learned about the different types of files that are available in the Mule application.

Let’s move on to learning how to trigger or call our Mule application at a specific time using Scheduler.

Introducing Scheduler

Scheduler is a component that helps to schedule jobs at specific times. For example, if we need to run
a specific program at 8 PM. every day, then we can configure it to run at that time.

We covered the basics of Scheduler and its scheduling strategies in Chapter 4.

Let us explore how to create a Mule application with the Scheduler component.

Creating a Mule application with the Scheduler component

In this section, we will be creating a new Mule project with the Scheduler component using the Fixed
Frequency scheduling strategy. To do so, follow these steps:

1. Go to Anypoint Studio. Choose the Create a Mule Project option in Package Explorer to
create a new Mule application.

2. Provide the project name as SchedulerDemo, leave the remaining settings as they are, and
click the Finish button.

3. Next, select the Core module and drag and drop the Scheduler component from Mule Palette
to the canvas.

4. Click on Scheduler inside the canvas. Go to the Scheduler properties and set the Scheduling
Strategy value to Fixed Frequency and the Time unit value as MINUTES. Set the Frequency
value as 2, as shown in the following figure:
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=0
W schedulerdemo = Mule Palette
P search in palette
¥ schedulerdemoFlow (34 Search in Exchange... @Sat Transaction Id
(+) Add Modules @Transfcrm Message
Favorites Endpoints
= Error Handlin
Scheduler Logger e HTE, 9
e Sockets oErmr Handler
* Error handling °0n Error Continue
°On Error Propagate
Message Flow bal Element fiquration XM QREISE error
Flow Control
Scheduler E Console |_:_: Problems
@ There are no errors. 5
[ Input L
Metadata Display Mame: Scheduler P type filt
~ Mule Mess
MNotes ~ Payload
I Scheduling Strategy| Fixed Frequency . Unde
H s
EIR v Attribute
Frequency: 2 ) b:"ndE
Variables
Start delay: 0
Time unit: g MINUTES -
DAYS
|HOURS

MILLISECONDS (Default)

|SECONDS

Figure 8.4 — Scheduler properties

In Figure 8.4, we have configured our Scheduler to run every two minutes. If we need to change
the Time unit to DAYS, HOURS, MILLISECONDS, or SECONDS based on the requirements,
then we can configure the Scheduler timings accordingly.

Note

We can achieve similar Fixed Frequency scheduling using the Cron scheduling strategy. Cron
is a job scheduler in the UNIX operating system that follows a specific syntax to define the
scheduling frequency/timing. It is used for scheduling specific tasks at a fixed time or specific
intervals. If you are familiar with the cron expressions, then you can use the Cron scheduling
strategy. For more information about cron, refer to https://en.wikipedia.org/
wiki/Cron.
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5. Next, select the Core module and drag and drop the Logger from Mule Palette to the canvas.

6. Inthe Logger properties, specify Message as Scheduler invoked, as shown in the following figure:

i schedulerdemo

¥ schedulerdemoFlow

—3
Sche;ﬂ-uler Logger
® Error handling
Message Flow
e Lagger & console |_.,_ Problems

O There are no errors.

Display Mame: Logger

Metadata
Notes Generic N

Message: |f:\' Scheduler invoked
Help

Level: INFO (Default)

Categary:

Figure 8.5 — Logger properties

In Figure 8.5, we have configured the Logger properties with the Scheduler invoked setting
for Message for our demo in order to understand whether a Scheduler flow has been triggered
or not at a specific time. In a real use case, instead of Logger, we would use other components
or connectors to process the files or messages from one system to another at a specific time.

7. Click Save, or press Ctrl + S, to save the Mule application.
8. Go to the canvas, right-click, and select Run project schedulerdemo.

9. Now, the embedded Mule runtime starts inside Anypoint Studio and deploys the application.
Once the application is deployed successfully, you will see the logs with the DEPLOYED status.

10. Watch the console for a few minutes. You will be able to see the Scheduler getting invoked
every two minutes.
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schedulerdemo [Mule Applications} [pid: 20200]

Figure 8.6 — Console

In Figure 8.6, the Console view shows that the Scheduler was running every two minutes and
printing the Scheduler invoked message, which we specified in the Logger properties.

With this, we have learned how to trigger or call a Mule application using the Scheduler component.
Scheduler is used mainly when there is a requirement to handle or process the message in an
asynchronous manner. For example, if we need to sync or send the sales order information from a
CRM to an ERP system, we can use the Scheduler component to run at a specific time to pick up the
records from Salesforce and send them to the other system.

In scheduling strategies, we can use either Fixed Frequency or CRON, depending on the requirements.
Choosing Fixed Frequency over CRON in MuleSoft is often preferred when you need a straightforward,
interval-based schedule without the complexity of specific timing requirements. Here’s why you might
choose Fixed Frequency:

1. Simplicity: Fixed Frequency is easier to set up for repetitive tasks that need to run at consistent
intervals (e.g., every 10 minutes), without specific timing requirements

2. Lower maintenance: It’s easier to understand and adjust intervals directly in Fixed Frequency,
as opposed to the CRON format, which requires specific knowledge of CRON syntax and may
need adjustments with each timing change

3. Use case fit: Fixed Frequency is ideal for continuous polling scenarios where tasks are time-
sensitive and must execute consistently, such as checking a data source every few seconds
or minutes

In contrast, CRON is better when tasks need to run at exact times, on specific days, or according to
complex schedules.

Let’s move on to learning how to generate flows automatically using API specifications and route
them through APIkit Router.

283



284

Building Your Mule Application

Generating a flow using APIkit Router

APIkit Router generates the whole flow based on the API specification file. It receives the incoming
request, validates it, and routes the incoming request to the flow.

If you have already created an API Specification (or an API design) and you want to start developing
the actual implementation, you can import your API Specification into Anypoint Studio and APIkit
will create the basic flows and error handling for your API based on the specification. By doing this,
we need not create all the code from scratch.

It is best practice to create the API specification first in API Designer. Once it is created, we can start
building the Mule application based on that API specification. This is called an API design-first
approach. There is also the code-first approach, which mandates having an API specification but
does not emphasize starting with the API design (specification). In the API design-first approach, the
developer can consume the API to develop in parallel, which shortens the time to market. Hence,
the API design-first approach is recommended over the code-first approach.

Now, let’s create a Mule application using the API design specification.

Creating a Mule application using API Specification

Let’s learn how to create a Mule application using API specification to understand how APIkit Router
will auto-generate the flows and route the request to different flows:

1.  Go to Anypoint Studio. Click the Create a Mule Project option from Package Explorer to
create a new Mule application.

2. Provide the project name as APIkitRouterDemo, select the Import RAML from local
file option, and browse for the RAML file that we created in Chapter 2. Leave the remaining
settings as they are and click the Finish button. This RAML file is also available on GitHub in
the Chapter2 folder, which is linked in the Technical requirements section.
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.New Mule Project ENE pted States
Project Settings

Create a Mule project in the workspace or in an external location.

Project Name: APlkitRouterDemes

Runtime

Mule Server 4.4.0 EE

Install Runtimes

APl Implementation
Add an APl implementation to your project to automatically set up an APIkit rauter and create placeholder flows for each resource method

Import a published API I Impart RAML from lacal file I Download RAML from Design Center

Lecation:

CAChapterZymusicbox-sys-api-1.0.0-ram@musicbox-sys-api.raml E

+ You are impaorting the following API:

B scaffold flows from these API specifications
Project location

B use default location

ChMuleWorkspace)

® | Cancel
Figure 8.7 — Creating a Mule project using API Specification (RAML)
In Figure 8.7, nusicbox-sys-api.raml is the RAML file that we will be using to create
the Mule application.

Now, it will automatically generate all the required flows in our Mule application. It consists
of flows such as main and console and also flows for each HTTP method, such as get
and post.
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When our application runs, the main flow is the one that actually receives the request.

¥ musichox-sys-api-main

e O

Listener APlkit Router

¥ Error handling

On Error Propagate
type: APIKIT:BAD_REQUEST

Transform Message

 ©On Error Propagate
type: APIKIT:NOT_FOUND

Message Flow Cloba

Figure 8.8 - The main flow

In Figure 8.8, we can see that the main flow has HTTP Listener with the path as /api/* to receive the
request and APIkit Router to validate and route the request to the get /post flow. If any validations
fail, an exception is thrown, which is handled by the error handler defined in the main flow. Error
handling can handle the following error types:

« BAD REQUEST
« NOT FOUND

+ METHOD NOT ALLOWED

« NOT ACCEPTABLE

+ UNSUPPORTED MEDIA TYPE

« NOT_ IMPLEMENTED

Now, let’s see the different components that are auto-generated as a part of the API console flow.
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I ¥ musicbox-sys-api-console I

—

&
=
<

Listener APIkit Console

@&

¥ Error handling

On Error Propagate
type: APIKIT:NOT_FOUND

Transform Message

Figure 8.9 - Console flow

In Figure 8.9, the console flow has HTTP Listener with the path as /console/* to receive the
request and APIkit Console to validate and route the request. A console flow is primarily used for API
documentation, allowing you to test the API locally using interactive documentation.

API console musicbox-sys-api

Sy AP title: musicbox-sys-api
Endpoints i Version: vi
; Musichox aims to provide high quality music streaming sendce. All the endpoints connecting backend sorvices are present in this system AP
Isongs “
Kelhecn i http://1ocalhost :8881/api
AP| endpoints
CRT

Isongs/{artistCode)

Figure 8.10 — APl console documentation
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Once we've run the Mule application, we can access the API documentation by navigating to http: //
localhost:8081/console/ from the browser, as shown in Figure 8.10. Using this API console,
we can explore the API documentation and test the API using different methods such as get and post.

Now, let us see the components that are auto-generated as a part of the get and post HTTP methods.

i musicbox-sys-api

1 get\so ngs}nu sichox-sys-api-config

Transform Message

¥ Error handling

¥ post\songs\(artistCode):application\json:musicbox-sys-api-config

Message Flow

@ Transform Message El console |:_ Prablems

2| £ output Output Payload ~ St # 0

s ¥ tput 1i ti }

Payloz + Object output application/json

Arw

Variak ch. a: il e e ,
~ Attrib ch. b: 1 : : i

v Jt:-(. c:

}
.f-'. d

Figure 8.11 — Autogenerated HTTP methods

Our API specification only had two methods, get and post. Hence, it has generated two flows. Each
HTTP method (get and post) has one flow with the Transform Message component, which sends
the song sample response as defined in the API specification, which is highlighted in Figure 8.11. Now,
we have seen different auto-generated flows for main, console, get, and post.

This way, we can easily create a Mule application using RAML, which automatically generates all
the flows and error handling. Now, our job is only to make minor changes to accommodate our
requirements. For example, in our implementation of a get or post flow, if we need to fetch or
create, respectively, the song data from the backend application, we just replace Transform Message
with the required connectors.
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With this, we have created a Mule application using an API Specification (RAML) file. Now, let us see
how to run and test the application.

Running and testing a Mule application

In this section, let us run and test the Mule application using Postman. While testing, we’ll use different
methods, such as get, put, and post, to check different scenarios:

1. Go to the canvas and right-click on Run project apikitrouterdemo.

Once the application has deployed successfully, we will be able to see the logs with the status
as DEPLOYED in the Anypoint Studio Console view.

2. Go to Postman, select the method as GET, provide the URL as localhost:8081/api/
songs, and click Send.

GET w l localhost:B081/apifsongs I “

Params Authorization Body Pre-request Scripl Tests Settings Cookies
Query Params
KEY VALUE DESCRIPTION sse  Bulk Edit

99 ms 2738 Save Response

Cookies Headers (3) Test Results

Pratty Raw Preview Visualize JSON = o Q
118 |
2 "a": "Hey Brother. Avicii”,

3 "b": "See You Again (feat. Charlie Puth) Wiz Khalifa",

Fi "e"; "Wake Me Up. Avicii",

5 "d": "Shiverz. Ed Sheeran."”

6 |} |

Figure 8.12 — Sending a request from a Postman application with the get method

In Figure 8.12, we can see that we have sent the request from Postman to our Mule application
using the get method. On receiving the request, the Mule application processes the request
and sends the response back.
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Our APIkitRouterDemo Mule application receives the request in the HTTP Listener
main flow and sends the request to APIkit Router, where it is validated. If the validation is
successful, then it identifies the HT'TP method and routes it to the appropriate flow. In our
case, we have sent the request using the GET method from Postman. Hence, it invokes the get
flow to process the incoming request.

A high-level sequence of processing will look as follows:

Postman / API Client = Mule Application
@ b\ Main Flow
e 3 .
- »HTTP Listener C:. APIkit Router
en ™ — B
[: @ | & &
Failure
Developer
i Success
Error Transform @
Handling Message
(D
get Flow
Transform
Message @
Figure 8.13 — High-level processing sequence
1. Now, let’s try to send the request from the Postman application using the put method. We

will get a response such as "message": "Method not allowed". We are receiving
this response because our main flow doesn't have a flow for the put method. This invokes
error handling, matches with the corresponding METHOD NOT ALLOWED error type, and
sends the response.

Next, send a request from the Postman application using the post method to localhost : 8081/
api/songs/1.
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Figure 8.14 — Sending a request from the Postman application with the post method

In Figure 8.14, we have sent the song data in the request body from Postman to our Mule application
with the post method. The Mule application receives the request, and after processing it, it sends
the response back.

While sending the request, we are passing a value of 1 in the URL, which is nothing more than
the URL parameter value. The post flow processes the request that we passed in the body of the
request and sends the response back. In our example, the response, "Message": "Song added
successfully", comes from the Transform Message setting of the post flow.

However, in the actual implementation, the Mule application extracts the value that comes in the
URL parameters along with the request payload and sends it to the backend applications. Finally, the
backend application generates the success or failure response message based on the data provided.
In this test, we passed a value of 1, which is a songsid. When the application receives the request
payload with 1, the Mule application creates the song data in the backend application with a songsid
with the value of 1 and sends the success response back. If there is any failure while creating the song
data in the backend system, it sends a failure response back. For a successful response, we will send
200 OK. Here, 200 is the HTTP status code and OK is the HT TP status description.

For a failure response, based on the error type, the Mule application will send a different HTTP status
code and status description. For example, if we pass the put method, which is not there in our flow,
then it will send a status code of 405 Method Not Allowed.

Now, we have understood how to build and run a Mule application using APIkit Router.

Let’s move on to explore how to use Object Store Connector in a Mule application.
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Exploring Object Store Connector

Object Store Connector is a Mule component that allows you to store simple key-value pairs. A

key-value pair is a combination of two simple values where one is the key and the other is a value.
The key is the unique identifier of the values stored.

The following are the operations of Object Store Connector. We can use these operations in order to
manage our key-value pair:

Store: To store the value using the key

Retrieve: To retrieve the value stored using a specific key

Retrieve All: To retrieve all the key-value pairs from the object store

Retrieve All Keys: Lists all the keys that are available in the object store

Contains: To check whether any value against the key is available in the object store or not
Remove: To remove the value for a specific key from the object store

Clear: To remove all the keys from the object store; in turn, all values will also be removed

Different types of Object Store

There are three types of Object Store:

Object Store v2: This is only supported in CloudHub and this is a cloud service. Use the Object
Store v2 option while deploying the application in CloudHub. Otherwise, based on the runtime
version, the runtime manager will choose either Object Store v2 or Object Store v1. Here,
key-value pairs are stored externally in the Mule application. The Time to Live (TTL) is 30
days and after that, the key-value pair will be removed from the object store. The maximum
size for a key value is 10 MB. The standard version supports 10 Transactions Per Second (TPS)
and the premium version supports 100 TPS as the API request limit. Object store v2 is not
recommended for multi-worker configurations, because the Store operation will overwrite the
key values in case of concurrent requests.

Object Store v1: This is only supported in CloudHub and is currently deprecated. The End of
Life (EOL) is not confirmed. It is encouraged to use the latest version, Object Store v2. TTL
is not configurable. The maximum size for a key value is 1 MB. There is no API request limit.
Mule 4 does not support Object Store v1.

Object Store: This is used in an on-premises environment and is a part of the Mule runtime.
We can store the keys and values in memory for faster performance or disk (persistent) for
reliability. There is no limit to the key-value size.

Let’s apply some of these operations in a Mule application.
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Creating a Mule application with Object Store Connector

Let’s learn how to create a Mule application with Object Store Connector to understand how the
object store uses the key to store and retrieve the data. We will be creating two different flows in this
project. One is StoreFlow, which is used to store the key in the object store, and another one is

RetrieveFlow, which is used to retrieve the key from the object store:

1. Go to Anypoint Studio. Choose the Create a Mule Project option in Package Explorer to
create a new Mule application.

AN

Provide the project name as ObjectStoreDemo.
Next, select HT'TP in Mule Palette and then select Listener.

Drag and drop Listener onto the canvas.

by clicking the Add symbol, as shown in the following figure:

W “helloworld
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€ Message Flow

@ Listener

MIME Type
Redelivery
Responses
Advanced

Metadata

E Console |_:_ Problems

@ 2 issues found ...

Display Name: Listener
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Connector configuration: g

General

Path: o

Figure 8.15 — Mule properties for HTTP Listener

Select Listener from the canvas. In the Listener properties, add the connection configuration

=

Input Ou

L type filt

~ Mule Mess

v Payload!

ar [ Unde
Add | ~ Attnbut
— Unde

Variables
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6. Leave the host and port (8081) values at the default values and click the OK button on the
connector configuration screen.

7. Once done, set the Path value to /store.

8. Click Add Module from Mule Palette and drag and drop ObjectStore onto the Module panel,
as shown in the following figure:

=
= Mule Palette
P Search in palette Clear {
{34 Search in Exchange... Featured
() Add Modules @ Arikit
Favorites € APIKit for SOAP
% Core @Database
HTTP ® cmail
) Sockets FTP

®rile

@ ms

= Java

L NetSuite
Draganddrop | @o0Auth
here == @ ObjectsStore

O srrp

Figure 8.16 — Adding the object store to Project | Mule Palette

9. Click ObjectStore from Mule Palette and drag and drop Store onto the canvas. Configure the key as
lastProcessedSongID with the 5 value and the object store name as SongsObjectStore
by clicking the plus symbol, as shown in Figure 8.17:
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I Key: f.\' lastProcessedSonglD
Help
Value: Jx z D - E\é
4 »
Fail if present: False (Default) ~

Fail on null value:  True (Default) ~

Object store: SongsObjectStore

Figure 8.17 — Store configuration

10. Change the name of the flow to StoreFlow and save the Mule application. Now we have
created a flow that stores the value in the object store. Let’s create another flow in the same
project to retrieve the value from the object store based on the key.
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11. In the same project, create another flow with HTTP Listener, with the path as /retrieve
and the flow name as RetrieveFlow.

" = =
W abjectstoredemo =
¥ RetrieveFlow Pse
CAs
:—F. Ac
 —
Fau
= ¥ cc
Listener I Rem'evel Transform Message O
Goa
©sc
@
¥ Errar handling
Message Flow
© Retrieve B consatle |2 problems
) There are no errors.
General
Advanced Display Name: Retrieve
Error Mapping Genersl
Key: ’F lastProcessedSonglD
Notes =
Default value: !fx E

Help

»

Object store: | SongsObjectStore D & E’

Figure 8.18 — Retrieve flow
As in Figure 8.18, provide the key as last ProcessedSongID in the Retrieve operation and
set the object store name as SongsObjectStore, which we already specified in StoreFlow.

12. Add TransformMessage after the Retrieve operation and add the DataWeave coding in the
Output tab, as shown in the following figure:
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Figure 8.19 — Transform Message

13. Click Save, or press Ctrl + S, to save the Mule application.

14. Run the Mule application from the canvas. Once the application has deployed successfully, you

should see the logs with the status as DEPLOYED.

15. Open the Postman application. In the URL box, enter http: //localhost:8081/store,

and then click Send.
GET ~ | http:fflocalhost:B081/store
Params Authorization Headers (6) Body Pre-request Script Tests Settings
Query Params
KEY VALUE
Body Cookies Headers (2) Test Results
Pretty Raw Preview Visualize Text =

1

Output Payload ¥ 5 / B

eutput appliecation/jsen

Cookies

DESCRIPTION son Bulk Edit

@] 2000k RO7ms 758  SaveResponse v

') Q

Figure 8.20 — Sending the request to the Store flow
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In the preceding figure, we can see that the response received is 200 OK, which means that our
application has received the request and stored the key (lastProcessedSongID with the value
5) in the object store successfully.

Let us now try to retrieve the stored value from the object store.

16. In the URL box, enter http://localhost:8081/retrieve, then click Send.

GET v Ihttp:.l’.l’locaIhnsl:BOB‘I.l’relriave I Send v

Params Authorization Headers (B) Body Pre-request Script Tests Settings Cookies

Query Params

KEY VALUE DESCRIPTION son Bulk Edit
Cookies Headers (3) Test Results @ | 200 0k J205ms 123 E  Save Response v
Pretty Raw Preview Visualize JSON v == I} ]

1 | 5 |
Figure 8.21 - Sending the request to the Retrieve flow
In Figure 8.21, we can see the response received is 5 with the HTTP status code and description of

200 OK. This indicates that we are able to successfully retrieve the last ProcessedSongID value
stored in the object store.

For example, if we are synchronizing the song data from one system to another, then we would need
to store the last processed record value (last ProcessedSongID) in the object store. This way, the
next time the interface runs, it can fetch the record from the system that has not yet been processed,
using the last processed record value (last ProcessedSongID) as a reference.

With this, we have learned how to create an object store and store and retrieve values to and from
the object store.

Summary

In this chapter, we had a look at various types of configuration files in the Mule application.

We created a Mule application using Scheduler, after which we tried to run it. Finally, we tested it
using an external Postman application.
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We also learned about creating a Mule application using the API specification. We saw how APIkit
Router helps create flows automatically and routes the flows into different HTTP methods. We tested
methods such as get, put, and post to see the success and failure scenarios.

Additionally, we examined how to use the Object Store Connector in a Mule application, covering

operations such as storing and retrieving the key-value pairs.

On completing this chapter, you have an elaborate knowledge of how to build a Mule application
using Scheduler, API Specification, and Object Store Connector and should feel confident enough to
develop your own Mule application.

In the next chapter, Chapter 9, we'll explore further different ways to deploy our application.

Questions

Take a moment to answer the following questions to serve as a recap of what you just learned in
this chapter:

1. Which . xml file will have project dependencies information in a Mule application?
2. What are the different types of scheduling strategies?
3. What is APIkit Router?
4.  What is an Object Store Connector?
Answers
1. pom.xml
2. 'There are two types of scheduling strategies:
Fixed Frequency
CRON
3. APIKit Router is a tool for creating a Mule application. It auto-generates the flow using a RAML
file. It receives the incoming request, validates the URL, query parameters, and URI parameters
based on the API specification, and also routes the incoming request to the Mule flow.
4.  Object Store Connector is a Mule component that allows you to store a simple key-value pair.
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Deploying Your Application

In the previous chapter, we learned how to build a Mule application using Anypoint Studio and
Anypoint Code Builder, as well as the different aspects of Studio, various types of property files, and
their configurations.

An optimized Mule application is the building block of a successful application network. We've
previously built a simple Mule application by scaffolding RAML and learned about the different
components and capabilities of Anypoint Studio.

MuleSoft has several alternatives to offer when it comes to deployment environments. Choosing the
right deployment model is crucial, as it involves investment cost and architectural strategy.

In this chapter, we'll learn how to deploy a Mule application on CloudHub and On-premise.

We will also learn about the steps involved in CloudHub and on-premises deployment. We shall
also learn about the Continuous Integration/Continuous Deployment CI/CD deployment process
with MuleSoft.

Here’s what you can expect from this chapter:
o Getting started with deployment models
« Deploying your Mule application on CloudHub

« Deploying your Mule application on an on-premises server

« Building a CI/CD pipeline with MuleSoft

Technical requirements

« Anypoint Studio installation (see Chapter 3, for Studio installation guidance)

« An Anypoint Platform account (see Chapter 2, to create a 30-day free trial account)
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Getting started with deployment models

A deployment model tells you about the environment in which you’ll be hosting your Mule application.
In the previous chapter (Chapter 8), we deployed a Mule application to CloudHub.

We will study different types of deployment models in this chapter. Before getting started with the
deployment models, let’s understand some common terminologies.

The topology of Mule capabilities is divided into two fragments, namely the control plane and runtime
plane (see Figure 9.1):

 Control plane: This consists of the components that are responsible for building and managing
the Mule applications. Anypoint Exchange, Anypoint Design Center, and Anypoint Management
Center are part of the control Plane.

o Runtime plane: This consists of the components mainly responsible for the deployment of
your Mule applications. The Mule runtime engine, Anypoint connectors, and runtime services
are part of the runtime plane.

| Runtime Plane

! Control Plane

] 1
| | |
I i d
! ~ N ~ Ll !
I I 1
I [ 1
: Anypoint Design : ! Runtime engine d
i Center ! and services !
! ! ) |

e [ I
! Anypoint [ !
I [ I
i Exchange e P :
| i !
I 2 I
| Auiypolat ' Runtime engine i
| Management 1 : 1

and services

I Center | : :
I [}
I 3 / = J ! : :
I I 1
I Iy 1

Figure 9.1 — The control plane and the runtime plane

Now that we've understood the control plane and the runtime plane, let’s understand the different
deployment models.

Types of deployment models

MuleSoft has several deployment models to offer. Let’s learn about the various deployment options available.
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CloudHub

Let us now learn about CloudHub in brief:

In this model, all the applications are hosted on MuleSoft'’s Anypoint Platform

You can leverage the Integration Platform as a Service (iPaaS) capabilities of Anypoint
Platform, such as troubleshooting, logging, monitoring, and so on

Under the hood, your Mule application will be hosted on AWS infrastructure on EC2 instance

Anypoint Runtime Fabric (RTF)

Let’s understand the basics of RTF:

RTF is a container-based service in which you can manage the deployment and scaling of
Mule apps

You can install Mule apps on customer-hosted infrastructures such as Integration as a Service
(Taa$) platforms (AWS, Azure, and so on), virtual machines, bare metal (Microsoft Hyper-V,
Citrix XenServer, and VMware ESXi), and so on using RTF

It internally uses Docker containers and Kubernetes for orchestration on Mule apps

You can leverage the capabilities of Anypoint Platform to manage apps deployed on RTF

Anypoint Platform Private Cloud Edition (PCE)

We shall now learn about PCE:

Anypoint PCE allows you to manage Mule applications locally
You can host Mule applications on a customer-hosted infrastructure
With Anypoint PCE, you can have a control plane locally on your own network

It helps you to leverage the capabilities of MuleSoft’s Anypoint Platform combined with
local infrastructure

Standalone Mule Runtime

Let us understand the concept of Standalone Mule Runtime:

In this model, all the applications are hosted on the customer’s infrastructure

You may or may not leverage the capabilities of the cloud or Anypoint Platform, depending
on your deployment environment (we shall learn more about the deployment environment
further on in this chapter)

All these deployment models require a different subscription; therefore, it’s essential to know the factors
to be considered when choosing a deployment. We shall learn more about them in the next section.
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Choosing the right deployment model

In order to efficiently execute your integration strategy, it's important to choose an accurate environment
to host your applications. Let’s understand the factors to be considered when choosing the right
deployment environment:

Cost involved: The organizational budget for implementing and maintaining the infrastructure

Security and compliance: Organizational level security and regulation pertaining to
the data/metadata

Existing infrastructure: We need to analyze the existing network and IT infrastructure
Cloud-based approach: The ability or willingness to adopt a cloud-based infrastructure

Size of the ecosystem: We need to analyze and determine the current and futuristic applications
and the number of APIs that we will have to host on the server

We have now taken into consideration the many factors involved when deciding on a correct
deployment model.

In the next section, we will learn how to deploy our Mule application to CloudHub.

Deploying your Mule application to CloudHub

We have previously seen how to deploy a Mule application using a JAR file (see Chapter 5).

There are several ways to deploy your Mule application on CloudHub:

Anypoint Studio

Anypoint Code Builder

Anypoint CLI

Uploading an executable JAR file in Runtime Manager
CI/CD deployment

We will now deploy our application on CloudHub using the most commonly used and easiest method,
which is Anypoint Studio.
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Let’s follow some basic configuration steps in order to deploy our Mule application to CloudHub:

1. Configure your Anypoint Platform credentials by going to Anypoint Studio | Preferences (for
Mac users) or Windows | Preferences (for Windows users). Once inside Preferences, navigate
to Anypoint Studio | Authentication | the Add button (see Figure 9.2).

@& Anypoint Studio

EE y @ Preferences
»
Authentication = 8
> General
= 5 Arit Authentication Settings for the Anypoint Platform
~  Anypoint Studio Username:
¥ Analytics
Anypoint Platform
AP| Manager
1 Authentication |
Browser
DataSense
> DataWeave
Debugger
Editors
Exchange
Installation
» Maven
MUnit
Notifications
Perspectives
Runtimes
Source Attachments
Tooling
API Editor
Help
InstallfUpdate
Java
Language Servers
* Run/Debug
TextMate
Validation

o

O RS Cancel

Figure 9.2 — Adding authentication in Anypoint Studio

2. Sign in to Anypoint Platform from Anypoint Studio by clicking Add and then Configure. Add
your Anypoint Platform credentials and sign in (see Figure 9.3).
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@0 e User login

Standard authentication mode Configure

Sign in to Anypoint Platform

Username

Password

Forgot your credentials?

Use custom domain

Apply and Close

=

Don't have an account?

Login expires after: 4 days 8

Cancel
Figure 9.3 — The Anypoint Platform sign-in page through Studio

3. Go to Anypoint Platform from the browser, click on Organization, and then the organization
group (which is Packt Publication in Figure 9.4).
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Figure 9.4 — Access Management in Anypoint Platform

Once inside your organization, you will see Organization info. Note the client ID and the
client secret (see Figure 9.5).
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Figure 9.5 - Organization info in Access Management
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4. Configure the API manager details by going to Anypoint Studio | Preferences (for Mac users)
or Windows | Preferences (for Windows users). Once inside Preferences, navigate to API
Manager. Enter the client ID and client secret, which you noted earlier. Click Apply | Apply
and Close (see Figure 9.6).
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Restore Defaults Apply
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Figure 9.6 — Configuring the client ID and client secret in Anypoint Studio

Important Note

All the steps till Step 4 are one-time activities. You only need to configure it once before your
first deployment. For every subsequent deployment, your configuration will be retained.

You can skip all the previous steps (Step 1 to Step 4) if you want to deploy to CloudHub just
once or don’'t wish to save Anypoint Platform credentials.
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To deploy your application, follow these steps:

I.  Right-click on any application in Anypoint Studio that you wish to deploy to CloudHub

| Anypoint Platform | Deploy to CloudHub (see Figure 9.7).
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Figure 9.7 - Deploying to CloudHub from Anypoint Studio

II.  Choose a deployment environment — Sandbox, in our case (see Figure 9.8).
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Figure 9.8 — Choosing Sandbox as a deployment environment
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III.  Review the configurations and click Deploy Application (see Figure 9.9).
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Figure 9.9 - Reviewing the deployment configurations

Note

Every time you wish to redeploy an application, follow Step 5.
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You will see the application is successfully deployed on CloudHub (see Figure 9.10).
L]

Runtime Manager

@ Application musicbox-sys-api successfully deployed to CloudHub

You may close this window at any time.

Open in Browser

Figure 9.10 — Application successfully deployed on CloudHub

Let’s now review our deployed application in Anypoint Platform’s Runtime Manager.
You can review and update the configurations as per your needs (see Figure 9.11).
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Figure 9.11 - The Anypoint Platform dashboard

You can see all the properties in the Properties tab auto-populated because we have configured the
API Manager’s configuration in the studio, which is the client ID and the client secret (see Figure 9.12).
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Figure 9.12 - Properties in Runtime Manager
We have now successfully deployed our Mule application to CloudHub. This is also considered the
easiest way to deploy your application on CloudHub.
In the next section, let us now learn how to deploy it on standalone Mule runtime, also called an
on-premises server.
Deploying your Mule application on an on-premises
server

In an on-premise deployment, you host a Mule Runtime on your infrastructure. You have total control
over the applications deployed on your network.

Let’s understand how to set up an on-premises server and deploy a Mule application over it with
some easy steps:

To download and unzip the Mule runtime, click on the following link: https: //www.mulesoft .
com/1lp/dl/mule-esb-enterprise. Fill in the details as shown in Figure 9.13 and click Download.


https://www.mulesoft.com/lp/dl/mule-esb-enterprise
https://www.mulesoft.com/lp/dl/mule-esb-enterprise
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v |agree to Salesforce's  License /
and Privacy Policy .

‘ | Download | ‘

JDK is required. Download Open)DK 8.

Figure 9.13 - Downloading the Mule runtime

Extract the folder and review all the files in the package (see Figure 9.14).

Name

| apps
bin
conf
domains
4]
LICENSE.txt

logs
MIGRATION.bxt
§ policies
README.txt
| server-plugins
| services
tools

Figure 9.14 — The Mule standalone runtime’s folder structure
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To add a server, in Anypoint Platform, navigate to Runtime Manager | Servers | Add Server. Enter
the server name of your choice and click Copy command (see Figure 9.15).

Add Server

First, define a unique name for your server.

,

Next, execute this command from your server's /bin directory. After the command
runs, it will appear in the Servers tab.

Figure 9.15 — Adding an on-premises server in Anypoint Platform

We can control and monitor our Mule servers with the help of a Mule agent. Open the terminal or
Command Prompt (in a Windows OS). Paste the command copied in Step 2 and execute (see Figure 9.16).

Name

B additional.groovy
amc_debug
amc_setup

B amc_setup.bat
launcher

B launcher.bat

B launcher.conf
mule

B mule.bat

[ N M bin — -zsh — 80x24

login: Thu May 26 14:47:17 on ttyseee
CEFECEGGEES . (amc_setup -H 13af3883-9chc-4db3-93aa-d694e3

Figure 9.16 — Executing the command to install the Mule agent
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You can see in Figure 9.17 that the command is executed and the Mule agent is installed successfully.

09 B bin — -zsh — BOx24

len -1 added @9/17/21

Creating: com/mulesoftfagent/configuration/guice/HierarchyModule.class 1
en -1 added @9/17/21

Creating: com/mulesoft/fagent/AgentServicelifecycleManagerSLifecycleStage
.class len -1 added 89/17/21

Creating: com/mulesoftfagent/AgentPlugin.class len -1 added @9/17/21

-» Mule Agent Unpacked

INFO: Fips enabled: false

Communication between Anypoint Management Center and the Mule Agent is authorize
d by using two way SSL verification. In the following step we are

going to create a kKeystore and request Anypoint Management Center to sign it. Yo
ur private key will never leave your machine.

Sending Sign reguest to Anypoint Management Center

Mule Agent configured successfully

Figure 9.17 — The Mule agent configured successfully

You can also check the status of your server by logging in to Runtime Manager.

On logging into Runtime Manager | Servers, you can see that the status of the server is Created (see
Figure 9.18).

# Packt Publication  ?  MD

Name Status Type Version

I,_ @ creed ] & Mue 440

Figure 9.18 — A server created in Runtime Manager
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To start the Mule standalone server, execute mule . bat under the /bin directory downloaded
package. You can see the status as DEPLOYED on the terminal/Command Prompt (see Figure 9.19).

=N N Akshata_Sawant — mule — java < mule — B0x24

# Started domain 'default' =
B s s s s

T e et L a2
+ Mule is up and kicking (every 5888ms)
B e bkt

B e s s s s s
* — — + DOMAIN + — - * —— #STATUS + — — %
AR R R R R R R R R R R E R AR RN A A i a Rt a s g a s s XA xRk
* default * DEPLOYED =

EEEE R Bl ittt ittt bbb L S L bttt E L E 2 it L L LI | EE AR

WARN 2022-85-26 15:28:87,842 [WebSocketInboundExecutor] [processor: ; event: ]
com.mulesoft.agent.external.handlers.administration.ComponentRequestHandler: Ig
ored reference in configuration: "' does not exist in component 'mule.agent.trad
king.handler.analytics'

WARN 2822-85-26 15:28:87,843 [WebSocketInboundExecutor] [processor: ; event: ]
com.mulesoft.agent.external.handlers.administration.ComponentRequestHandler: Ig
ored reference in configuration: 'enabled' does not allow dynamic configuration
for component ‘'mule.agent.tracking.handler.analytics’

INFO 2822-85-26 15:28:87,858 [WebSocketInboundExecutor] [processor: : event: ]
com.mulesoft.agent.configuration.postconfigure.DefaultPostConfigureRunner: Skipg
i the initialization of the mule.agent.tracking.handler.analytics Internal Ha

Figure 9.19 — The on-premises server started

You will also see the server in Running status in Runtime Manager (see Figure 9.20).

%' Runtime Manager

Apphca Name Status Type Vargan

® Gatewiry 440

Figure 9.20 - The server in a Running state in Runtime Manager

To deploy the Mule application, go to Runtime Manager | Deploy the application. Select the
Deployment Target to the server that you've recently set up. Choose the Mule application JAR file
that you wish to deploy. Click Deploy Application (see Figure 9.21).
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1 Runtime Manager A1 packt Publication 7 MD

Deploy Application
Applicat

Figure 9.21 — Deploying a Mule application

Once the application is deployed successfully, you will see the status as Started (see Figure 10.22).
Review the configuration of the application that is being deployed on your on-premises server.

= Runtima Manager

Figure 9.22 - Reviewing the deployed on-premises application in Anypoint Platform

We know now how to deploy an on-premises application. In the next section, we’ll learn more about
the CI/CD process.

Building a CI/CD pipeline with MuleSoft

In the previous sections, we learned about the steps involved with manual deployment. In order to
make deployment hassle-free and enable a faster release, we can automate the deployment process
with the help of CI and CD.
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This involves building a pipeline with predefined tasks to continuously build, test, and deploy
our Mule application (see Figure 9.23). It automates the deployment process with or without any
manual interventions.

Figure 9.23 — The CI/CD process

To enable the CI/CD pipeline with a Mule application, we need to configure the Mule Maven plugin
in pom.xml.

The Mule Maven plugin

This helps you to build and deploy a Mule application in various deployment environments. You can
leverage the capabilities of Maven to perform different operations. The Mule Maven plugin has mainly
three goals, namely package, deploy, and mule:deploy/mule:undeploy.

You need to enter deployment details in pom.xml pertaining to a specific environment. The following
code snippet shows the configuration of the Mule Maven plugin in pom. xml for CloudHub deployment.
We can similarly configure for other deployment models:

<plugin>

<grouplds>org.mule.tools.maven</groupld>

<artifactId>mule-maven-plugin</artifactIds>

<version>3.5.4</version>

<extensions>true</extensions>

<configurations>

<cloudHubDeployment >

<urishttps://anypoint.mulesoft.com</uri>
<muleVersion>${app.runtime}</mulevVersion>
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<username>${username}</usernames>
<password>${password}</password>
<applicationName>${cloudhub.application.name}
</applicationName>
<environments>${environment }</environment>
<region>${region}</regions
<workers>${workers}</workers>
<workerType>$ {workerType }</workerType>
<propertiess>
<key>value</key>
</properties>
</cloudHubDeployment >
</configurations>
</plugin>

Also, you can integrate MuleSoft with different CI/CD tools, such as Jenkins, Azure DevOps, Bamboo,
Bitbucket, GitLab, and so on.

We have learned about CI/CD configuration with MuleSoft and the Mule Maven plugin. It’s essential
to know about the basics of Maven before configuring the CI/CD pipeline with Mule.

Summary

In this chapter, we have studied different deployment models such as CloudHub, RTF, PCE, and
standalone runtime. We have also learned about different deployment environments such as fully
cloud-hosted, fully customer-hosted, and hybrid. We have explored the pros and cons of the deployment
environment and when to opt for a particular environment and a model. Apart from this, we have
also seen how to deploy a Mule application on CloudHub and on-premises systems.

We have also learned the basics of CI/CD integrations with the help of the Mule Maven plugin. We
have seen the importance of the Mule Maven plugin while deploying a Mule application.

In order to automate and make your deployment process hassle-free, it’s essential to be aware of the
basics of deployment.

In the next chapter, we shall learn about API security and how to implement API security using MuleSoft.

Let’s get some hands-on practice by solving an assignment and doing a quiz.

Assignments

Deploy a Mule Application from Anypoint Studio on a CloudHub and standalone Mule runtime
server (on-premises).
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Questions

1.  What are the different ways to deploy an application on CloudHub?
2. What is the purpose of the Mule Maven plugin?

3. Where should you host your application if there are restrictions on your data/metadata leaving
an organization?

Answers
1. You can deploy an application on CloudHub using Anypoint Studio, by uploading an executable
JAR file in Anypoint Platform, using the Anypoint CLI, or using a CI/CD tool.

2. To enable the management of building and deployment of a Mule application in different
deployment environments.

3. On a customer-hosted deployment environment.
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In the previous chapter, we learned how to deploy a Mule application, explored different deployment
environments are, and how to choose your deployment environment.

There are several factors that need to be considered while choosing a deployment model; hence, it’s
an important decision while building your application network.

We are also aware that APIs are responsible for carrying data/metadata and communicating with
several end systems and, hence, are at a potentially high risk of being attacked. It’s important to secure
your API and thereby protect your integration ecosystem. In this chapter, we shall learn about API
security and the need for securing your API and Mule application.

We shall also focus on how to implement API security using MuleSoft and study several techniques
with which you can secure your APIs.

We will cover the following topics in this chapter:

o The need for API security

o API security with MuleSoft

o Introducing API Manager

« DPolicies in MuleSoft

o Implementing API security using policy

o Security capabilities of MuleSoft
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Technical requirements

» Anypoint Studio installation (see Chapter 3, for Studio installation guidance)

o An Anypoint Platform account (see Chapter 2, to create a 30-day free trial account)

The need for API security

As we're aware, APIs are responsible for carrying data and critical information back and forth in an
integrated system. Hence, it is essential for us to have control over the information being processed
and transferred by the APIs.

Let’s now understand the need for API security:

o To protect our APIs, applications, API network, and end systems from malicious attacks
o Prevent unauthorized use of APIs or data that is being processed by APIs

 To standardize rules and regulations across an API network

+ To follow company-wide security protocols and standards

o Comply with government-laid security protocols and standards such as FedRAMP, FIPS 140,
CIS Benchmarks, and so on

 To have control over incoming and outgoing data and metadata

We now know the need for and the importance of API security. Let’s now see how we can secure API
and applications that, in turn, will secure our application network.

APl security with MuleSoft

In this section, let’s simplify how we can achieve API security using MuleSoft.

In Figure 10.1, we can see that the application network is formed using reusable building blocks, such
as Mule applications, end systems, and non-Mule applications. Here, the outer dotted line depicts the
periphery of the Mule application, and the inner dotted line shows the integration between a Mule
application and an external end system/non-Mule application.
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Figure 10.1 - A snapshot of Anypoint Platform depicting application networks

In order to achieve total security, you can apply security regulations on any of the following:

o On the periphery of the Mule application
o On one or more Mule applications and end systems
o On one or more non-Mule applications and end systems

o On an individual Mule/non-Mule and end system

You can implement the preceding security mechanism in any permutation and combination as per
your organizational security needs. This is also called the layered security approach in MuleSoft. It
helps us to achieve zero-trust security. It means trusting no one and verifying every incoming and
outgoing request.

We've now understood how to achieve total security in MuleSoft. Let’s now learn about the prime
component responsible for securing our APIs, API Manager.
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Introducing APl Manager

In Chapter 5, we've seen a glimpse of the API Manager. Let’s now understand the prime capabilities
of API Manager.

API Manager is mainly responsible for API governance, which includes tasks such as managing, securing,
and governing the APL. It’s a place to manage all kinds of APIs and, in turn, our Mule applications
under one roof. It is in sync with other Anypoint Platform components such as the Design Center,
Exchange, Runtime Manager, and the Anypoint Studio.

Figure 10.2 represents the default dashboard of API Manager.

S ) AP Manager B fakt o~ @ e

AP| Adeninistration [Sandbox)

Add AL < (@ Ervironment Filtar by w Q0 Seawch by AP namw, version or laba Ot ol »
SANDECK L )

Figure 10.2 — Anypoint Platform depicting the API Manager dashboard

Let’s now understand the core capabilities of API Manager.

Understanding the capabilities of APl Manager

From Figure 10.2, we can see the navigation menu on the left-hand side of the dashboard. Let’s learn
in brief about each component in the menu:

+ API Administration: It's mainly responsible for adding/importing a new/existing API into API
Manager. It creates an API instance on which we can apply security policies. We shall learn
about applying security policies in the upcoming section.

o API Groups: The main functionality is to consolidate the APIs into groups and apply security
configuration to the whole group. The security configuration laid on a particular group will be
applicable for all the applications in that group.

« Automated Policies: There are a few predefined policies pertaining to logging and monitoring.
You can apply the same set of policies across all the APIs in the particular environment. They’re
known as automated policies. It saves time and makes your security configuration consistent,
as you're applying the same set of common policies throughout the environment (a design, a
sandbox, or any other).
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o Client Applications: These are external services or applications that consume APIs.

« Custom Policies: You can publish your customized policy in this section. You can design your
policy in Anypoint Studio and configure it to match your organizational needs. Later, you can
publish this policy and apply it over the API/APIs.

Now that we've understood the capabilities of API Manager, let’s move ahead and understand the
underlying security architecture by learning about a secure API gateway.
Understanding the APl gateway

An API gateway acts as a gatekeeper to keep a check on incoming and outgoing requests and responses.

Learning about the secure API gateway will give you an idea of how security mechanisms are enforced
in MuleSoft.

We can see the architecture of the API gateway in Figure 10.3. Let’s look at the flow of activities involved.

& et

API Manager Y

Basic Endpoint

2
Governance oz API Gateway
Enforced = Orchestration Layer

Backend API

Irnple_mentation Layer

Figure 10.3 — The security architecture of the APl gateway

With reference to Figure 10.3, let’s understand the activities involved in implementing security with
the help of the API gateway.

1.  Whenever a request is sent to the basic endpoint or a proxy endpoint, the request is redirected
to API Manager.

2. API Manager has a list of configurations enforced on a particular endpoint (security, performance,
and so on).
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3. 'The API gateway checks whether the configured parameters on API Manager and Anypoint
Runtime Manager meets the requirements with the help of an API Autodiscovery ID. It’s a
number that helps to bind the activities of API Manager with Anypoint Runtime Manager. (We
shall learn more about this in further sections.)

4. Ifall the conditions are satisfied, only then is the request allowed to reach the backend API. If
the conditions are not satisfied, the API gateway rejects the request.

5. Once the request reaches the backend AP], it continues the normal execution flow.

We have now learned about the API gateway and the steps involved in securing the APIs with the
API gateway.

Now, let’s learn about the most fundamental and easiest approach to securing your APIs, which are
policies in MuleSoft.

Policies in MuleSoft

Policies help you to impose security regulations, control traffic, transform data, and improve the
usability of an AP It's important to know about policies, as they are quite easy and efficient to apply.
They are predefined and can also be tailored as per your organizational needs.

Let’s now learn about the out-of-the-box policies in MuleSoft. The following policies are sorted
as per their categories — that is, Security, Compliance, Transformation, Quality of Service, and
Troubleshooting. We will also study in brief custom policies in MuleSoft.

Security

In this category, the policies mainly emphasize securing the API by means of authentication and
authorization. Security policies protect an API from various security threats and attacks. Let’s learn
about them in brief:

« Basic Authentication - Simple: This is the simplest of all the security policies, which helps
you authenticate your application using a username and password.

 Basic Authentication - LDAP: This is similar to simple authentication. Here, you can authenticate
using LDAP (which stands for Lightweight Directory Access Protocol) credentials.

«+ IP Blocklist/Allowlist: You can allow or restrict IP addresses from accessing your APIs.

« JSON/XML Threat Protection: In the case of bulky and nested JSON or XML data, you
can use this policy to limit the level of nesting. This way, you're protecting your API from a
malicious payload.

o JWT Validation: JSON Web Token (JWT): helps you authenticate and authorize with the
help of a valid JWT token. The token consists of claims, signature, a JSON payload, and so on.
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o OAuth 2.0 Access Token Enforcement Using Mule OAuth Provider: You can implement
OAuth 2.0 as your security protocol to help you authorize your application. You can only use it
with Mule OAuth 2.0 Provider. There are other provisions for using a different identity provider
(for example, Okta or Salesforce).

o OAuth 2.0 Token Introspection: This policy will help you enable OAuth with a third-party
Identity Provider(IdP) such as AWS, Okta, GCP, and so on.

« Tokenization/Detokenization: This helps you securely transform/de-transform sensitive
information such as Personal Identifiable Information (PII) and bank credentials.

We have now studied several security policies that will help us to enhance API security. Let’s now
learn about the different policies in the compliance category.

Compliance

In this category, we mainly focus on the API being compliant with an environment and obeying the
regulations. Let’s learn about the policies in the compliance category:

o Client ID Enforcement: This secures access to a resource by validating a client ID and secret.
It ensures that only a request with a valid client ID and secret gets access to the resource. On
registering an application in the Anypoint Platform, a client ID and client secret are generated.

o Cross-Origin Resource Sharing (CORS): This is also known as a CORS policy. As the name
suggests, it helps to access resources from web applications that are in a different domain.

We have now learned about compliance-based policies. In the next section, let’s learn about the
transformation policies.

Transformation
Transformation policies help in modifying or enhancing metadata information:

o Header Injection/Removal: If you want to add/remove any data/metadata as a part of an
inbound header, you can use the Header Injection/Removal policy.

« External Processing: This policy will help you forward incoming HT TP requests to an external
gRPC service for further processing.

We now understand the transformation policies. In the next section, let’s learn about the Quality
of Service.
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Quality of service

As the name suggests, Quality of Service (QoS)-based policies help you to enhance the API experience.
They also help with API performance optimization. Let’s check out a few of the QoS-based policies.

o HTTP Caching: This helps you cache the API response for reusability purposes.

o Rate Limiting: This puts a limit on the number of requests that can be processed by an API
during a particular duration. Once it reaches the maximum threshold value, all the other requests
are rejected. This can prevent a Distributed Denial-of-Service(DDOS) attack.

« Rate Limiting SLA: This is similar to Rate Limiting, but with this policy, you limit the number
of requests based on a Service Level Agreement (SLA).

+ Spike Control: This puts a limit on the number of requests that can be processed by an API
during a particular duration. Once it reaches the maximum threshold value, it queues the
requests and attempts a retry mechanism.

Troubleshooting
This set of policies will assist you in troubleshooting and inspecting your application.
o Message Logging: You can log the information from an incoming/outgoing request/response.

Apart from these out-of-the-box policies, if your organization has any other different security
regulations, you can design your own custom policy.

Now, let’s learn in brief about custom policies in Mule.

Custom policies

As is quite evident from the name itself, you can customize a security policy to match your organizational
security needs.

You can write your custom policy in Anypoint Studio, package it using Maven, and publish the policy
on Anypoint Exchange. The following code snippet represents the structure of a custom policy:

<?xml version="1.0" encoding="UTF-8"?>
<mule xmlns:xsi="http://www.w3.0rg/2001/XMLSchema-instance"
xmlns:http-policy="http://www.mulesoft.org/schema/mule
/http-policy" >

<http-policy:proxy name="custom-policy-template">
<http-policy:sources
<http-policy:execute-next/>
</http-policy:source>
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</http-policy:proxy>
</mule>

Once published, you can apply the policy to your APIs using API Manager. Along with basic transformation
logic, you can also add form elements such as a text box or radio button to get user input.

Apart from this, we can also combine our custom policy with the out-of-the-box Mule policies. Custom
policies give you better control if you have any particular requirements.

In the next section, let us learn how to implement API security policy.

Implementing API security using policy

We have learned about policies, types of policies, and categories of policies. Now, let’s understand how
to achieve security by applying a policy.
In this walkthrough, we shall apply a simple basic authentication policy:

1. Import any Mule application into Anypoint Studio or use your pre-existing Mule application.

2. Login to the Anypoint Platform. Go to API Manager | API Administration | Add new API
(as shown in Figure 10.4).

APl Manager

APl Administration (Sandbox)

SANDBOX Add APL A ® Filter by v

APl Administration Add new API

APl Groups

Automated Policies Impaort API from zip file

Client Applications

Custom Policies
Analytics
Figure 10.4 — Adding a new APl instance on APl Manager
3. Inorder to add a new API, we'll first configure Runtime (see Figure 10.5). Select Mule Gateway

as the runtime, as we’re connecting to a pre-existing application. You can also connect to a new
Mule application as a proxy.
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4. Select Mule 4 as the Mule version. Click Next.
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which is musicbox-sys-api (see Figure 10.6).

AP biren O mnine
et appteaons
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dnatocy
B Redow
5.
APls / Add API

o Runtime
@ ~

% Endpoint

i=  Review

6.

AP|

Select the API you want to manage.

[ © select API from Exchange

Select AP

Figure 10.5 - Configuring runtime while adding the APl instance

We will now configure the API. Select API from Exchange, the one we have already published,

() Create new API

[ Q Search APIs

° musicbox-sys-api
Published to Exchange: March 20, 2022

View in Exchange 1

Figure 10.6 — Configuring the APl while adding the APl instance

Once you've selected the API from Exchange, details such as Asset type, API version, and

Asset version will be auto-populated (see Figure 10.7). Review the information and click Next.
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SANDBOX

APt Admministration

AR Groups
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Figure 10.7 - Configuring the API from Exchange

7. We will now configure the endpoint. If you wish to have a customized URL for your endpoint,

you can configure it; it's completely optional (see Figure 10.8). Click Next.
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i
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musichox-sys-api View in Exchange “

Pecommanded if you have multiple managed imtances of the sama AP,

| hitpsit!

J. ittpsuf

Anypaing

Fed m

Figure 10.8 — Configuring the endpoint while creating the APl instance

8. In this step, we will review all the information pertaining to our API instance (see Figure 10.9).
Click Save in order to finalize our API instance.
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Figure 10.9 — Reviewing the APl instance

You will now see a new API instance created. You can monitor and review your API performance
metrics on this dashboard (see Figure 10.10).
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Figure 10.10 - The APl instance dashboard

We have learned about how to create an API instance in API Manager. In Figure 10.10, we can see
Autodiscovery and the API ID. Let’s learn more about API Autodiscovery.
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APl Autodiscovery

API Autodiscovery binds the application deployed in Runtime Manager with the API instance created

on API Manager.

The API Autodiscovery ID is a unique ID that helps you to connect and synchronise the applications
deployed on Runtime Manager to API instances on the API Manager. All the policies and other
configurations that we apply on our API instance will be reflected on applications deployed in

Runtime Manager.

Let’s now understand how to configure API Autodiscovery.

Configuring API Autodiscovery

To configure API Autodiscovery, follow these simple steps:

1. Go to your Anypoint Studio or Anypoint Code Builder, and open any of the previously built
Mule applications or create a simple new Mule application on which you wish to configure

API Autodiscovery (see Figure 10.11)

2. Inside your Mule application, go to global . xml (where you manage all configurations) or
any .xml file (if you don’t have global .xml) | Global Elements | Create, search for API
Autodiscovery, select API Autodiscovery, and click OK.
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Figure 10.11 - Creating a new API Autodiscovery component
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Copy and paste the Autodiscovery ID from the API instance in API Manager and select your

main flow, which has an APIkit router in order to apply configuration across all the flows that

are being routed (see Figure 10.12).

Once configured, click OK.
W musichox-sys-apl x

¥ Global Configuration E’

ok XX | Global Element Properties
Type | APl Autodiscovery
@ HTTP Listener config -Z:_‘.r,.-.‘.igu_ri Serviee ot 5 G
@ Router (Configuration) 1
(@ API Autodiscovery (Configuratit

Auto-discovery conflguration  Notes  Halp

Auto-discovery settings

APl Id: o 18095230
Flow Mame: musichox-sys-api-main

0 ignore base path on resource level policies

Message Flow Globhal Flements ©

@

B

In this case, the API ID is 18095230 and the flow name is musicbox-sys-api-main.

Cm:al

Figure 10.12 — Configuring the API Autodiscovery component

5.

more about deploying the Mule application.)
6.

Deploy your application to CloudHub, as shown in Figure 10.13. (Refer to Chapter 8, to learn

Right-click on your project, hover over Anypoint Platform and select Deploy to CloudHub.
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Selact a Mull message processor (o adit ts pro

Figure 10.13 — Deploying your application to CloudHub

7. Once your application is successfully deployed to CloudHub, go to Runtime Manager, select
your application, and click on Logs.
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You can see in Logs that your API key ID is being logged, which is the same as the Auto Discovery
ID (see Figure 10.14).

Also, the status of your API instance in API Manager will be changed to Active.

SANDBON @ musicbox-sys-api  Live Console
= Apilications (@ Logs are kept for 30 days or up to 100 MB
Dashiboard Qsearch
Insight 14:32:16.757 98/27/2022 Worker-8 ArtifactDeployer.start.81 INFO
APL ApiKey{ig='18095238°} s blocked {umavailadle).
Logs
14:32:16.758 8B/27/2822 Worker-g ArtifactDeployer.start.s1 INFO
Object Store Starting RescurceManager
Queues 14:32:16.759 BB/27/2022 Worker=8 ArtifactDeployer.start. 8l INFO
Schedules Started ResourceManager
14:32:16.761 88/27/2022 Worker-8 ArtifactDeployer.start 81 INFO
Semings

Starting Bean: org.mule.runtime.mcdule.extension. internal. runtise,config, ConfigurationProviderToolingAdapter-musicbox-sys-api-httolistenerConfig

14:32:16.780 88,27 /2822 Worker—@ ArtifactDeployer.start.6l INFQ
Listening for connections on 'htip://0.0.0.0:8881"

14:32:16.822 88/27/2022 Worker-g ArtifactDeployer.start.81 INFO
starting flow: susicbox-sys-api-main

14:32:17.992 88,27 /2822 Worker-9 ArtifactDeployer.start. 81 INFO

Starting flow: susicbox-sys-api-console

Figure 10.14 — API Autodiscovery logs in Runtime Manager

In this section, we saw how to configure the API Autodiscovery ID. In the next section, let’s see how
to configure a security policy.

Configuring a security policy

In the previous sections, we saw how to create an API instance and configure API Autodiscovery. Let’s
now configure a security policy using API Manager with the following simple steps:

1. Inorder to configure a policy, go to API Manager in Anypoint Platform, select the API instance,
go to Policies, and click Add policy (see Figure 10.15).
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APl Administration (Sandbox)  musicbox-sys-api (v1) - Policies

SANDBOX APls / musicbox-sys-api / Policies

€ AP Administration

Automated policies @
Alerts

Contracts
'I‘ No automated policies applied
SLA Tiers

SHNEE 23090909090 | R N T R e I A R AR A ARt d
API-level policies @

-+ Add policy

'I’ No policies applied

Figure 10.15 — Adding a new policy

Apply policies to manage security, contral traffic, and improve adaptability of your APIs. Learn more about Policies.

2. You'll see a list of policies. Select the Basic authentication - Simple policy, which is the simplest

policy (see Figure 10.16).

AP Acménisiration (Sandbox)  muskdo-sys-api iv1) - Polides:

APls { musicbox-sys-api [ Policies / Add a policy

e
| &2 search by poicy name

Browse by category

[psre— m [ e ———

Security
{7 Basic Authertication - LDAR (1 Gkah 2,0 a<cess token enfarcement using () WT validation
Ersiorces TR fanic suthantication sgains the Mute OAuth provider A calhs 1o she AP st include a fuon Web
il LDAP e, Drgan sations ufien us.. Enforoes use of an Okch 20 ” co thee APL Thas policy mit—
\sEnmene T2 g an Ml St provider, Tha policy will Learn mere [

L mone [

Q) Dasic suzhentication: - Simple
Enfiacoes WTTP Basks sthentcason according to

@ Yo reed pemissions to apply this @ Youreed permimions b apey this ¥ chetall configired inthe: oy
poiey, Lider more. pellcy. Liarr mare- Learn mere [
p -
{7 XML threat praection (1 |50M tweat protecrion (3 1P Allewlist
Probects agabns maliious XML in AP requeits. Proceces against mabcious [SCH In AP requests. Limits 3l servece calls to 8 defined setof 1P
addrenes
Learm mene [ Learn mare [ Learn more [

Figure 10.16 - Selecting the Basic authentication - Simple policy

(see Figure 10.17).

Cancel

Configure User Name and User Password. Click on Advanced options to configure further
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APl Administration (Sandbox)

SANDBOX

= Policies

User Name

musicbox-sys-api (v1) - Policies

APls / musicbox-sys-api / Policies / Configure Basic authentication - Simple policy

[ MuleSoft

User Password

Show

Advanced optiens >

Configure policy version, methods and resources

Previous

Figure 10.17 - Policy configuration

In the Advanced options section, select the latest policy version.

You can apply the policies across all the methods and endpoints, or you can choose a particular
endpoint over which you wish to apply the policy. Currently, were applying it across all the
API methods and resources. Once done, click Apply.

Check the configuration in Figure 10.18.

APls / musicbox-sys-api / Policies / Configure Basic authentication - Simple policy

User Name

[ MuleSoft

User Password

Show

Advanced options v
Configure policy version, methods and resources

Policy version

[ 1.3.0 {latest)

Method & resource conditions

Apply configuration to all API method &
resources

Previous

O Apply configuration to specific APl method &
resources

Figure 10.18 — Advanced policy configuration options
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You will see that your policy was successfully created (see Figure 10.19).

If you have multiple policies, you can rearrange the order of execution.

API Administration (Sandbox)  musicbox-sys-api (v1) - Policies

SANDBOX ‘ @ The policy was created successfully x

APls / musicbhox-sys-api / Policies

e API Administsation Apply policies to manage security, control traffic, and improve adaptability of your APIs. Learn more about Policies.

Alerts Automated policies ©

Contracts i

Policies ‘

SLA Tiers ‘ Y No automated policies applied
Settings ;

APl-level policies @

+ Add policy I

Basic authentication - Simple

Methods: All API methods  Resource: All APl resources
Figure 10.19 - The Policies dashboard

5. You can go to the application logs in Runtime Manager to check the policy details and logs
related to the policy (see Figure 10.20).

14:45:20.463 B8/27/2022 Warker-@ agw-policy-set-deployment.al INFO
= Policy: .
« http-basic-authentication-mule-3133873-musicbox-sys-api-main .
* 05 encoding: UTF-8, Mule encoding: UTF-8 .
BRSNS ER AR RN AR seenennan wakaEn

14:45120.467 B8/f2T /2022 Worker-@ agw-policy-set-deployment.81 INFO
Applied policy http-basic-authentication-mule-3133873 version 1.3.8 to APT susichox-sys-api-vi-v1:18695238 (18895238) n application musichox-sys-api

Figure 10.20 - Policy details in logs in Runtime Manager

6. Go to Postman or any other similar app and try triggering the endpoint on which you’ve applied
the policy. You'll get an authorization error, as shown in Figure 10.21.
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[

7.

aen

£7 hittp:/musicbox-sys-a) @ t

¥ ius-82.cl

sys-aplus-e2

GET = Pl 4
Params Authorizaticn @ Headers {8) Body Pre-request Seript Tests
Query Params
KEY VALUE
Key Value
Body Cookies Headers (8] Test Results
Pretty Raw Preview Visualize JSON =
1
2 "error": "Authentication Attempt Failed"
3§

Na Enviranment ~ @
[ save  ~ Z B <
Settings Cookies
DESCRIPTION see  Bulk Edit
Description
135ms 2628  Save Response v
T Q

Figure 10.21 - A snapshot of Postman depicting an authentication error

in the policy). See Figure 10.22 for reference.

Go to the Authorization tab, select Basic Auth, and add a username and password (as defined

You'll get a successful response, which means that the credentials have been validated successfully

and you're authenticated.

+

GET hitps/frmusichox-sys-a; @

sys-api.us-e2

http://musichox-sys-api.us-e2.cloudhub.iofsongs

GET bt
Params Authorization @ Headers (B} Body Pre-request Script Tests
Type BasicA. v Usafriama
The authorization header will b
i 24 8 Password
automatically generated when you
send the raquest,
Learn more about authorization 2
Body Cookies Headers (5] Test Results
Pretty Raw Praview Visualize JSON ==

: "Hey Brother. Avicii",

*See You Again (feat. Charlie Puth) Wiz Khalifa",
i “wWake Me Up. Avicii®,

¢ *Shivers. Ed Sheeran.®

L ]

No Environment ok @
Gl save Pal = 4
Settings Cookies
MuleSoft

[ show Password

Save Response

Q

& o000k 14ams 3128

D

Figure 10.22 - A snapshot of Postman depicting a successful response
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This is a simple demonstration of how we can leverage the security capabilities of MuleSoft by applying
policies. We can further extend these capabilities to achieve zero-trust security.

Let’s now learn more about the security capabilities of MuleSoft.

The security capabilities of MuleSoft

MuleSoft has a wide range to offer when it comes to security. In order to leverage the security capabilities
of MuleSoft, let’s learn about several security capabilities, starting with Anypoint Security.

Anypoint Security

Anypoint Security offers a layered security approach in order to protect your APIs. It comprises
the following:

« Edge policies: These are similar to the out-of-the-box MuleSoft policies.

o Secrets Manager: This provides you with a secure vault to safeguard your security certificates
and keystores

o Tokenization service: You can use this service to protect sensitive information like PII details,
bank details, and so on.

Anypoint Security helps us to secure apps deployed on Runtime Fabric. Let’s now learn more about
Anypoint Flex Gateway, which is a capability from MuleSoft to level up API security.

Anypoint Flex Gateway

MuleSoft offers three types of gateway — namely, a Mule gateway, Anypoint Flex Gateway, and Anypoint
Service Mesh.

Anypoint Flex Gateway is an ultra-fast gateway for managing the security capabilities of Mule and
non-Mule applications.

You can extend the security capabilities of MuleSoft beyond Anypoint Platform with the help of
Anypoint Flex Gateway.

You can configure Flex Gateway in one of two ways:

o Connected mode: Use Anypoint Platform as a visual UT to secure, manage, and monitor
your APIs.

« Locally: You can configure Flex Gateway on your local machine instead of connecting it to
your Anypoint Platform account using YAML configuration files. You might need third-party
providers if you want to have a Ul to read logs.
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In order to get started, you can create a free trial account with Anypoint Platform or you need to have
an Anypoint Flex Gateway subscription. You can install Flex Gateway as a Linux service, in a Docker
container, or as a Kubernetes Ingress controller. There is a predefined set of instructions that you
can find in Runtime Manager that makes the installation and setup of Flex Gateway easy. For more
information, see this article: https://developer.mulesoft.com/tutorials-and-
howtos/understanding-anypoint-flex-gateway-overview-introduction/.

We have gone through several API security techniques. You can refer to the Assignments, Questions,
and Answers sections at the end of this chapter to get more hands-on with API security.

Summary

In this chapter, we've learned about the security capabilities of MuleSoft. We have learned about
different types of policies in MuleSoft and implemented a basic authentication policy. You can extend
these security capabilities of MuleSoft to Mule and non-applications and APIs.

We have also studied the API gateway, the security architecture of the API gateway, Anypoint Security,
and Anypoint Flex Gateway.

To make your API network reliable and secure, it’s essential to have a fair understanding of API
security. It is also essential to have an understanding of various ways to achieve zero-trust security,
which we have learned in this chapter.

In the next chapter, we'll learn how to test our Mule application and what the different testing tools
are. We shall also study what MuleSoft has to offer when it comes to API testing.

Assignments

Apply Header Injection and Message Logging policies on an API instance. Add header values as key
=book and value = MuleSoft for Header Injection policy. Log header using Message Logging
policy. Verify logs in application logs on Runtime Manager.

Questions

1. What is the difference between Rate Limiting and Spike Control?
2. What is the purpose of using Anypoint Autodiscovery?

3. Which policy can we use to mask sensitive data?


https://developer.mulesoft.com/tutorials-and-howtos/understanding-anypoint-flex-gateway-overview-introduction/
https://developer.mulesoft.com/tutorials-and-howtos/understanding-anypoint-flex-gateway-overview-introduction/
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Answers
1. Whenever a maximum threshold value is reached, Rate Limiting rejects all further incoming
requests, whereas Spike Control controls queues of a request.

2. Anypoint Autodiscovery binds an application in Runtime Manager with an API instance in
API Manager.

3. Tokenization
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In previous chapters, we learned how to build and deploy a Mule application. The next step is to test
our application, which is important to ensure we deliver bug-free projects.

In this chapter, let us explore testing, types of testing, different testing tools, and ways to test a Mule
application using MUnit and MUnit Test Recorder. In Chapter 3, we created and ran a simple Mule
application called HelloWor1d. Here, we will be learning how to test the Hel1loWor1ld Mule
application using MUnit and MUnit Test Recorder.

After reading this chapter, you'll gain knowledge about the following topics:

« Different types of testing

« Different types of testing tools

o Commonly used testing tools, such as Postman, SoapUl, and JMeter
o How to create and run a test suite using MUnit

o How to create and run a test suite using MUnit Test Recorder

Technical requirements
The prerequisites for this chapter are as follows:

o The . jar file used for creating a Mule application in the Creating a test suite section is available
on GitHub, at the following link, in the Chapter3 folder:

https://github.com/PacktPublishing/MuleSoft-for-Salesforce-
Developers-Second-Edition/

e Gotohttps://www.postman.com/downloads to download and install Postman
o Gotohttps://www.soapui.org/downloads/soapui/ to download and install SoapUI

¢ Gotohttps://archive.apache.org/dist/jmeter/binaries/?C=M;0=D to
download and install the latest version of JMeter (download the . zip file and extractitin C: /)


https://github.com/PacktPublishing/MuleSoft-for-Salesforce-Developers-Second-Edition/
https://github.com/PacktPublishing/MuleSoft-for-Salesforce-Developers-Second-Edition/
https://www.postman.com/downloads
https://www.soapui.org/downloads/soapui/
https://archive.apache.org/dist/jmeter/binaries/?C=M;O=D
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Introduction to testing

Testing is primarily conducted to ensure whether the software product is working as expected based
on the requirements. The tester verifies the product, module, or code of the software product by
running some test cases manually or automatically. This process helps to identify bugs at the early
stages of the product life cycle.

Before starting the actual testing, the tester writes the test cases and test suites. A test case is a sequence
of steps that the tester wants to test and verify against the functionality to ensure the system is working
properly. A test suite is a collection of test cases.

There are many types of testing available to test the software. Some of them are as follows:

o Unit testing: This helps to validate the smallest portion of the software product, for example,
testing a specific program in an entire software product.

« Functional testing: This verifies the functionality of the product and whether it is working as
expected or not based on the functional requirements.

o Performance/load testing: This validates the functionality by sending lots of requests (huge
workloads) at the same time and at different intervals, for example, testing e-commerce platforms
or websites with a large number of users (1,000+) at the same time to check the performance
of the product.

o Regression testing: This is used to check whether any recent functionalities added to the product
break the project functionality. When we are short on time to perform all the test cases again,
this type of testing is preferred.

o Stress testing: This is used to check what the maximum volume or stress the system can
accept is. For example, say we start testing with 500 concurrent users on an e-commerce
platform. Assume it is working well with 500 users. Then, we will try a higher limit, such as
600 concurrent users, to verify whether the system can accept 600 requests at the same time.
If the system goes down, then we will know that the maximum volume that our system can
accept is 500 and not 600 users.

o Integration testing: This is used to verify whether the different software products or components
are functioning together or not. For example, our Mule application picks the data from the
database and sends it to the partner system’s web service. This testing ensures end-to-end
functionality from the database to the partner’s systems. Integration testing capabilities include
the following:

* Interface and API testing: Ensures seamless communication between subsystems and
external systems

* End-to-end data flow validation: Confirms that data is correctly transferred and processed
across all integrated systems
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* Functional verification: Tests the combined functionality of all integrated components
against requirements

* Error handling and recovery testing: Evaluates the system’s response to failures and its
ability to recover

User acceptance testing: This testing is done to check whether the system works as per
user requirements.

Vulnerability testing: This is used to check whether any security-related issues are present in
the software product.

We will use these types of testing while working on Mule projects.

Performing different types of testing provides us with the following benefits:

Cost-effectiveness and savings

Customer satisfaction because of the quality of the product

Addressing any design issues and poor design decisions at an early stage
Improved security

Better performance of the software product

With this, we have understood the basics of testing, its types, and its benefits.

Let’s move on to learn about different testing tools.

Getting familiar with testing tools

There are many testing tools available to perform both manual testing and automated testing. Manual
testing is used for manually executing test cases. In automated testing, we script the test cases and
execute them automatically.

Testing tools can be grouped as follows:

Test management tool: To track test cases and execution
Defect/bug tracking tool: To log the defects

Mobile testing tool: To test different mobile devices that run on iOS, Android, and other
operating systems (OSs)

Integration testing tool: To test two or more modules together in order to verify whether all
the modules are working together or not.

API testing tool: To test web services
Load/performance testing tool: To check the performance of the system

Security testing tool: To check any security vulnerability in the software product
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These tools help to reduce the time taken by the testers in their day-to-day testing activities. There are
many useful tools on the market to perform both manual and automated testing. Some of the most
commonly used testing tools are as follows:

o Selenium (automation)

o Postman and Newman (API testing)

o JMeter (load testing)

+ Gatling (load testing)

o HP ALM (test management)

« Jira and Bugzilla (test, defect, and bug tracking)

« Appium (mobile automation)

o Tricentis Tosca (automated testing) and Katalon Studio (licensed automation tool)
o BrowserStack (websites and mobile testing) and SeeTest (mobile testing)

o Load runner (load testing)

With this, we have understood the different types of testing tools and seen a few examples of tools
that are commonly used by testers.

Let’s deep dive into a few tools that are used in Mule projects, such as Postman, SoapUI, and JMeter.

Postman

Postman is an application used for API testing. It acts as an API/HTTP client to send a request to any
web service endpoint. While sending the request, we can send the required standard or custom HTTP
headers, such as Content - Type or Accept. We can also configure different types of authorization,
such as basic authentication, a bearer token, OAuth, and an API key.

As this tool is related to API testing, we can send the required value in the query parameters and URI
parameters of the URL. This tool supports the testing of all types of HT'TP methods, such as get,
post, put, patch, delete, and head. Ifitis a post or put method, we can include the required
payload in the body of the request.

After we have sent the request to the API URL, we will receive the response payload, the HTTP
response status code, and the status description from the API. We can also check the response time
to understand how much time it has taken to receive the response.

We can save each API request and group the related APIs into collections for future testing.

After configuring the API URL for testing, we can extract the code snippet in different programming
languages (For example, PHP, Javascript, NodeJs, or Python) to share it with the developer for development.
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Postman also enables configuring environments in order to test the API using the DEV, SIT, and QA
endpoints. For any values specific to an environment, define them in the environment variable. Create

the new environment variable in the Environments section for each environment.

While calling the API for each environment, the username and password differ. In that case, we can
set the variables for username and password in the environment variable to specify their values. We

can use those variables to call the API using the { { }} syntax.

3 - — DEV Y Fork O E A Share

Globals VARIABLE TYPE @ INITIAL VALUE @ CURRENT VALUE (D)  =eo  PersistAll  ResetAll
o
AP a usErmame defaunl w aruchristhuraj
passworad secrat

Figure 11.1 — Postman - environment variable

Figure 11.1 shows the Postman Environments section with two environment details, DEV and TEST.
In DEV, it shows the username and password environment variables with their respective values.

After adding variables and values, click Save.

While calling APIs, we can substitute the username and password variables by using { {username} }

and { {password}}, as shown in Figure 11.2:

DEV]

Mo Environment

DEV

GET e https://localhost:8081/product
TEST

Authorization @ He:

5. Learn more about vari

Username

Password

Learn more about authorization A

Show Password

Figure 11.2 - Postman - authorization

Cookies

As shown in Figure 11.2, we need to select the appropriate environment to call the API. Here, we are

calling the DEV environment API with its username and password.
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Let us look at the Postman application home screen, which shows more options and features from

the screenshot.

e

htpillecabost: 2081 helia
Choose different HTTP metitod  Frovide endpoint URL here

GET v

mos1A081 ety

PBaams Bady  Pre-request Scrgit  Tesls Ssfings

Query Params

KEY VALUE
—
Protty | Raw JEON v =
k After sending the request

"message’: "Hello Werid®

L - rEsponse will appear i
£

Figure 11.3 -

Figure 11.3 shows the Postman home screen, which shows the endpoint details, method, HTTP request,

Savit fram Besre 1o Click hete ta export

cotlection * the AP code in a different

: [Z] cose snivoet

Send the request ta i v @
Mrliseon ) S ’
!

impert hyre.client

Cookies
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Fwadara)
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res = conn.gazeaiponie()
B data = res ad()
9 prImT(daTa.secese; uTeoET))

HITP status cede. description,
ovérall response tme, content

Jergth

Postman application

response, HTTP status code, code snippets, and other information.

To change any settings in Postman, click the settings icon and select Settings, as shown in Figure 11.4:

& Pasiman
File Edit View Help

Home ‘Woarkspaces v APl Metwork ~  Explore

A My Warkspace Hew  import

SETTINGS

General Themes Shortcuts Data Add-ons Certificates Proxy Update About
Request Headers
Trim keys and values in request body @ OFF Send na-cache header ® OFF
SSL certificate verification [ OFF Send Pestman Token header ‘) OMN
Always open reguests in new tab ® OFF Retain headers when clicking on links & OFF

Always ask when closing unsaved tabs

Language detection Auto

Reguest timeout in ms o

Set how long & res t should wait for

Iming aut. To never

Max response size in MB

Sel the maximum size of ar

downioad. To d load a resporse of

Automatically follow redirects

User interface

Two-pane view

Shaow icons with tab names

Variabla autocomplete

Default documentation
editor

Postman editor

Figure 11.4 - Postman - settings
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In the settings, we can set the request timeout value, set SSL certificate verification to on or off,
configure certificates, configure proxy details, export data, and so on.

With this, we have understood the essentials of the Postman application.

Let us next explore how to create test cases in SoapUL

SoapUl

SoapUl is an open source testing application, and it is commonly used for both API manual and load
testing. Using this tool, we can test SOAP, REST-based APIs, JMS, and other components.

Creating a SOAP project

In this section, let us create a SOAP project using the WSDL specification. A Web Service Definition
Language (WSDL) file will be in . xm1 format. This specification file has a request and response
structure and endpoint details. Using a WSDL file, any developer can design, develop, and test their
SOAP-based APIs.

Let’s follow these steps to create a SOAP project:

1. Open the SoapUI application, click the File menu option, and select New SOAP Project.
2. Provide the project name, browse the WSDL file location, and click OK.

New SOAP Project X
New SOAP Project @)
Creates a WSDL/SOAP based Project in this workspace ;

Project Name: |SOAP Demo |

Initial WSDL: | | I Browse...]

Create Requests:
Create TestSuite:

Relative Paths: [ | Stores all file paths in project relatively to project file (requires save)

Figure 11.5 - SoapUl - New SOAP Project

We can browse the WSDL from a local file location or an HTTP/HTTPS URL. Once we click
the OK button, it creates the SOAP project with all the operations, along with sample requests
and endpoint details based on the information available in the WSDL file specification. In
Figure 11.6, toward the left of the screen, AddInteger, DivideInteger, and the other operations
that we can see under the project are SOAP operations:

351



352 Testing Your Application

@ SoapU1 570
Fle Pmject Suite Cae Step Took Desktop  Help
r

+ @ B @
B i @ o @ 0 49 pmm Seve e »

REST Import  Sawve All Forum Trial  Preferences  Prowy

Request 1

T Dhidelntager

i FidPerson |ist of Operations

# O QueryByName
o 8 SOAPANshreniDema Reguest Response

Figure 11.6 - SoapUl - SOAP project

As shown in the preceding figure, we can see the sample request structure and click on the Run
button to send the request to the endpoint URL. Clicking Run invokes the actual endpoint
URL and provides the response in SoapUI.

We can also create the test suite and test case by selecting the options from the sample request.

3. Select the Request option and choose Add to TestCase to create the test suite and test cases.
5 SOAP.Demo PRO -w BV

L‘-J.T: SOAPDemoSoap I

52 Addinteger

i N B Request 1 I 1 e

i Dividelntegg  Show Request Editor Enter "

)
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e % Add to TestCase Ctrl+Alt-A

il

-7 GetByName
£ GetDataSetd it Add to MockService

7 GetListByNa Add as MockResponse Step

B LookupCity
Er':: - o Clone Request F9
&5 QueryByNan Rename F2

- @ TestSuite 1 Delete Delete

Figure 11.7 - SoapUl - Add to TestCase

Upon clicking Add to TestCase, it will create Test Suite with Test case. Using these test cases,
we can execute these cases to verify whether our functionalities are working as expected or not.

4. If you want to perform load testing for a specific API to measure the performance, then right-
click on TestCase and select Load Tests, then click New LoadTest.

The load test cases will be created now. We can specify the limit of transactions that we want
to run within the specified time, and then we can execute the load testing.



Getting familiar with testing tools

@ scapur 570 - ]
Bl Project Suite Case Swep Jook [Desktop  Help

E B @ 2 g T @B & S

x Endpoint Explorer Search Fomum ]
Empty - SOAP  REST  impon  Save Al Forum Trial  Preferen

TostCase:

£ Test Stepsit)
 Addinteger - Request 1
- i Load Tests (1)
& LoadTest 1
W Securizy Tests 100

£ B Shiow Types: [-All | Shaw Steps: [ A0 )
| _time . i npe op message [I!'v‘ 1
¥ 2022.05.07 125750330 Message CondTest[fianied J1 Sat May 07 1257:50 56T 2022 il

 2022-05-07 1215812440 Message LoadTesffended bt Sat May 07 125812 56T 2022
Figure 11.8 — SoapUI - load testing

As shown in Figure 11.8, we have tested sending 100 transactions to our API endpoint, a
maximum of five messages at a time with a 1,000 millisecond (one second) delay or interval
after every five messages. This load test started at 12:57:50 P.M. and was completed at around
12:58:12 PM. This means we were able to complete 100 transactions within 22 seconds. In this
test, the API response minimum, maximum, and average times were 254 milliseconds, 1,169
milliseconds, and 317 milliseconds, respectively.

We can change the values of Limit, Total Runs, and Test Delay to test more transactions to
understand the API response and failure rates from the load testing.

With this, we have understood how to create a SOAP project, test case, and load test case, and also
how to test using SoapUI.

Now, let’s move on to learning how to perform load testing using JMeter.

JMeter

Performance is an important factor for any web- or mobile-based applications, as well as other
applications. In order to measure the performance of the application, we need to send different
workloads to our application so that we can measure the performance of our application. We use the
JMeter tool to perform load testing and measure the performance. Apache JMeter is an open source
application built on the Java platform. It is platform-independent and works in Windows, Linux, and
any other OS. It is mainly used for load, stress, and web service testing. This helps to ensure that our
application performs well with different workloads.
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Using JMeter, we can perform load testing for HTTP, FTP, JDBC, JMS, Java, and other components.

Let’s follow these steps to create and execute a test plan:

1. Ifyour OS is Windows, then open JMeter from the installation path, C: \apache-
jmeter-5.4.3\bin\jmeter.bat, as shown in Figure 11.9:

B Select C\Windows\System32\cmd exe - jmeter

n't use GU

n the jmeter batch file

Figure 11.9 - Launching JMeter

It opens the Apache JMeter GUI in a new window.

¥ Apache INseter (5.43)

Figure 11.10 — Apache JMeter - home window

When the JMeter GUI opens, it displays Test Plan on the left side of the user interface.

2. Change the name of Test Plan to Test Plan Hello World in the Name field.
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3. Right-click Test Plan Hello World, then select Add | Threads (Users) | Thread Group.

/ Apache IMeter (5.4.3)

Figure 11.11 - JMeter — adding a thread group
A thread group in JMeter simulates concurrent requests to the API endpoint. After the execution,
we can view the results in various formats, such as a graph, a table, a tree, or logs.

4.  On the Thread Group screen, set Action to be taken after a Sampler error to Continue,
Number of Threads to 5, Ramp-up period to 1 second, and Loop Count to 4. Then, click Run.

f Apache IMcter (5.4.3)

Figure 11.12 — JMeter — Thread Group configuration
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This configuration makes sure that JMeter posts five requests, waits for one second, and then
continues the loop four times in total. Overall, it calls the API endpoint 20 times.

Setting Continue in the Thread Group configuration means it will continue testing even when
some test fails.

5. Right-click on Thread Group and select Add | Sampler | HTTP Request.

e BB

Thrand (Craiim
> Sampler Flow Cont

HTTP Request
De Dler

Start no ps

Figure 11.13 - JMeter — Sampler | HTTP Request
Here, we choose HTTP Request as we are going to invoke an HTTP-based web service for our
testing. To test with a database, we would choose JDBC request.

6. On the HTTP Request screen, provide the HTTP URL, method, and path details of our
Mule application.

Figure 11.14 — JMeter - HTTP Request configuration
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+ Right-click HTTP Request and select Add | Listener | View Results in Table.

Figure 11.15 — JMeter — adding a listener

Here, we select View Results in Table. We can choose one of the other options to view results
in graph or tree format, based on our preferences.

Click the Save button and choose the file location to save the test plan file.

Click the Start button to start the test plan execution.

Figure 11.16 — JMeter - start the test
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Now, we will be able to see that the test execution started and executed 20 times as per our
Thread Group configuration.

! HITR Aeguest jmet [CUMELernHTTP Request jrmd - Apsche IMeter (5.4.3) -] *®

CRTVEE - @0 YW
A Ten - \

Figure 11.17 - JMeter — test execution results

In Figure 11.17, we can see that the overall execution was completed and each request took
approximately a few milliseconds to get the web service response. This ensures our application
is working fine with the workload of five concurrent requests for four loops. We can increase the
workload by increasing the number of threads in our configuration to check the performance
of our application.

With this, we have learned how to use JMeter to create and execute the test plan for load/performance testing.

Now, let’s explore MUnit in Anypoint Studio.

Introducing MUnit

MUnit is a unit testing framework to test a Mule application. It provides complete unit testing capabilities
within Anypoint Studio. MUnit has two modules, MUnit and MUnit Tools.

The MUnit module has the following operations:
« Set Event: To add a payload, variable, or attribute required for testing

« Set null payload: To add a null value for a payload during testing

o After Suite: This runs after all the test executions are completed; for example, if a test suite has
10 tests, then it gets executed just once after all 10 test executions are completed
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After Test: Runs after each test
Before Suite: Runs only once before executing all the tests
Before Test: Runs before each test

Test: Used to create a new test

The MUnit Tools module has the following operations to validate whether it is working as expected

or not:

Assert equals: This checks whether the payload value is equal to a specific value or not.
Assert expression: This checks an evaluation based on a DataWeave expression.

Assert that: This checks whether a payload value is equal to a specific value by using DataWeave
functions. For example, MUnit matchers have a set of DataWeave functions to validate the
conditions. The # [MunitTools: :withMediaType ('text/xml') ] condition checks
whether the expression’s media type is text /xml.

Clear stored data: This clears all stored data.

Dequeue: This removes the last event from the queue.

Fail: This fails the test with an assertion error.

Mock when: This mocks the data when the flow calls the external system.

Queue: This is to store the value in a queue during testing. The queue gets cleared after the
test execution is complete.

Remove: This is to remove the value of the specific key that is stored using the Store operation.
Retrieve: This is to retrieve the value of the specific key that is stored using the Store operation.
Run custom: This is to run the custom assertion.

Sleep: This creates a delay during a test.

Store: This stores value against key during a test. It is used for temporary storage. After the
test, it is cleared.

Store OAuth token: This stores the OAuth token during the test.
Verify call: This is to verify whether the processor is called or not.

Spy: This is to see what happens before and after the processors.

Using MUnit, we can perform the following actions:

Create test suites and test cases
Perform testing

Check the code coverage after testing
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Let’s try to create a test suite to execute our test cases.

Creating a test suite

As we have learned, a test suite is a collection of test cases. In order to create a test suite, we need to
create a Mule application first. Instead of creating a Mule application from scratch, we will use the
HelloWorld Mule application, which we developed in Chapter 3. The application has HTTP Listener
with the /hello endpoint, Logger to log the Welcome to Hello world application message, and
Transform Message to output { message: "Hello World" }.Ifyou did not create this Mule
application earlier, then you can use the . jar file to import the application into Anypoint Studio
using the File menu option. Select Import and then click Packaged mule application (.jar) to create
the Mule application.

Now, let us create the test suite using MUnit:

1. Open the Mule application, right-click on Flow, select MUnit, and choose Create blank test
for this flow.

W tckomork! = Mule Palette
B Searchin palette tear L}
B4 search in Exchange eLuqqer Core)

e = ) Add Modules @Listener HTTP

B Run project nelloworid

1 Favorites @?equest HTTP
@ 3 - Seppep hellwond Wl Core @Tramfnrm Message (Core,
Qnrre et Payload (Core!
- @Flow Reference {Corel

G Sockets

%

Listener Logger Transform Mess
Choice {Cors)
L GoTo XML
x Delete

Rename

| Referenced by (Ctrl+Shift+G)

Bl
¥ Eror handling 222  Export flow image to file...

=| Collapse All
] Collapse Others
& Expand All

Message Flow

9 heBowarldFlaw & console (21 Problems

Figure 11.18 — MUnit — creating a blank test

This creates a new test suite in /src/test /munit /. The test suite contains Behavior,
Execution, and Validation. In the test suite, Behavior sets the input for the test suite. The
Execution step calls the actual flow in the Mule application. In the Validation step, we can write
any kind of condition to validate the Mule application output. We can also see two different
modules (MUnit and MUnit Tools) added in Mule Palette, as shown in Figure 11.19:
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Figure 11.19 — MUnit - test suite

2. Dragand drop the Asset equals operation from the MUnit Tools module into the Validation
section. Provide the actual and expected values, as shown in Figure 11.20:

o hetloworld W holioworld-test-suit = Mule Palette
¥ test-suite-hells towTest P_Sm_m_h in palette Zlear
Behavior () Search in Exchange... Operalions
) Add Modules Assert equals
I Favorites @ Assont expressic
Execution Validation i Core @a\ssert that
[ = TViad Jw(Cloar stored da
@ Munic Jv[ Deguewe
@ Munit Tools @il
B Sockets @ Mock when
Flow-ref ta Assert equats Jv[Queve
helloworldFk Jul Remove
[ Retrieve
Message Flow  Global tler i Contiguration X, @Run custom
—_—
Be=!
@) rssert equals Bconsole (2! problems
@ There are no errors,
Input Output

General
Display Name:  Assert equals P type tilter text
Errer Mappéng
~ Mule Message

Notes i . ~ Payload

Rt ’f_-‘-' W] paylosd. message i o + Object : (yert
Help =

~ Attributes
L.x
Bapected: ’f_ kil o HupRequestAtibutes : Oljec!
Message: ’f_\f valid output Variables

Figure 11.20 — MUnit - test suite validation
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What will happen is, when the test suite is run, the Execution section calls the Hel1oWorld
flow and provides a result of { message: "Hello World" }. At this time, the Validation
section compares the flow result with the expected value of Hello World, as mentioned in
the Assert equals condition. If the value matches the actual result, then it will give a valid
output response.

3. Inthe canvas, right-click and select Run MUnit test suite. The application runs and is compared
to the assert condition provided. If the condition matches, then it will show the success result,
as shown in Figure 11.21:
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Figure 11.21 - MUnit - test suite coverage report

If all the flow steps are executed in a Mule application, then it will show 100% coverage. As our
test suite is successful, the Failures count is 0. This coverage report is also very useful when we
have continuous integration (CI) and continuous deployment (CD) set up in MuleSoft. It
checks the coverage report percentage to decide whether to continue with deployment to the
target environment. For example, if the coverage is around 40%, then it will not proceed with
deployment to the target environment. If the coverage is more than 80%, then it will proceed
with deployment to the target environment. In this scenario, we assume that we have set an
80% coverage threshold in our CI/CD pipeline.
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4. The previous scenario is for a successful test case. Now, let us try a failure scenario. In the
Validation section, set the expected value to Hel1lo World1l and try to run the test suite
again. It fails as our expected value does not match the actual output of Hello World.
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Figure 11.22 — MUnit - test suite MUnit Errors

Also, here, it will show 100% coverage as it has executed all the steps in the Mule application.
As this test suite failed, it shows the Failures count as 1 and it also shows more details about

the error in the MUnit Errors view.

In the preceding example, we saw a Mule application with just one flow. If we have two flows
in the same Mule application, then the test suite file will have two different flows to handle the

unit test cases, as shown in Figure 11.23:
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Figure 11.23 - MUnit - test suite with multiple flows

With this, we have understood how to create and run a test suite in Anypoint Studio.

Next, let’s explore the MUnit Test Recorder in Anypoint Studio.

Exploring the MUnit Test Recorder

It is time-consuming to write each and every test suite manually. Hence, we will use MUnit Test
Recorder to create automated test suites and capture the input.

In a Mule application, we can use the Record test for this flow option in the flow to create the required
test suites and also start the recording to capture the inputs. The input can be query parameters, URI
parameters, or the request payload.

The MUnit Test Recorder only automatically creates the test suite for successful scenarios. For any
failure test scenarios or additional conditions, we need to create additional test cases manually. We
can debug the test suites by adding breakpoints.
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Let’s create a test suite using the Test Recorder.

Creating a test suite using the Test Recorder
In this section, we will learn how to create test suites in a Mule application using the MUnit Test Recorder:

1. Open the HelloWorld Mule application, right-click on the flow, select MUnit, and then
select Record test for this flow.

It starts the Mule runtime in Anypoint Studio and deploys the application. Once the application
is deployed, it shows the DEPLOYED status. A dialog box titled Test Recorder with the Waiting
for input data message appears, as shown in Figure 11.24:
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Figure 11.24 — MUnit — Test Recorder Waiting for input data...

In order to capture the input, let us send a request from Postman to our Mule application endpoint.

2. Open the Postman application, set the URL endpoint as localhost :8081/hello, and
click Send.
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Figure 11.25 — Postman - sending a request to a Mule application

Once you send the request, it reaches the Mule application and executes all the steps there.
We can see the Logger message in the console, which confirms the execution of the Mule
application. Finally, it saves or records the input/output, as shown in the Test Recorder pop-up

dialog box in Figure 11.26:
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Message How bl
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sterminated> Test Recording [MUnit Test Recarding] Mule Server 4.4.0 EE (Terminated l\.iay 6, 2022, :14:07 PM]
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Figure 11.26 - Test Recorder - Input recorded

3. Click Configure test to create the test suites.

Once we click Configure test, the Welcome dialog box for New Recorded Test appears.
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4. On the Welcome screen, leave File name and Test name as they are and click Next.
. MNew Recorded Test a ®

Welcome

This wizard will allow you to configure the new MUnit test based
on the recorded flow execution. Once the name of the file and
test have been set here, you can move to the next page to set up
the test.

Learn maore

File name: | helloworld-suite.xml | -
Test name: I helloworldFlow-test I
< Back Next > Cancel

Figure 11.27 — New Recorded Test Welcome screen

In Figure 11.27, we have given the default values for the test suite’s filename and test name,
but we can change it to any name as per our naming convention. Upon clicking Next, the
Configure Test dialog box appears.
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Conflgure Test

The flow from your Mube application 5 displayed in the Flow Outine panel. Select o processor and spply test aclions it
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secarding 16 the configuratian beiaw,

B antrivutes
bk = ot

Figure 11.28 - New Recorded Test Configure Test
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It shows the name of the Mule application and its flow steps. The Set input and assert output
section shows the input and output captured and recorded during an earlier run from Postman.
The Flow Input tab captures the input received through attributes and the payload. As we have
sent the request as a get method, we don’t have any input payloads in the Flow Input section.

Flow Input Flow Output

Set: B Payload B Attributes
"listenerPath": "/hello"
"localAddress": "/127.0.0.1:8081"
"relativePath": "/hello"
"uriParams":
“rawRequestUri": "/hello"
"rawRequestPath": "/hello”
"remoteAddress": "/127.0.0.1:62626"
“requestPath": "/hello"

Figure 11.29 - Flow Input

We can use these as test suite input. Now, let us see what information is available in the Flow
Output tab.

The Flow Output tab captures the output (Attributes and Payload) received after the execution
of the Mule application.

Flow Input Flow Output

Assert:

v @ Payload: Object
@ "message": "Hello World"
v [] Attributes:
> [] "headers":

"clientCertificate": null
"method": "GET"
"scheme": "http"

"queryParams":

Mo _ssm_*m_uwsi_ _li_u

Figure 11.30 - Flow Output

We can use these output values for validation in our test suite.
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5.  Click the Next button on the New Recorded Test | Configure Test screen (see Figure 11.28).

6. Click Finish on the Test Summary screen (see Figure 11.31) to complete the test suite creation
using the Mule Test Recorder:

B siew Recorded Test

Test Summary

Here's & summary of the test that will be automatically generated for vour project

Behavior

Al the precondtions to be 8t belore exscuting the 183t logic

O setpvent Flon. helioworldFlow

Execution

Testing logic which il wait for all processes 10 finish before running the validations.
&) Fiow Rel Flow: hetiowsrldFiow

Validation

The validations for the results of the execution,

@ nssentionis) Flony; helloworldFlow

Figure 11.31 - New Recorded Test Test Summary

Now our test suite is created successfully with all the supported test suite . xm1 and . dw1 files.

The test suite has three steps: Behavior, Execution, and Validation.

The Behavior step sets the inputs that we captured earlier using the MUnit Test Recorder. This input
data will be taken from the set -event-attributes.dwl and set-event-payload.dwl
files, as shown in Figure 11.32.

set-event-attributes.dwl and set-event-payload.dwl have all the attributes data
and payload data, respectively. As it is a get method, the set -event -payload. dwl file will be
empty. If it were a post method, then it would have input data in JSON or XML or any other format
captured in a . dwl file.
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Figure 11.32 - MUnit test suite Behavior

The Execution step calls the flow and passes all the values received from the behavior step.

The Validation step compares the Mule application output against the captured output that is
available in the recorded file (assert expression payload.dwl).
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Figure 11.33 - Recorded output payload



Summary

If validation fails, then the Validation step in the test suite will throw an error with the The
payload does not match message.
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Figure 11.34 — MUnit test suite Validation

With this, we have understood how to record input and output in a Mule application and use those
captured inputs and outputs in our tests using Mule Test Recorder.

Summary

In this chapter, we had a look at the basics of testing and the various types of testing tools that are available.

We created a Mule application using a . jar file, tried to create a test case using the MUnit framework,
and carried out tests using MUnit.

We also saw how MUnit Test Recorder helps to create test cases automatically.

On completing this chapter, you expanded your knowledge of how to test a Mule application using
the MUnit testing framework and I am sure that you are now confident enough to test your own
Mule application.

In the next chapter, Chapter 12, we'll explore how to integrate with Salesforce using the Salesforce connector.
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Assignment

Try the following assignments to explore more on MUnit:

Download the Examples asset (Testing APIKit with MUnit and Unit Testing with MUnit - Tutorial)
from Anypoint Exchange in Anypoint Platform (https://anypoint .mulesoft.com/
exchange/), import it into Studio, and practice MUnit testing with this asset

Explore different MUnit Tools operations that are available in your test cases

Explore the limitations of MUnit

Questions

Take a moment to answer the following questions to serve as a recap of what you just learned in
this chapter:

1.  What are the different tools available for load/performance testing?

2. What is MUnit?

3.  What is the MUnit Test Recorder?

4. When would we use Mock When operations in MUnit Tools?

5.  What are Sleep operations in MUnit Tools?

6. In which path are MUnit test cases stored?

Answers

1. There are many tools available in the market for load/performance testing. Some examples
include JMeter, SoapUI, LoadRunner, and Gatling.

2. MUnit is a unit testing framework to test a Mule application.

3. MUnit Test Recorder is a tool to record inputs and outputs in a flow. It also creates automated
test suites and those captured inputs and outputs can be used for your tests.

4. Mock When is used to mock the data when the flow calls the external system. When unit
testing, we cannot expect the external system to be available for our tests. Instead of calling
the external system, we must mock the data to continue our testing. To achieve this, we need
to use Mock When MUnit Tools operations.

5. Sleep operations help to create a delay during a test. For example, during test execution, to
wait 10 seconds before proceeding with the next step, we can use a Sleep operation. Here, 10
is the time value and seconds is the time unit, which are configurable in the Sleep operation.

6. MUnit test cases are stored in /src/test/munit/ under the Mule application package.


https://anypoint.mulesoft.com/exchange/
https://anypoint.mulesoft.com/exchange/

Part 3:
Integration with Salesforce
and Other connectors

Part 3 covers integrating with Salesforce and explores various MuleSoft connectors, certification paths,
interview tips, Al, and automation.

By the end of this part, you will be familiar with integrating with Salesforce and using different
connectors. You will also explore MuleSoft accelerators and templates for streamlined integrations.

Additionally, we will delve into Al and automation with MuleSoft and review MuleSoft API integrations
with Agentforce.

After completing all the chapters, you will have a solid understanding to pass the fundamental
certification exams, excel in interviews, and work confidently on MuleSoft-based projects.

This part includes the following chapters:

o Chapter 12, MuleSoft Integration with Salesforce
o Chapter 13, MuleSoft Connectors and Use Cases

Chapter 14, MuleSoft Best Practices, Tips, and Tricks

Chapter 15, Certification and Interview Tips
o Chapter 16, AI and Automations with MuleSoft
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with Salesforce

In the previous chapter, we learned how to test your Mule application. We also studied several testing
tools and a few testing mechanisms and explored MUnit and how to create an MUnit test suite. In
addition, we explored the MUnit test recorder, which automates and eases the creation of test case jobs.

Testing is an integral part of an application development life cycle, hence it’s important to understand
the fundamentals of testing your Mule applications.

In this chapter, we'll mainly focus on integrating your third-party applications and Salesforce with the
help of MuleSoft. We will study the different connectors and accelerators to speed up your integration.
You will gain insights on how to unlock the data from silos and speed up your integration using the
out-of-the-box connectors and accelerators. We will learn how to leverage External services and
import Mule APIs into Salesforce.

Apart from the basics, we'll focus on some of the Salesforce capabilities with MuleSoft. As a Salesforce
developer/architect, this chapter will help you to integrate Salesforce and MuleSoft. It'll also help you
explore all the capabilities of integrating MuleSoft with Salesforce.
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Here’s what you can expect to cover in this chapter:

o Exploring Salesforce connectors

 Discovering accelerators and templates for Salesforce

o Getting started with External Services

o Exploring MuleSoft’s integration capabilities with Salesforce

o Quiz and practice

Technical requirements
We'll need the following for working with this chapter:

» Anypoint Studio installation (see Chapter 3, for Studio installation guidance)
o An Anypoint Platform account (see Chapter 2, to create a 30-day free trial account)

o Sign up for a Salesforce Developer trial account: https://developer.salesforce.
com/signup

Exploring Salesforce connectors

Ever since the acquisition of MuleSoft by Salesforce in 2018, there has been a major advancement
in terms of Integrating MuleSoft and Salesforce. Several connectors and templates are offered to the
users that help to ease Salesforce and MuleSoft integration. This also helps us to unlock data present
in silos and benefits in retrieving, transforming, and analyzing the data. We can pair MuleSoft with
several Salesforce Clouds and components such as Data Cloud, Tableau, Slack, Einstein Analytics,
Service Cloud, Sales Cloud, and so on. This enables us to solve complex transformations. We can also
receive Platform Events and publish Platform Event messages with Salesforce Connector. This helps
us to stream API events.

Let us understand the different types of Salesforce connectors and how to use them.
Connectors, by far, are the most used and easiest means of integrating Salesforce with MuleSoft.

Let’s have a look at the connectors in the Mule Palette, which are confined mainly to Salesforce
integration. By default, you will have the Salesforce Connector module available in your Mule Palette,
which will help you perform operations on your Salesforce APIs (see Figure 12.1).
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= Mule Palette

i, salesforce
Search in palette: All Project Featured
&= Salesforce® &5 Abort job

&> Salesforce® &8 Abort job bulk apiv 2
&> Salesforce® & Abort query job bulk apiv 2
&> Balesforce* 5§ Batch info

&> Salesforce> & Batch info list

& Salesforece> & Batch result

&> Salesforce* & Batch result stream
&> Salesforce® & Change own password
&> Salesforce® & Close job

&> Salesforce* & Convert lead

&> Salesforce> &5 Create

&> Salesforce> & Create batch

& Salesforce® & Create batch for query
& Salesforce> & Create batch stream
£ Salesforce® & Create job

&> Salesforce® & Create job bulk apiv 2
&> Salesforce> & Create metadata

&= Salesforce® & Create query job bulk api v 2
&> Salesforce> & Delete

Figure 12.1 - Salesforce connectors in Mule palette

To use these connectors, drag and drop the suitable connector in your Mule flow. These connectors
are most commonly used for retrieving data from Salesforce or sending updates to Salesforce objects.
Hover over these connectors to learn more about their functionality. We have seen different Salesforce
connectors in the Mule palette. Let’s understand how to configure a Salesforce connector.

( N
Note:

To ensure smooth integration, verify that the MuleSoft connector version aligns with the
Salesforce API version being used. You can learn more about out the latest versions of Salesforce
connectors on MuleSoft Documentation page:https://docs.mulesoft.com/
salesforce-connector/latest/ on Anypoint Exchange.
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Configuring a Salesforce connector

Let’s configure one of these connectors from the Salesforce Connector module. The configuration
for all the Salesforce connectors is similar. Let’s follow these simple steps to configure a Salesforce
connector in Anypoint Studio:

Note

In order to use these connectors, you need access to a Salesforce Developer account.
You will also require valid credentials, a connected app, a security token, and an
authentication/authorization token.

1. Choose any connector as per your requirements. We will select the Get user info connector
from the Salesforce connector module. Drag and drop the connector in your Mule flow (see
Figure 12.2).

% *salesforce-mulesoft-demo = B = mule Palette

Q
4 Search in Exchange.
) Add Modules

- LEsLU EleuaiE
&> Describe sobject
& Find duplicates

Favorites . .
 salesforce-mulesoft-de; o & Find duplicates by ids
e W Core > ¥
& Get all jobs bulk api v 2
@nrTP )
& & & Get all query jobs bulk api v 2
- ObjectStore
L & Get delated
&> Salesforce
Cativi £ Get job state bulk api v 2
bl 4 Salesforce Analytics .
. & Get query job info bulk api v 2
¥ Error handling © Sockets
& Get query job results bulk api v 2
&> Get server timestamp
& Get updated objects
Invoks t method
@ Message Flow Global Elements Configuration XML ik agie rést matho
& Invoke apex soap method
& Getuserinfo Bl Console [21 Problems
@ Attribute 'config-ref' is required
General
Display Name: Get user info
Advanced
Error Mapping Basic Settings
Metadata Connector configuration: =
Notes
Help

Figure 12.2 — Choosing a Salesforce connector
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2. Click on the + symbol as shown in Figure 12.2. Fill in the Username, Password, Security
token, and Authorization URL fields (see Figure 12.3). Test your connection and click OK.

@0 e Global Element Properties
Salesforce Config

General Apex Advanced MNotes Help

Name: Salesforce_Config

Connection Basic Authentication 5

General Connection Pool Config Security Advanced

Username: f_r mulesoftbook@packt.com
Password: 000 P 0000020 Q Show password
Security token: fx 62CgzMeBWeGILUyMBRanPEFSNu

Authorization URL:  fxx |

® o] o [

Figure 12.3 — Configuring the Salesforce connector

Note

You can extract the configuration details from your Salesforce Developer account. Before moving
ahead with integrations, it is advisable to test connection to check potential connectivity issues.
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3. Once you've entered all the credentials, click Test Connection... and OK (see Figure 12.4).

Global Element Properties

Salesforce Config

General Apex Advanced Notes Help

Mame: Salesforce_Config
Connection Basic Authentication ~

General Connection Pool Config Security Advanced

Test connection

ve o Test connection successful

Pas ard
Se(

oK
Aul
@ Test Connection... Cancel QK
Figure 12.4 — Salesforce connector configured successfully
Note:

If you're facing any errors while adding a new connector, check the Salesforce and MuleSoft
version compatibility.

4.  Now complete the flow by adding HTTP Listener (as the event source), Transform Message
(to convert payload to JSON), and Logger (to log the payload).

5.  Now run the Mule project: Right-click on the project and choose Run As| Mule Application.

Once you see the status as Deployed, trigger the application from Postman or any web browser
and you should see the response as User info from the Salesforce account (see Figure 12.5).
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Figure 12.5 — User info from the Salesforce Developer account
We have now understood how to configure a default Salesforce connector. Try other connectors in
the palette to get more hands-on experience with Salesforce connectors.
In the next section, we will learn how to add a Salesforce connector explicitly to match your particular

use case.

Adding a Salesforce connector

In this section, we'll learn how to add a Salesforce connector to your Mule palette.

Apart from the default Salesforce connectors, you can also add connectors specific to your use case.
These connectors will help you integrate with specific Salesforce components or tools.

In order to add these connectors to your Mule palette, follow these steps:

1. Click on the Search in Exchange option in your Mule palette.

2. Login to your MuleSoft Anypoint Platform account and add your account if you haven't already.
3. Search Salesforce or any specific service for which you want to use the connector.

4. Select the connector you want to add to your Mule palette.
5

Click on the Add button. You can add and remove multiple connectors.
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6. Once done finalizing the connectors you wish to add to the Mule Palette, click on the Finish

button (see Figure 12.6).

) Mule Palette

Q

G Search in Exchangs..

Add Modules

Favoriles

Core
CHuTTR

& Sockets
Add Dependencies to Project

Search for dependencies in Exchange to add them to the project

Username  muledev2 (2] Add Accot
Q salesforce [~}
Available modules Selected modules
Name Publisher Name Version
Salesforce COP Connectc MuleSoft Salesforce CDP Co.. 1.1.0
Salesforce Marketing Clo MuleSoft Salesforce Marketi... 1.0.0

Salesforce Marketing Clol MulaSaft
Salesforce Einstein Analy MuleSoft
Salesforce Connector - MMuleSoft
Salesforce B2C Commerc MuleSoft I:
Salesforce Composite Co MuleSoft
Accelerator Salesforce Pr MuleSoft
FINS Salesforce Insuranc: MuleSoft
FINS Salesforce Insuranc: MuleSoft
RCG Salesforce Marketing MuleSoft
MFG Salesforce Products MuleSoft
Accelerator Salesforce M. MuleSoft
FINS Salesforce Custome MuleSoft
Accelerator Salesforce Ci. MuleSoft
Opan kxchange Preference Page

Figure 12.6 — Adding Salesforce connectors to the Mule palette

We have now understood how to add a Salesforce connector explicitly to the Mule palette. Let us now

review the list of connectors that are available in MuleSoft’s Anypoint Exchange:

« Salesforce Connector

« Salesforce Data Cloud Connector

« Salesforce Pu/Sub API Connector

« Salesforce Commerce Cloud Connector
« Salesforce Composite Connector

« Salesforce Einstein Analytics Connector
 Salesforce Marketing Cloud Connector

« Salesforce Marketing Cloud Connector

©) Logger

& Listener

@) Request {

l::;} Transform Message (¢
&3 Sat Payload

@? Flow Reference

Choice



Exploring Salesforce connectors

o Salesforce B2C Commerce Cloud Data Connector

¢ Commerce Cloud B2C Shop Connector

And there will be a few more added to the list in the future. Similarly, there are connectors available
to integrate Slack and Tableau with MuleSoft.

Salesforce has added Data Cloud connectors that will help you integrate external APIs, and end-systems
with Data Cloud (see Figure 12.7). You can access and learn more about all the Salesforce connectors

on Anypoint Exchange.

(B Bulk - Close { Abort Job
(&) Bulk - Create Job

(&) Bulk - Delete Job

(@ Bulk - Get Job

(&) Bulk - Upload Job Data
() Data Action Webhook
@ Insights - Get Insights
@ Insights - Get Metadata
(&) Insights - List Metadata
(&) Profile - Get Metadata
(B Profile - List Metadata
@ Profile - Search Records

@ Profile - Search Records By Id

@ Profile - Search Records With Child Records

@ Profile - Search Records With Insight

@ Query
@ Query v2

@ Query v2 - Gul Nuxl Balch
(E) Streaming - Delete Objects
@ Streaming - Insert Objects

Figure 12.7 - Data Cloud Connectors in Mule

We have now learned about different types of Salesforce connectors and how to add Salesforce
connectors. Connectors are primarily used to get started with integration and to build integration.

Accelerators and Templates further help developers understand the use cases, different domains, and

integration patterns.

In the upcoming section, let’s learn about MuleSoft accelerators and templates that are available for

Salesforce integration with MuleSoft.
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Discovering accelerators and templates for Salesforce

Accelerators and templates helps developers with API Specifications, Implementation templates,
architectural diagrams, use-cases and more much time. They give developers a gist of how their final
integration would turn out. In this section, we’ll mainly learn about accelerators and templates for
Salesforce. We will also understand how to leverage these templates for easy integrations.

Getting started with accelerators

As the name suggests, accelerators are ready-to-use and predefined use cases with end-to-end
implementation. They provide you with detailed use cases, low-level and high-level designs, API
specifications, implementations, documentation, and so on. Accelerators speed up integration time.
They also exemplify what an actual integration use case would look like.

You can access these accelerators from Anypoint Exchange. One such instance, where a developer
wants to automate customer service workflow with Service Cloud, they can refer MuleSoft Accelerator
for Salesforce Service Cloud (see Figure 12.8): https://www.mulesoft .com/exchange/
org.mule.examples/mulesoft-accelerator-for-salesforce-service-cloud/
minor/1.5/pages/home/

Note:

Please ensure that you read the documentation before using the contents of accelerators.

Thie assot is 8 camponant o MulaSalt Accalarators far Saletfores Clauds

The goal of MusSalt Accelorator for Salestarce Se
Credar history trigger actians in other reigvan

& lJira

Figure 12.8 — MuleSoft Accelerator for Salesforce Service Cloud
You should review all the use cases in Anypoint Exchange mentioned on the MuleSoft page to get a

fair understanding of accelerators. In order to get hands-on, you can download and import the use
cases in Anypoint Studio.
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Discovering accelerators and templates for Salesforce

We have learned about accelerators in MuleSoft and their functionality. Now let’s deep dive into
templates and learn how to use them.

Exploring templates

MuleSoft provides out-of-the-box templates available on Anypoint Exchange such as Flow Designer
template, Database to Salesforce Contact Migration template, and so on. Templates are pre-built
integrations that provide you with a skeleton for your integration. They are readily available
implementations. Templates can be considered a subset of accelerators as the latter has a lot more to offer.

You can download these templates, configure them, and get started without having to build the
integration from scratch.

Note:

Please check the compatibility of templates with specific Mule runtime versions. You can learn
more about the latest updates on MuleSoft Release Notes here: https://docs.mulesoft.
com/release-notes/

Let’s now learn how to access and configure templates with simple steps:

1. In order to access templates, go to MuleSoft’s Anypoint Exchange, then go to the Provided
by MuleSoft tab and select Templates. You can find all the templates on Anypoint Exchange
(see Figure 12.9).
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1
W' say hello to riew search features in Exchange. Try the new search @ | %
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ik :

20 results: | Save this search ]

SHMANA Cloud to Salesfarce Product Netlfication System APt | Grmail and Workday and ServiceNow Empioyes
Show mare Megation Twisa Implementstion Template Aggregation
Mol Capaninmion kel Crganiia MideSi Grganizacen
Wy pphications
. tgts 00 wenkik [ D 00 wsska B O 000 sk Temslats
Public portal 5
Semings
Salesfaree to Databa: AP Gateway Sample WSDL Proxy AP! Gateway Sample REST Proxy

Try thve e seacch Broad

Muletalr Crpanasian Mukeaft Deganiarce

Figure 12.9 — Templates provided by MuleSoft
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If you have a particular use case, then you can search for a specific template. For instance, if you want
to integrate NetSuite with Salesforce, you can simply search for NetSuite to Salesforce and

you’'ll get a list of templates available (see Figure 12.10).
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Figure 12.10 — NetSuite to Salesforce templates

Out of all these templates, you can review them, go through the information documented, and choose
the template that is relatable to your use case.

1. Once you've chosen the template, click Download. A . jar file will be downloaded (see

Figure 12.11).

#1 Packt Publication

Exchange

& Bacl

O Salesforce to NetSuite Opportunity - Sales Order Broadcast
Figure 12.11 - Reviewing and downloading the template

2. After downloading the . jar file, import the file into Anypoint Studio (see Figure 12.12).

Go to File | Import and click Packaged mule application(.jar), then navigate to the file

directory and click Finish.
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@ @ Mule Import from Deployable Archive

Import Mule Project

Import a Mule project from a deployable archive.

Project
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Figure 12.12 - Importing a .jar file into Anypoint Studio

3. Once the file is imported into Anypoint Studio, review all the files, flows, configurations, and
so on (see Figure 12.13). You can make changes to the flow and the transformation logic as
per your requirements.
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Figure 12.13 - Reviewing the template in Anypoint Studio
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4. You can navigate to the . properties file in the src/main/resources folder and

configure your end systems — NetSuite and Salesforce, in this case (see Figure 12.14).
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Figure 12.14 - Connector credentials in the properties file

Before importing and using the accelerators and templates, ensure that you're reviewing files, flows, and
configurations to ensure the template meets specific project requirements. We have now successfully
reviewed and added the template to Anypoint Studio.

Note

The configuration of accelerators and templates implementation-wise is similar.

Let’s now review a few advantages of accelerators and templates:

As they consist of pre-built implementations, it reduces development time as you don’t have

to build everything from scratch.

If you're new to MuleSoft, you can use them as a reference if you're not already aware of the
best practices and coding standards.
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o You can focus more on the transformation logic and building new integrations.
o You can reuse, extend, and customize them as per your needs.

We have now learned and understood how to utilize accelerators and templates efficiently to simplify
our integrations and reduce our development time.

In the next section, we will learn how to seamlessly integrate MuleSoft APIs with your Salesforce org
without writing a single line of code with the help of External Services.

Getting Started with External Services

You can leverage the capabilities of Salesforce External Services to connect your Salesforce org with any
external APL. In this section, we will mainly focus on connecting your Salesforce org with a Mule APL

If you’ve already published your MuleSoft API in Anypoint Exchange or other any other external
platform, you can import them as External Services on the Salesforce Platform. Once you import
your Mule or non-Mule API as external services, you can see a list of all the methods, and input and
output parameters. These are your MuleSoft actions. You don’t have to generate a separate schema
or any mapping as your API is built with OAS specifications.

Let us now learn what are the prerequisites that need to be taken care before building a Mule API
ready for consumption.

Exploring the Prerequisites for Mule API

We need to ensure that our MuleSoft API is ready for consumption. There are a few things that we
need to keep in mind:

o You need to build an API with OAS or RAML Specification (OAS is preferred for smooth
Salesforce integrations)

« Publish your API to Anypoint Exchange to make it discoverable

« Ensure your Mule App is HTTPS-enabled

Let us now learn how to set up External services and import MuleSoft APIs.

Once your Mule API is ready and your Mule application is deployed, you need to create a named
credential for your application. This will contain your credentials and the URL of your API. For this
example, we've used a basic non-authenticated named credential, but make sure to use next-generation
secure named credentials for production implementations.

1. Log into your Salesforce org. Go to Named Credentials from Setup and click Create New Legacy

2. Addthe API Endpoint URL of your application and fill in the relevant details (see Figure 12.15).
You can find this information in the Runtime Manager for MuleSoft API deployed on CloudHub.
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New Named Credential

Specify the callout endpoint's URL and the authentication settings that are required for Salesforce to make callouts to the remote system.

)

Didn't find what you're looking for?
Try using Global Search.

H

el LT —
e [ AP |

URL Hrmps:Mmusicbox-qs-api-az.isja.smys-s.uu-azdouﬂhm.io ‘l
i

e —
ity T
Authentication Protocol [ No Authentication v

+ Callout Options

Generate Authorization Header
Allow Merge Fields In HTTP Header )

Allow Merge Fields In HTTP Body 7]

Outbound Netwark Connaction \:l@!]

==

Figure 12.15: Setting up Named Credentials

3. Go to External Services from Setup and click on Add an External Service (see Figure 12.16).

i3 Setup  Home  Object Manager -

Add en Extarmal Service

ETUR.

o £
i) External Services

Q Extemal Services

v Integrations. B % AT -
External Services Total Registratians Active Operations Total Oparations Ativa Obiects Total Objects
0 used ot 150 Oused ot 1,250 0usad of 16,000 0used of 1,250 0 used of 10,000

Dide fing what you'e looking for2
Try using Giobal Saarch.
External Services

You don't have any External Services.

Add an Extornal Sarvics

Figure 12.16: Adding an External Service

Further, go ahead and select Reroute to MuleSoft Services UI option to set up external services.

Click Confirm (see Figure 12.17).

4.
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SETUP > EXTERMAL SERVICES

Add an External Service

Select an APl source

Connect to a service for use in Salesforce Flow,
Einstein Bots, and elsewhere.

’ From API Specification

Use MuleSoft Services to create an external service

Reroute to MuleSoft Services Ul

Import your MuleSoft APIs for use in Salesforce
Flow, Einstein Bots, Apex, and elsewhere.

Figure 12.17: Reroute to MuleSoft Services Ul

5. Loginto Anypoint Platform account and grant access to authorize APIs published on Anypoint
Exchange (see Figure 12.18).

Note

Please select the US region if you're using Anypoint Platform’s trial account.

SETUP

MuleSoft Services

I S
Signin Credentials
Sign in to MuleSoft Anypoint Platform to import APls

Sign in to MuleSaft Anypoint Platform to manually import APis published to Anypaint Exchange.
For information about Anypoint Platform licenses, go to MuleSoft Anypaint Platform Pricing.

MuleSoft Connections m

Configure a connection with MuleSoft. This connection to assets to Salesforce,
creating the entities necessary to invoke those assets.
s in Salesforce Help.

Learn about Managing MuleSoft Cone

MuleSoft Services

onems )

Bring your MuleSoft services into Salesforce

Browse and import MuleSoft services that are published to Anypoint Exchange. When you import a service, select which service operations the org can access. Then you can creste an invocable action for esch operation.

Figure 12.18: Logging into your MuleSoft services
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6. Click on Import to bring your MuleSoft services into Salesforce (see Figure 12.19).

MuleSoft Services

0 ftems.

Bring your MuleSoft services into Salesforce

Browse and import MuleSoft services that are published to Anypoint Exchange. When you import a service, select which service operations the org can access. Then you can create an invocable action for each aperation.

Figure 12.19: Importing external services

7. You will now see a list of all Mule APIs that you can import. Select all the MuleSoft APIs that
you want to import (see Figure 12.20). Here, we will select musicbox-sys-api

Import Service

Select a MuleSoft Service

MuleSoft API Q Search this fist...
Name Version Description
musichox-sys-api 2,00

o

Figure 12.20: Select MuleSoft APl as an External Service

8. Enter the external service details like Name and Description and choose Named Credential
that we've just created (see Figure 12.21).

Import Service
Import Service

Set Service Details

Name Description

| MusicBoxsysaP! | [ MuieSoft musicoon-sys-api 200
“Named Credentisl @

‘ MusicBOX_API |

uRL O

= o °

Figure 12.21: Set External Service details
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9. Select the API operations that you want to import. Click Finish (see Figure 12.22).

Import Service
Select Operations to Import

Selected items are available for use in Salesforce,

Showing 7 available operations, 7 selected

o

tion N:

] Input Parameters Output Parameters Callback Parameters
") Retrieve allthe songs ' 200, responseCods, default '

7] Retrive all the podcasts default, respanseCode, 200

| Retrive all the artists 200, responseCode, default

~] Change the artist's name artisiName default, responseCode, 200

| Retrive all the genres responseCode, 200, default

] Add anew collection body 200, responseCode, default

] Retrive the list of all collection artistName respanseCode, default, 200

@ [+] Finish

Figure 12.22: MuleSoft APl operations

You can now see the MuleSoft API imported as an External service (see Figure 12.23).

MuleSoft Services Import

1item - Sorted by MuleSoft Service Name |e
MuleSoft Service Name | Description Active Actions Total Actions | Active Objacts Total Objects Crodentials Actions
MusicBoxSysAP| MuleSoft musicbox-sys-api ... 7 7 0 0 MusicBox_AR| Z

Figure 12.23: APl imported as an External Service

Salesforce automatically creates Apex classes that contain invocable methods to use your MuleSoft actions.

You can further invoke MuleSoft Actions with Flows and Apex class and create an action with
Agentforce. You can learn more about Agentforce here: https://www.salesforce.com/
agentforce/

Let us now take a look into MuleSoft’s other integration capabilities with Salesforce.

Exploring MuleSoft’s integration capabilities with Salesforce

We have previously studied connectors, accelerators, templates, and so on to integrate with Salesforce.
These are the most commonly used mechanisms. Let’s now explore other integration capabilities such
as Bulk APIs, Platform events, and so on, that can be leveraged with MuleSoft and Salesforce.
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The Bulk API

In order to process voluminous data efficiently, you can make use of the Bulk API v2.

You can perform operations such as create, get, delete queries, and so on using the MuleSoft connectors
for the Bulk API v2 (see Figure 12.24). This helps you to easily integrate Salesforce objects and process
large volumes of records asynchronously. You can process these records in one go and thus optimize
your integration. For instance, if we want to retrieve and process the personal details of all customers,
we can use the Create job bulk api v 2 connector from the Mule Palette.

= Mule Palette

{HQ bulk api @ ) Clear

Search in palatt-rftll Project Featured

&= Salesforcer &2 Abort job bulk apiv 2

&» Salesforce* & Abort query job bulk apiv 2
&> Salesforce* & Create job bulk apiv 2

&= Salesforce® & Create query job bulk apiv 2
&» Salesforce* & Delete job bulk apiv 2

&> Salesforce* & Delete query job bulk apiv 2
&> Salesforce* & Get all jobs bulk apiv 2

&» Salesforce® & Get all query jobs bulk apiv 2
&= Salesforce* & Get job state bulk apiv 2

&» Salesforce® & Get query job info bulk apiv 2
&» Salesforce* & Get guery job results bulk apiv 2

Figure 12.24 - Bulk APl v2 connectors

We have now learned about the Bulk API. Let’s explore more about CDC events.

CDC events

Change Data Capture events (CDC events) are used to keep external end systems in sync. As the
name suggests, they keep track of event changes and hence are useful in real-time integration such as
real-time synchronization between different end systems.

With the help of MuleSoft and Salesforce, you can publish an event change in a Salesforce object.
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We can use the MuleSoft connector from the Salesforce module Replay channel listener (see
Figure 12.25). In this case, we can use the publish-subscribe pattern. We can subscribe to the event
published by the Salesforce object to capture the data change. For instance, in the case of the Order
Management system, as soon as the status changes from Processing to Shipped, the customer should
receive communication via email and SMS. This change should be reflected across all end systems
involved. In such situations, using CDC would be appropriate to keep all the end systems in sync.

Note:

Please ensure that a high availability and failover mechanisms in CDC implementations would
highlight enterprise-grade best practices.

Mule Palette
I ~ - o —
(S ropin] ()
Search in palette: Al Project Featured

&> Salesforce> & Replay channel listener
&> Salesforce* §& Replay topic listener

Figure 12.25 - Replay channel listener

By using this pattern, we can avoid polling and hence optimize the integration by confining it to
change events.

We have now studied CDC events. Let’s learn more about the data analytics tools.

Data analytics tools

Data analytics and visualization tools such as Salesforce Analytics, Salesforce Einstein Analytics,
and Tableau can be easily integrated with MuleSoft. These tools help us to get real-time results with
customized dashboards and visual reports.

We can extract, transform, and process data from several end systems and perform transformation
logic. Further, we can send such processed data to analytics tools with the help of connectors present
in the Mule Palette. Analytical tools will help us to portray the information in the form of metrics,
charts, reports, customized dashboards, and so on.

For instance, if we have our data residing in several end systems such as NetSuite, Salesforce, and
several other legacy end systems, we can transform this data and send it to Einstein Analytics. Further,
we can create a customized dashboard to study the data and generate leads for our marketing team.

We have now understood several out-of-the-box integration capabilities of MuleSoft. In order to
further understand them and get hands-on experience, review and try out these connectors.

395



396

MuleSoft Integration with Salesforce

Summary

In this chapter, we have learned about Salesforce integration with MuleSoft. We have studied different
approaches to tackle integration such as the use of connectors, accelerators, and templates. We have
learned about Salesforce External Services and how to import MuleSoft APIs as actions with Salesforce.
We have also studied other integration capabilities such as connecting with a topic listener, the Bulk
API, CDC events, and so on.

Learning about various integration techniques with Salesforce will help you to choose the best
integration approach.

In the next chapter, we'll learn more about commonly used MuleSoft connectors such as file-based
modules, SOAP connectors, VM queues, and so on. We will also understand some industry-based
use cases and how to optimize integrations. In order to ace industry-based integration challenges, it’s
essential to learn about frequently used connectors and some best practices.

Assignments
1. Download the Salesforce accelerator, review it, and import the implementation into Anypoint
Studio. Go through the Integration logic and best practices.

2. Integrate Salesforce’s Einstein Analytics with MuleSoft using the connector available in the
Mule palette.

3. Try out the Bulk API v2 connectors and process data using Salesforce and MuleSoft.

Questions

1.  What are the details you need to know before configuring Salesforce with MuleSoft?
2. What are templates and accelerators?

3.  What is the purpose of using MuleSoft Composer?

Answers
1.  We need to be aware of the username, password, security token, authorization token (if
authorization is enabled), and valid access.

2. Templates consist of built-in implementation code and accelerators consist of end-to-end use
cases, API specifications, and implementation code.

3. It helps to build no-code integrations inside the Salesforce ecosystem.
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In the previous chapter, we learned how to build and deploy a Mule application using a Salesforce
connector. We know that a connector is a resource that helps connect different systems. In general,
each system will have its own way to connect. For example, to connect SAP, we need to use the tRFC
protocol. Similarly, while connecting to databases (such as Oracle, MSSQL, and MySQL), we need to
use the JDBC protocol. In order to simplify the connectivity across different systems, MuleSoft provides
connectors. So, we need not worry about underlying protocols or methods used to connect different
systems. Using these connectors, we can simply configure the connection details, such as the system
hostname and URL, username and password, and other required details to connect different systems.

There are many connectors in MuleSoft that can talk to different systems, databases, software as a
service (SaaS) applications, cloud infrastructure services, and protocols.

In this chapter, let us explore the different connectors available to connect different systems.

After reading this chapter, youll come away with knowledge of the following topics:

o TFile-based modules - File Connector, File Transfer Protocol (FTP) Connector, and Secure
File Transfer Protocol (SFTP) Connector

o Database connector and watermarking
o Web Service Consumer Connector (SOAP)
o Messaging - Virtual Machine (VM) Connector and JMS Connector

o MuleSoft accelerators
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Technical requirements

The prerequisites for this chapter are as follows:

The supported file (Math.wsdl) used in this chapter is available on GitHub in the Chapter13
folder: https://github.com/PacktPublishing/MuleSoft-for-Salesforce-
Developers-Second-Edition

Gotohttps://www.postman.com/downloads to download and install Postman

Introducing connectors

Connectors are stored in Exchange, which is an online catalog that stores all the reusable assets, such
as APIs, connectors, templates, and examples. To learn more about Exchange, refer to Chapter 5.

Connectors are divided into the following four categories:

Select: There are 167 connectors available in Mule 3 and Mule 4 under this category. MuleSoft
provides standard support for these types of connectors. They are available to anyone who
has a subscription to Anypoint Platform. Some examples are Salesforce Connector and
Workday Connector.

Premium: There are 34 connectors available in Mule 3 and Mule 4 under this category. MuleSoft
provides standard support for these types of connectors. They are available to licensed users
only. Some examples are AS2 Connector and SAP Connector.

MuleSoft-certified: There are 96 connectors available in Mule 3 and Mule 4 under this category.
These types of connectors are developed by MuleSoft partners and reviewed and certified by
MuleSoft. In order to get support for these types of connectors, the customer has to contact the
partner who created the connector. Some examples are AS400 Connector and SMB Connector.

Community: There are 37 connectors available in Mule 3 and Mule 4 under this category. These
types of connectors are developed by community developers and reviewed and certified by
MuleSoft. If any issues arise, MuleSoft professional services can be engaged or the customer can
reach out to the developer who developed the connectors. Some examples are Slack Connector,
Twitter Connector, and PayPal Connector.

Some of these connectors are as follows:

File Connector, FTP Connector, and SFTP Connector
Database Connector
Web Service Consumer Connector

VM Connector and JMS Connector


https://github.com/PacktPublishing/MuleSoft-for-Salesforce-Developers-Second-Edition
https://github.com/PacktPublishing/MuleSoft-for-Salesforce-Developers-Second-Edition
https://www.postman.com/downloads
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e SAP Connector

o Salesforce Connector
¢ AWS Connector

o Workday Connector
o Apache Connector

e LDAP Connector

o HDFS Connector

« MQTT Connector

o Object Store Connector

If we need to connect different systems, then we need to download the appropriate connector from
Exchange in Anypoint Studio.

A list of all the connectors is available in Exchange (Exchange | All assets | Provided by MuleSoft).

I Packs Publication 7

W Sy hello 1o e search featuies b Exthange Thie e 35 B %

Assets provided by MuleSoft

Figure 13.1 — Connectors

In Figure 13.1, we can see the Connectors asset type selected to list the connectors that are available
in Exchange. Similarly, we can choose other asset types, such as templates, examples, policies, REST
APIs, SOAP APIs, and API spec fragments, to see the list of available assets in Exchange, which are
contributed by MuleSoft, MuleSoft partners, and community developers.
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We can check the category of connectors from Exchange by searching for the category level, for
example, category:"level" = "Premium".

Let us start exploring some of the connectors now. To begin with, we will see file-related connectors.

Exploring File Connector, FTP Connector, and SFTP
Connector

File Connector, FTP Connector, and SFTP Connector are related to file processing.

Using file-related connectors, we can read and process files from one location to another, as well as
create directories and lists and copy, move, rename, and delete files. Additionally, we can also fetch
files using specific file patterns.

For example, if we need to find a file that starts with purchase, then we can use the purchase*
file naming pattern in the connector configuration.

In order to handle or process files, we have three types of connectors in MuleSoft. They are as follows:

« File Connector: This processes the files from the same system where the Mule application
is running.

o FTP Connector: This helps to connect to the FTP server. Using this connector, we can get the
files from the FTP server for processing and also send the files to the FTP server folder path.

o SFTP Connector: Similar to FTP Connector, this connector helps to connect to the SFTP server
in a secure way. Using this connector, we can get the files from the SFTP server for processing
and also send the files to the SFTP server folder path.

Let’s see each connector in more detail.

File Connector

File Connector provides the capabilities to process files either from the same system or which are
mounted/shared to that system. Let’s see the different operations that are available in File Connector.

File operations

In order to perform a specific action in a file, we will use operations. We have similar operations
available in FTP Connector and SFTP Connector.

These operations are as follows:

o On New or Updated File: This triggers a Mule flow whenever a file is created or modified.

o Copy: This copies a file from one directory to another.
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o Create directory: This creates a directory.
o Delete: This deletes a file from the mentioned path.

o List: This lists all the files from the specific directory based on a file-matching pattern. If we set
the Recursive property to t rue, then it lists all the files from the subfolders as well.

o Move: This moves a file from one directory to another.

« Read: This reads a file from a specific path and returns file content as a payload, as well as file-
related information in the attributes. It sets the MIME type from the file extension. If we need
to override it to different MIME types (such as application/json,application/xml,
or application/csv), then we can set it from the Properties section.

« Rename: This renames a file.

o Write: This writes file content to the specific path. We can create a new file to write the file
content, overwrite file content in the existing file, or append the file content to an existing file
using the Write Mode option.

File attributes

Whenever we receive a file for processing in a Mule application, we can get all metadata of a particular
file from the Attributes section of the Mule event. It includes the file creation time, filename, last
modified time, full path of the filename, size of the file, and other information related to the file. Let
us look at the following screenshot to get a clear idea:
~ (2] attributes = (LocalFileAttributes) LocalFileAttributes(creationTime =2024-08-28T0531:19.392602, directory =false lastAccess
[€] DEFAULT_PATH - (WindawsPathi \default\path

@ AmediaType  */*

&| creationTime alDateTime] 2024-08-28T05:31:19.392602
@ directory  false

1e=2024-08-28T05:31:19,61268

@ fileName “mySample json”
[E] tastAccessTime  [LocalDateTime) 2024-08-28T05:31:15.612886
[€] tastMadifiedTime wealDateTime] 2024-08-28T05:31:19.596883
@ path  “Chdemo\input\mySample json”
@ regularile - true
@ serialVersionUID  3249780732227598
@ size 66
@ symbolicLink - false

@ correlationld - "cadfdBb0-64bb-11ef-9717-ca348¢38¢931°

~ [€] payload {

@ *mediaType text/json; charset=UTF-8

@ rootld - "ca9fd8b0-64bb-11ef-9717-ca348e38c931

@ vars - (Map) size =0

Figure 13.2 - File attributes

As shown in Figure 13.2, we can see the metadata of file information and use these attributes in the
Mule application.
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With this, we have understood the different file operations and attributes. Let’s see how to use the On
New or Updated File operation in a Mule application.

Creating a Mule application with File Connector

In this section, we will see how to create a Mule application with File Connector. Mainly, we are going
to explore the On New or Updated File operation in this exercise.

We are going to add On New or Updated File as a source, which will help pick up the file whenever
it arrives in the input folder. After completing all the steps in the Mule application, it will move the
file to the output folder.

Let’s follow these steps to create a Mule application with File Connector:

1. In Anypoint Studio, go to the File menu, click New, and select Mule Project. Provide the
project name as FileConnectorDemo and leave the remaining settings as is, then click
the Finish button.

2. Drag and drop the File module from Add Modules to the Mule palette.

3. Dragand drop On New or Updated File from the Mule palette onto the canvas.
= " =5
¥ *fileconnectordemo = Mule Palette
AP Search in palette Clear £¥
¥ fileconnectordemoFlow m Search in Exchange... @Copy
(1} CS Add Modules @ Create directory
Favorites @ Delete
W Core @ List
On New (;r Updated [D @ Move
File HTTP iE;On New or Updated
¥ Error handling o Seeket @Read
@ Rename
@Wrﬁte

(X] Message Flow

Figure 13.3 - File Connector - On New or Updated File

As shown in Figure 13.3, On New or Updated File gets added to the source section of the flow.
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4. Create the demo folder in C: \ and inside it, create two more folders with the names input

and output.

5. Add the connector configuration to On New or Updated File. In the connector configuration,
select the checkbox for Connection and provide the working directory as C: \ demo, then

click OK.
! Global Element Properties

File Config

Default configuration

General Advanced Notes

Name: o ‘F[te_Conﬁg

General Advanced

Help

Working Directory: ’F D

Figure 13.4 - File Connector - configuration

In Figure 13.4, we have selected the demo folder as a working directory. Similarly, we can use
any directory from the filesystem to process the files. For example, in the Linux system, we will
specify the path in the /Users/myFolder format.
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6. Provide C:\demo\input as the directory name (Directory) and C: \demo\output for
Move to directory. Frequency should be set to 10 and Time unit should be set to SECONDS.

® On New or Updated File Elconsole 5] Problems

C) There are no errors,

MIME Type Display Name;  On Mew or Updated File
Redelivery Basic Settings
Connector configuration:  File_Config gp z
Advanced
General
Metadata
Directory: Chdemoiinput D
Motes i
B Recursive
Help Matcher Mone
Watermark mode: DISABLED (Default)
Time between size check
Time between size check unit:  -- Empty --
Scheduling Strategy fFixed Frequency
Frequency, 10
Start delay: 0
Time unit:  SECONDS
Post processing action
Auto delete: True
Move to directory: [fx ]
Rename to: |j,'\'

Apply post action when failed:  True (Default

Figure 13.5 - File Connector — General

We have set the configuration to poll the files every 10 seconds by setting Fixed Frequency
for Scheduling Strategy (refer to Figure 13.5). This means our Mule application monitors the
files every 10 seconds and whenever a file arrives, it picks up the file and provides it to the next
steps in the same application. Once the entire flow is complete, it deletes the file from the source
folder (input) based on the Auto delete configuration and moves the file to the output folder.

7. Add a Logger step after On New or Updated File. Set the Message value to payload in
expression mode.
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8.

Place any sample file in the input folder.

] J > ThisPC > LocalDisk(C) > demo > input

0 @] = ] T sort = View -
, E mySample.json ® +
) Jifi
Name Date modified Type File Edit o
BE mysamplejson 8/28/2024 5:31 AM JSON File ]

“firstName"; "Arul ChristhuRaqj",

"lastName”; "Alphonse”

| 1
Figure 13.6 - File Connector - input file

In this example, we have placed the . j son file, as shown in Figure 13.6. However, we can use
any format of file (. xml, . txt, or .csv).

Run the project from the canvas.

¥ fileconnectordemoFlow

®-6

On New or Updated Logger
File
Message Flow
c-:) Mule Properties | Bl Console {87 problems %5 Mule Debugger

fileconnectordemo [Mule Applications] [pid: 19180]

T T T Ty

* - - + DOMAIN + - - * — - 3 STATUS + — — ¥
R
* default * DEPLOYED *

B L LS

R Y
* - — + APPLICATION + - - * - — + DOMAIN + - -

P o TS S P (P G S P S P S R I T P ST Sy

* fileconnectordemo * default
O T O S O R S S T G S R G A S

INFO 2024-08-28 06:14:58,846 [[MuleRuntime].uber.02:

[fileconnectordemo] .uberforg.mule.runtinme.module.extension. internal.runtime. sour
$17:48% Rlbled2f3] [processor: ; event: | org.mule.runtime.module.extension.inte
Message source 'listener' on flow 'fileconnectordemoFlow' successfully started
INFO 2024-08-28 06:14:58,987 [[MuleRuntime].uber.02: [fileconnectordemo].fileco
fileconnectordemoFlow/processors/0; event: cc2cbdél-6d4cl-llef-ad73-ca348e38c931]
Jmule, runtime,core.internal processor, LoggerMessageProcessor: |

"firstName": "Arul ChristhuRaj",
"lastName": “"Alphonse"

}

Figure 13.7 - File Connector - run project
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When the application is deployed, the file gets picked up and received by the Mule application.
Then, it calls the Logger step to print the payload content in the console, as shown in Figure 13.7.

10. Go tothe C: /demo/output folder. We can see the mySample . j son file, which has been
moved from the input folder as a part of the postprocessing action.

& CJ > ThisPC > LocalDisk(C) > demo > output

Ia; N sort ~ = View ~
O Name Date modified Type Size

| G mySample.json 8/28/2024 5:31 AM JSON File 1 KB

Figure 13.8 - File Connector — output path

11. Check the C: /demo/input folder. We will not find the file in the input folder as it got
deleted due to us setting Auto delete to true.

In this example, we processed only one file for our testing. Try to place a few more files in the
input folder at the same time and see the results in the console. We will be able to see all the
files processed in the output folder.

Try to explore other operations from File Connector, such as Copy, Create directory, Delete, List,
Move, Read, Rename, and Write.

We can also set a watermark of the timestamp of when the file was created or last modified. It helps
to filter the file after the execution of the last poll. With this, we have understood how to process files
using File Connector. Let us explore FTP Connector now.

FTP Connector

FTP Connector is similar to File Connector. In File Connector, we process the files from the local
system or mounted filesystem, but in FTP Connector, we will process the files from the FTP server
using the FTP protocol. This connector is useful when we need to process files from another server.

FTP Connector has operations such as On New or Updated File, Copy, Create directory, Delete,
List, Move, Read, Rename, and Write.

Let us see the details required to configure FTP Connector. It requires the FTP hostname, port (the
default port is 21), username, password, and working directory from where we pick up the files.
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. Global Element Properties

FTP Config

Default configuration

General Advanced Notes Help

Contextual Help Documentation |

Name: | FTP_Config

Connection
General Advanced
IWorkfng Directory: ]fx A ‘ I
Transfer mode: fx BINARY (Default) v
Passive: True (Default) ~

Enable Remote Verification:  True (Default) -~

Connection

Host: ’ﬁT o
Port: lf? 21
Username: ’_ﬁT

Password: 8 show password

@ Test Connection... Cancel

Figure 13.9 — FTP Connector configuration

In addition to FTP server configuration details, we can configure the file-matching pattern, watermarking,

scheduling strategy (Fixed or Cron), and postprocessing actions, such as Auto delete, Move to
directory, and Rename to.

We can trigger a flow based on On New or Updated File, HTTP Listener, and Scheduler. In that
flow, we can use different operations to process the files from the FTP server. To process the files
from the FTPS (FTP over SSL/TLS) server, we can use another connector called FTPS Connector.

With this, we have understood how to configure FTP Connector. Let us explore SFTP Connector now.
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SFTP Connector

SETP Connector helps process files from the SFTP server.

Similar to FTP Connector, we can trigger a flow based on On New or Updated File, HTTP Listener,
and Scheduler. We can use different operations to process the files from the SFTP server.

Let us see the details required to configure SFTP Connector. It requires the SFTP hostname, port
(the default port is 22), username, password, identity file, passphrase, and working directory from

where we pick up the files.

SFTP Config

Default configuration

General Advanced Notes Help

Mame:  SFTP_Config

Connection

General Advanced

Working Directory: !f:\'

Preferred authentication methods None
] o

Known hosts file: !}.\‘

Sftp proxy config None

Connection

Host: f\_ 192.168.10.142

Port: oz

Username: f\' tester

Password: sesevnee Show password

Identity file: )T\

Passphrase: Show password
@) Test Connection... QK Cancel

Figure 13.10 - SFTP Connector configuration

This is how we configure SFTP Connector to process the files from the SFTP server.

With this, we have completed exploring different file-related connectors, such as File Connector, FTP

Connector, and SFTP Connector, to process files.

Let us get familiar with how to connect a database using Database Connector in order to retrieve

records from the database table.
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Understanding Database Connector and watermarking

Database Connector provides the capabilities to connect any relational databases, such as Oracle,
MSSQL, MySQL, and Derby.

In this section, let us try connecting an Oracle database. In this demo, let’s select a specific record
from the employee Oracle database table and filter specific employee information based on the ID
column in the table:

1. Create a Mule application project with the name databaseconnectordemo.

2. Add HTTP Listener to the canvas and provide the default configuration with port 8081 and
the path value as /dbdemo.

3. Dragand drop Database connector to the Mule palette.
4. Dragand drop the Select operation to the canvas after HT'TP Listener.

5. In Select, add the database connection configuration and provide the connection name as
Oracle Connection. Download the required . jar file (https://www.oracle.
com/sg/database/technologies/appdev/jdbc-downloads.html) for the
specific database version and browse for it in Required Libraries. Once it is downloaded, it
shows a green tick mark. Now, fill in the database connection details, such as the hostname,
port, username, password, and instance name.

o databaseconnectordema

Global Configuration Elements

Type B Globat Element Properties
@HTT? Listener config
Ol}atamse Config Database Config

Drefault configuration

Goweral  Advanced  Nofes Help

Mame:  Database_Config

Global Eerments | connectign Oracie Connection

£ Mule Progerties =]

Ganeral TS Trarsactions Advanced
Required Libranes
| € Oracle IDEC Driver (com n pany b0 1))
Cannection
Host: f\ localhost
Port: f\ 1521
User. f\ cibdemouser
Passward ssssssan
Instance: f\ orcl

Service name. | fX

Figure 13.11 - Database Connector configuration
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In Required Libraries, we have uploaded ojdbcs8 . jar, which is related to the Oracle database,
as shown in Figure 13.11. For other databases, we have to upload the respective . jar files. We
have mentioned the instance name as orc1l, which is the database name.

6. Inthe Select properties, provide the SQL query details for employee with the where condition.
The value that we need to pass through the where condition should be passed in the Input
Parameters section. Finally, it returns the output as application/java.

Display Name: Select

Basic Settings

Connector configuration: ~ Database_Config v dp
Query

SQL Query Text:

select * from employee where ID = :myID

Input Parameters: ’E { :"‘tl:I

1=
2 "myID": "1@34"
31}

Figure 13.12 — Database Connector - select properties

In this SQL query, we get all the field values from the table using an asterisk (*) symbol, as
shown in Figure 13.12. If we need a specific field value, then we can mention that column name
in the query instead of (*).

7. Dragand drop Transform Message after Select.

8. In order to convert the Java output to JSON, provide the output value as application/
j son along with the payload.

Output Payload ¥ Sy #

Figure 13.13 — Database Connector — Transform Message
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9. From the canvas, click on Run project.

10. Once the project is deployed, send a request from the Postman application to trigger the

Mule application.
wr send -
Params Authorization Headers (6) Body Pre-request Script Tests Settings Cookies

Query Params

KEY VALUE DESCRIPTION eeo Bulk Edit

Body Cookies Headers (3] Test Resuits f;'.‘ ns 2068 Save Response v

JSON v e

"1834",
"DEPARTMENT": "IT"

3 "NAME": "ArulChristhuraj”,
5

Figure 13.14 - Database Connector - select response
Once the application receives the request, it executes the select query and retrieves the result set
that has the value 1034 for the ID column field in the database table, as shown in Figure 13.14.
With this, we have understood how to use a Select SQL query in a Select operation.

Other than Select, we can also use the Insert, Update, Delete, OnTableRow, Query single, Execute
script, Execute DDL, Stored procedure, Bulk insert, Bulk update, and Bulk delete operations in
Database Connector to execute a different query in a database table.

Watermarking

Database Connector provides an out-of-the-box watermarking feature in the On Table Row operation.
We can configure a watermark column in the On Table Row properties. A watermark stores the
latest processed record ID and, based on that, fetches the remaining records from the table. In this way,
whenever there is synchronization between the table and the system, we can fetch only the records
that are yet to be processed.

With this, we have learned how to use Database Connector to fetch the records from the database table.

Let us begin to explore Web Service Consumer Connector.
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Configuring Web Service Consumer Connector

Web Service Consumer Connector is a connector that helps to call a SOAP-based web service using

the Consume operation.

Let us see the configuration details that are required in the Consume operation. We mainly need a
Web Service Definition Language (WSDL) file. This is the specification file containing SOAP web
service details, such as the endpoint, request, and response structure, and a list of all its operations.

In this example, we will call a SOAP-based web service that is running on the same machine. But in

real time, we will call the actual web service URL to perform a specific operation.

Let us see the steps involved in calling the SOAP web service:

1. Create an HTTP listener with /soapdemo to trigger the Mule application.

2. Dragand drop the Consume operation from Web Service Consumer Connector.

3. Inthe Consume properties, provide the WSDL location and click the refresh icon in Service.
It loads the remaining information of Service, Port, and Address from the WSDL specification
file. Now, click OK.

. Global Element Properties

Web Service Consumer Config

Default configuration

General

Mame:

Connection

General

Soap version;

Mtom enabled:

Encoding:
Connection

Wsdl location:

Service

Port:

Address:

Figure 13.15 — Web Service Consume Connector — configuration

In Figure 13.15, we have provided the HTTP URL path of the WSDL file. However, we can also

Advanced

Security

e

Motes

Transport

Help

‘Web_Service_Consumer_Config

Advanced

SOAP11 (Default)

False (Default)

F httpi//localhost:5555/ws/TestPackage. ws:Math?WSDL
[fx  TestPackagewsMath

f\ TestPackage_ws_Math_Port

J ARt/ host docker.internal: 5555, ws TestPackage.ws:

Math/TestPackage_ws_Math_Poi

provide the local system path of the WSDL file:
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Sample WSDL (Math.wsdl):

<?xml version="1.0" encoding="UTF-8"?>

<wsdl:definitions name="Math" targetNamespace="http://host.
docker.internal/TestPackage.ws:Math" xmlns:wsdl="http://schemas.
xmlsoap.org/wsdl/" xmlns:soapjms="http://www.w3.0rg/2010/
soapjms/" xmlns:mime="http://schemas.xmlsoap.org/wsdl/mime/"
xmlns:tns="http://host.docker.internal/TestPackage.ws:Math"
xmlns:xsd="http://www.w3.0rg/2001/XMLSchema" xmlns:http="http://
schemas.xmlsoap.org/wsdl/http/" xmlns:soapl2="http://schemas.
xmlsoap.org/wsdl/soapl2/" xmlns:soap="http://schemas.xmlsoap.
org/wsdl/soap/" xmlns:soapenc="http://schemas.xmlsoap.org/soap/
encoding/">

<wsdl:types>

<xsd:schema targetNamespace="http://host.docker.internal/
TestPackage.ws:Math" xmlns:tns="http://host.docker.internal/
TestPackage.ws:Math" xmlns:xsd="http://www.w3.0rg/2001/
XMLSchema" >

<xsd:element name="addTwoNos" type="tns:addTwoNos"/>

4. Click the refresh icon next to Operation and it will list all the operations available in the WSDL
specification, as shown in Figure 13.16:

' soapwsdema
|
Listener Consume

Massage Flow

@ consume Bl console (£ Problems 35 Mute Dedugger

O There are no errors.

Advanied Display Name: Consume

Errar Mapping Basic Settings

Connector configuration: Web_Service_Consumer_Config -- _J;J z‘
Metadats
Nt General

i S skt

operation: | |y ENRTAN R

Help laddTwohos
Message
Body: | fe 1 pay - ong
2 *
Headers: Jx

Figure 13.16 — Web Service Consumer Connector - consume properties
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As shown in Figure 13.16, we have two operations: addTwoNos and multiplyTwoNos.

5. Choose multiplyTwoNos for Operation.

Now, we have to map the required input (number1 and number2) for the multiplyTwoNos
operation. Hence, we need the Transform Message component to map the input fields.

6. Add the Transform Message component before the Consume operation.

i’ soapwsdemo

Listenar | Transform Me“.sge Consume

Message Flow

@ Transform Message B Consale £/ Problems $i5 Mute Debugger

P inplt P ouitput

= e —— =
= Mule Paiette
£ Search in palette
9 Scorchin Exchange.. | @Consume
() Bdel Modhules
Favorites
o Core
(= Bled
© sockets
3 Web Senice Consumer

W=

s Paload v = gt 8 LI pre

~ 1 1 = miultiphyTwoMos :
f;l number1 :
:&. numberd ;0

v XrnbemultiplyTwaNos>

18%dw 2.8
output application/xml
ns

=, gueryParams.numberl as String,
s, gueryParams.number? as String

Figure 13.17 — Web Service Consumer Connector — Transform Message

In Figure 13.17, we have mapped the number1 and number?2 fields from the query parameters.

7. From the canvas, click Run project.
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8.  Once the DEPLOYED message is displayed in the console, send the request from Postman to
our Mule endpoint.

GET ~  locaihost:BO81/soapdemotnumberl=T13&numberZ=3 “

Farams @ Authorization He s (6) Body Pre-request Script Tests Settings Cookies
KEY VALUE DESCRIPTION wo Bulk Edit
number 13
number? 3
Body Cookies Headers({3) TestResults @ 2000K 125ms 36BE  Save Response -
Pretty Raw Praview Visualize XML~ = [} )
1 o
2 body:

<ser-root:multiplyTweNosResponse xmlns:ser-root="http://host.docker.internal/TestPackage.ws!Math"” xmlns:xsi="http://
wiw. w3 .org/ 2881 /XMLSchema-instance™

4 l <output>»33</output> I

5  ¢/ser-root:multipiyTwoNosResponses,
& headers: [],

7 attachments: []

¥ 3

Figure 13.18 — Postman - send request

In Figure 13.18, look at the URL; there are two query parameters, such as number1 and
number2. We have provided numberl and number?2 values as 13 and 3, respectively. As
these inputs are passed to the multiplyTwoNos SOAP web service operation, it multiplies
these numbers and responds with the value in the output field.

In this integration, the Consume operation calls the SOAP endpoint, which is also running
on the same machine in order to calculate and provide the required response. In real-time use
cases, we will be calling the SOAP web service running on different servers.

With this, we have understood how to call the SOAP-based web service using Web Service
Consumer Connector.

Let us now explore VM Connector and JMS Connector, which provide us with the capabilities to
publish and subscribe to a message.
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Publishing and subscribing using VM Connector
VM Connector helps us exchange messages in intra- and inter-app communication using queues:

o Intra-app communication: Exchanging messages from one flow to another within the same
application using queues

« Inter-app communication: Exchanging messages from one application to another using queues
We have two types of queues:

 Persistent queues: This is the more reliable type of queue, where data gets persisted or retained
even though the application crashes/restarts. This is slower than transient queues.

o Transient queues: This is the more volatile type of queue, where data will not be persisted or
retained if the application crashes/restarts. This type of queue is faster than persistent queues.

The following are some benefits of VM Connector:

o It distributes messages across the cluster to provide load-balancing capabilities

« It queues messages to process incoming data in an asynchronous manner

Operations

There are four operations available in VM Connector that help to exchange the data or messages using
the point-to-point and publish-subscribe patterns:

o Publish: It publishes data to the queue.

o Consume: It consumes all the data from the queue. This is useful when we need to schedule
the interface to pull all the messages from the queue.

o Listener: It listens to the queue and immediately picks it for processing.

o Publish consume: It publishes the message and waits for the response from the subscribing flow.

Let’s move on to see how to publish and listen to a message asynchronously using VM Connector.
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Publishing and listening to a message

In this example, let us publish a message to the queue and subscribe to the same message using a listener:

1.

Create a new Mule application project called vimconnectordemo with the flow name
publishFlow, then add HTTP Listener with a default port of 8081 and provide the path
as /publish.

Drag and drop VM Connector from Add Module onto the Mule palette.
Drag and drop Publish onto the canvas.

In Publish, add the connector configuration, click Queues, and change it to Edit inline, then
provide a queue name of mytestqueue and set the queue type to PERSISTENT.

Click Finish and then the OK button.

VM Config

Default configuration

General Advanced MNotes Help

Mame: VM _Config

Connection
]
Advanced
Connection
General
Queues B
Queues |Edit inline
Queue
XK %K
Queue name
@ vmiqueue Queue
Queue name; mytestqueus
send correlation id: | fx  AUT| Queue type: g PERSISTENT
@ Max outstanding messages: :f:l' Q
\
L

=

Figure 13.19 - VM Connector - configuration
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6. In the Publish properties, click the refresh icon to get the queue name.

Advanced Display Name: Publish

Error Mapping Basic Settings

Metadata Connector configuration: VM _Config v da P
Notes General

Help Content: ’f_.t 1 paylead . .

Send correlation id: [ Sx o |auways
Correlation id: Jx

queue

Timeout: ’F 5

Timeout unit: ’F SECONDS (Default)

Figure 13.20 - VM Connector — queue name

With this, the publishFlow configuration is complete. This helps us publish the message
to the queue, mytestqueue.

¥ publishFlow

0=

Listener Publish

5
<

P Error handling

Figure 13.21 — VM Connector — publishFlow
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Let’s create another flow to subscribe to the message from the queue, which is published
from publishFlow.

Create another flow, with the name subscribeFlow, then add Listener and Logger with
a message of payload.

¥ subscribeFlow

@_;

Listener Logger

o

® Error handling

Message Flow

e Logger El console 6_ Problems %N

@ There are no errors.

Display Name: Logger

Metadata
Notes Generic
w—
Message: | fx
Help
Level: INFO (Default)
Categary:

Figure 13.22 - VM Connector - subscribeFlow

In the VM Listener config (see Figure 13.22), we need not specify any configuration as it gets
auto-populated based on the VM configuration that we mentioned earlier in publishFlow.

With this, the subscribeFlow configuration is complete and helps to subscribe/listen to
the messages from the queue, mytestqueue.

Now the configurations of both flows are complete. Let us move on to test the application
from Postman.

Go to the canvas and select Run Project.
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9. Once deployed successfully, send the request from Postman to our Mule application
endpoint, http://localhost:8081/publish.

POST VI localhost:8081/publish ]

Params Authorization Headers (8) Body @ Pre-request Script [ests Settings Cookies

none form-data K-www-form-urlencoded @ raw pinary GraphQL JSON Beautify

1 |

"message” : "sample message to verify publish"

b T

WwoR

Body Cookies Headers (3) Test Resulls

1788  Save Response

Pretty Raw Preview Visualize JSON v = o Q
1 g !
2 "message"”: “sample message to verify publish"

3 ¥ I

Figure 13.23 - VM Connector - testing from Postman
In Figure 13.23, we have specified a sample JSON message in the request body before sending
the request.
10. Go to Anypoint Studio and check the console.
X% RMEBE&HAB-5-71

3 Mt Properties i#) Probiems %7 Mule Debugger

vmeonnectordema [Mule Applications]

INFO  2822-05-29 19:24:16,456 [Wrapperiistener_start_runner] org.eclipse.jetty.server AbstractConnector: Started Serverconnector@?@de7as{HTTR/Z
INFO  2822-95-29 19:24:16,458 [Wrapperiistener_start_runner] org.mule.runtime.core.internal.logging.logutil:

B T e e T e

= - = + DOMAIN + - - * - - & 5TATUS + - - *
L T e T P P P P Y
* default * DEPLOVED »
ArEEAsARERARRRE RS . sane sErasans ek

T L T LT T

. = = 4 APPLICATICH + - - % = = + DOMATIN + - - ¥ - o= #STATUS 4 = = *
B L P T PP T T e sannninn ehnsnnny e
* vmconnectordenmo * default * DEPLOYED *

A AR R R R R AR AR AR AR SRR AR R R RN R AR AR AR AR AR AR AR A RS A R A RSN,

WARN 2622-85-29 19:24:16,464 [[MuleRuntime].uber.@6:
WARM 2822-85-29 19:24:16,488 [[MuleRuntime] uber.@3:

[vmconnectordema] . uberflorg.mule . runtime.module. extension. internal.runtime.source Extensic

[veconnectordena] . ube: .mule.runtine . module. extension. internal . runtime. source Extensic
Lumconnectordens ]l subscribeFlow|CPU LITE @ ] [processor: subscribeFlow/processors,

: “sample meszage to verify publis

Figure 13.24 - VM Connector - Console

Here, we can see subscribeFlow logging the payload that we have sent from Postman, as
shown in Figure 13.24.
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With this, we have understood that when we send a message to a Mule application, the HTTP
listener in the application receives it. Then, the application publishes the message to the queue
using the Publish operation. Now, the message is published and is available for the consumer
to subscribe to the message. After this, the VM listener subscribes to the message from the
queue and logs the payload in the console using Logger.

This is how VM Connector works in MuleSoft. Let us move on to JMS Connector now.

Exploring JMS Connector

JMS Connector provides capabilities to connect, publish, and subscribe from queues and topics.

It supports the following two models for messaging:

o Point-to-point queues: For one-to-one communication. Here, the sender sends the messages
to the queue that is specified. The receiver/subscriber subscribes to the messages from the
same queue. This message pattern is carried out asynchronously. Even though the subscriber
is disconnected from the queue, it will still be able to subscribe to the message from the queue
once connected.

« Publish and subscribe topics: For one-to-many communication. Here, the sender sends the
message to the topic. Multiple subscribers can subscribe to the same message from the topic.
Each subscriber will receive a copy of the message.

If the subscriber is enabled with a durable subscription, it will not lose the message even though
the subscriber is not connected. The subscriber can consume the message once the connectivity
to the topic is re-established.

There are a few JMS providers available that can connect using JMS Connector. Some are as follows:

o ActiveMQ: This is an open source JMS provider from Apache
« WebSphere MQ: This is a messaging platform from IBM

o Solace MQ: This is a messaging middleware from Solace that supports all forms of publish
and subscribe patterns

o WebLogic JMS: This is a messaging system that supports JMS from Oracle
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Operations
There are six operations in JMS Connector that help to exchange the data/message:

o Publish: This publishes the message to the queue or topic

o Consume: This consumes all the messages from the queue or topic. This is useful when we
need to schedule the interface to pull all the messages from the queue or topic.

o On New Message: This listens to the queue or topic and immediately picks it when it arrives
for processing.

 Publish consume: This publishes the message to the queue or topic and waits for the response
from the subscribing flow.

o Ack: This acknowledges the message while consuming it.

o Recover session: This automatically redelivers all the consumed messages that had not been
acknowledged earlier before the recovery session.

o 'The following screenshot shows a list of operations of JMS Connector:

= O
= Mule Palette
P Search in palette [ Clear ‘ﬂ'
{34) search in Exchange... ACk
() Add Modules Consume
Favorites On New Message
% core Publish
HTTP Publish consume
Recover session
Sockets
|

Figure 13.25 — JMS Connector — operations

Now that we have explored all the operations of JMS Connector, let us learn how to configure
JMS Connector.

JMS Connector configuration

In order to connect to different JMS providers, we have to configure the required plugin, the plugin
version for that particular JMS provider, and also the JMS-related plugins. In addition to plugins,
we also have to configure the required repository and dependencies in pom.xml for that specific
JMS provider.
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Let us see how JMS Connector configuration looks for Solace MQ.

. Global Element Properties

JMS Config

Base configuration for JmsConnectar

General Consumer Producer Advanced Notes Help

Connection factory Edit inline

Connection factory jndi name: :f:\' fjms/cfidefault

Lookup destination: ;J‘:\' NEVER (Default)

Custom jndi name resalver |Simele jndi name resolver |

e
Context factory: '_,C\'

e
Indi initial factory: !fl' |1:om.sol.acesystems.jndi.Soiil‘-.IDiInitiaICr:mreanFacmfyI I

Indi provider properties v

Sl &
Key Value
(@ solace IMs VPN techlightning_broker_servi

Indi provider url: | _,C\' [tcps:H‘solace-cIoud-cl'rent:houlfnnls92vmt2kbkobr00bs4@mraksrhznbc1.messaging.solace.cIoud:SSMS I

"] Name resalver builder

Indi initial context factory: | fx

Indi provider url: ’f_

ler vs  Mohe

Connection

Usemname: |f:\' Eolace-cloud-client

® :_Tesl Co nnection..._! OK Cancel

Figure 13.26 — JMS Connector - configuration

In Figure 13.26, we have configured Connection factory jndi name, Jndi initial factory, jndi
provider properties, Jndi provider url, Username, and Password, in order to connect Solace MQ
via JMS Connector.

So far, we have seen the connector configuration for Solace MQ. To connect other JMS providers,
such as ActiveMQ, WebSphere MQ, and WebLogic JMS, we need to configure the connection
details accordingly.
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There are predefined templates available to speed up the development of a project. Let us learn more
about them.

Introducing MuleSoft accelerators

Accelerators are predesigned Mule applications, API specifications, and documentation that help speed
up the implementation life cycle of a project. These predesigned applications are stored in Exchange
as a template that can be downloaded as a . jar file in order to create a Mule application project.

When we develop an interface, we can take related templates from Exchange and customize them
based on the requirements to speed up the development.

There are different accelerators available in Exchange to support different use cases for different businesses.

Try to download the SAP ECC Products System API SAP accelerator from Exchange as a
. jar file and import it into Anypoint Studio.

It creates a Mule application with all the implementation details, as shown in Figure 13.27:

'mEl" ‘ = 7

[§ Package Expl... W implementation

[=R= ]
~ 84 accel-sapecc-products-sys-
v % sro/main/mule (Flows

W accel-sapecc-preduc

|
& globalxml
W implementation xmi — ——» SAP ——M8— S
W pingxmi
C

= src/main/java

(B sre/mainresources

(B sre/test/java

(# sre/test/resources

(2 sreftest/munit

& accelerator-common-co
> @ Accelerator SAP [v1.0.0]

W APIKit [v15.3]

@ HTTP [v15.25)

B, JRE System Library [1D%

& Mule Server 4.4.0 EE

& Munit [v2.3.4] @ 3 @ % SAP —mM8M8M — @ _ ‘
@ MUnit Tools [v2.3.4)

"5 SAP [v5.3.3]

Y

Figure 13.27 - Mule application created using SAP accelerator

Start of transaction Create Request Get Product Detail BAPI Debug log payload

¥ implementation_getProductsList

Once created, we can customize and configure SAP ECC server details to fetch the product details using
the Business Application Programming Interface (BAPI) from the SAP system. This is convenient,
avoiding the pain of starting from scratch.

Let us see how MuleSoft accelerators can provide benefits during the project’s implementation.
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Here are the benefits:

o Accelerated time to market: Pre-built assets minimize development effort, enabling
faster implementation

« Cost efficiency: Reduce resource overhead by leveraging ready-made templates and connectors

« Improved design alignment: Ensure that the integration solutions align with MuleSoft’s
architectural principles, promoting a robust and scalable ecosystem

o Enhanced innovation: Free up resources to focus on unique business needs rather than

reinventing the wheel for standard use cases

Try to explore other MuleSoft accelerators, such as for retail, insurance, healthcare, banking,
manufacturing, Salesforce, Coupa, SAP S/4HANA, Jira, ServiceNow, Slack, and PIM, from Exchange
and use them in a project.

Summary

In this chapter, we looked at the basics of connectors, connector categories, and different connectors
avaijlable in Exchange.

We have understood how File Connector, FTP Connector, and SFTP Connector help to process files
across the file system/servers. We learned how to use Database Connector to connect a database and
explored watermarking too. We used Web Service Consumer Connector to consume a SOAP-based
web service. We also went through VM Connector and JMS Connector to publish and consume a
message asynchronously.

Finally, we saw how accelerators help to reduce the work.
On completing this chapter, you have enough knowledge of difterent connectors to connect various systems.

In the next chapter, Chapter 14, we'll explore the best practices that we need to follow while designing
and developing MuleSoft integrations and APIs.

Questions

Take a moment to answer the following questions to serve as a recap of what you just learned in
this chapter:

1. How do you read the files from the SFTP server?

2. What is the use of watermarking in File Connector?

3. What connector do you use to call SOAP-based web services?

4

How do you process a message asynchronously in a Mule application?
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Answers
1.  We can use SFTP Connector and perform read operations to fetch files from the SFTP server
based on the configuration of SFTP Connector.

2. Tt helps to filter the file after the execution of the last poll based on the file created or the last-
modified date timestamp.

3. We can use Web Service Consumer Connector to call SOAP-based web services.

4. We can use VM Connector or JMS Connector to process a message asynchronously.
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MuleSoft Best Practices,
Tips, and Tricks

In the previous chapters of this book, we've learned different aspects of designing, developing, and
deploying Mule applications. We've learned about the different products found in the MuleSoft suite
and their purpose. We learned about Anypoint Platform, Anypoint Studio, Anypoint Code Builder,
Composer, and so on. However, there are still some best practices wed like to compile for you. This
way, you can take these into account when you’re working on your future applications.

In this chapter, we're going to cover the following main topics:

o Best practices

o Tipsand tricks

Let’s start by listing some of the best practices you can apply to your future projects.

MuleSoft best practices

These are a set of rules you don’t necessarily have to follow for your applications to work properly
but are a huge help to guide you through what you can do to make your projects better. We will list
different best practices ranging from design and development to some security and architecture tips.

As previously mentioned, you are not required to apply these rules to your projects or applications,
but they will help you to be more successful with your projects. Feel free to take the ones that apply
to you or modify some of them to better fit your needs. The purpose of this list is to help you build
your own best practices based on these.

Let’s start with some general best practices.
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General best practices

Here are some best practices that you can apply to your projects in general.

Add a health-check endpoint: Create a specific endpoint, such as /ping, to get the API’s
running status. This is helpful to monitor the API from an external tool if needed. You can
simply create a new endpoint using the HTTP Listener connector and return a short payload
that states this application is up. If the application is not available when you try to call it, it will
not return the OK payload. This way, you’ll know there’s something wrong with the deployed
application and you need to double-check it. You can also return more details, such as the name
of the host or the time it took to process the response, depending on what you want to see when
you send the request to this endpoint to ensure the status of the application.

You can also enable functional monitoring with the help of Anypoint Platform. Besides, you
can check the live status of all the Mule products and capabilities here: https://status.
salesforce.com/products/Mulesoft

Follow naming conventions: You can create a set of naming conventions with your team so
that APIs, files, flows, properties, and so on share the same standards and can be found more
easily. For example, if you're using an API-led connectivity approach, you can add eapi, papi,
or sapi to the name of the API in order to easily identify whether it's an Experience, Process,
or System API. It can be as simple as naming your project something such as pshopping or it
can be more complex if you have many APIs and want to be able to differentiate between them.

Create unit tests: Follow the best practice of creating unit tests in MUnit as part of the
development cycle. Each developer should be responsible for creating their own set of unit
tests to ensure their code works as expected in different scenarios. Of course, you can have a
specialized Quality Assurance (QA) team that can take care of other types of testing, such as
regression or performance, but developers are the ones that are closer to the code, so it should
be an expectation for them to create the unit tests for their specific code.

Create a CI/CD pipeline: Whenever the code is pushed to specific branches, a Continuous
Integration/Continuous Delivery (CI/CD) pipeline should be in place to release the new
code in the specified environment. For example, when pushing code to the dev branch, a new
deployment will be done to the dev environment. This should be created by the operations
team (or DevOps), but if your company doesn’t have the roles, then the responsibility can be
that of the developers or architects.

Create separate VPNs: It’s a best practice to create a separate VPN for non-production
environments (dev, QA, staging, and so on) and the production environment. This is added as
a security measure in case anything goes wrong with the non-production environments’ VPNs
so your production VPN is intact.
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Do not log sensitive data: In some cases, the information the API is handling is sensitive data,
for example, credit card or social security numbers. It is best not to log these fields for security
reasons. You can use other fields to log the information if you need, but make sure they don’t
contain sensitive data, for example, first name or gender.

Use standard logging and error handling: It’s best to use the same standard for all your APIs
as much as possible. When developers already know how the logging and error handling
works in the whole project, they won’t have an issue with working on a different API since the
standards are the same. This also helps to keep all logging as secure as possible by not logging
sensitive data or masking information. This helps to reduce development time and human error.

As you can see, the previous list was intended for projects or architectures in general. Let’s now go a
bit deeper and list some of the best practices that you can apply to your Mule projects - the ones you
create in Anypoint Studio to create Mule applications.

Mule projects best practices

When you start a new project in Anypoint Studio or Anypoint Code Builder in order to create a Mule
application, youre creating a Mule project. You have a pom. xm1 file, a main configuration file where
your flows will be, some Log4j configuration, and so on. We will now list some of the best practices
to create better Mule projects:

Separate global elements: For easy access, create a file called global . xm1 or whichever
naming convention your company has to keep all the global elements in this one file. This
will reduce development time when trying to find a specific element and it also serves to not
duplicate elements since they’re all listed in the same place. You can either create global elements
in this file directly or move global elements from other files into this one. For a step-by-step
guide, visit the following tutorial: https://developer.mulesoft.com/tutorials-
and-howtos/getting-started/global-elements-properties-files/.

Separate common flows: For easy access, create a file called common . xm1 or whichever
naming convention your company has to keep all the common flows, logic, or functionality in
one file. Same as the previous point, this will reduce development time when trying to find a
specific common component since they’re all located in the same place. When we say common,
we mean pieces of code (can be flows, sub-flows, or error-handling pieces) that are used in a
number of flows or files across the project. For example, if you have an authorization flow that
has to be used before calling an external API, you can consider this authorization flow a common
piece since it’s referenced by several other flows scattered across different configuration files.

Create a folder for each resource: Under src/main/resources, make sure you create a
separate folder for each type of resource to find them more easily, for example, dataweave,
wsdl, and examples. The same applies to the src/test /resources folder to keep your
testing files. This is especially useful in bigger projects because you can get lost in so many files.
But if you have the correct folders, following intuitive naming conventions, then it won’t be
that hard to find the files you need by navigating to these folders.
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Never hardcode data. Use properties instead: When you hardcode certain things in the
connectors, it’s harder to find and change them later, for example, credentials or URLs. When
you use properties to keep this information, there is a single place where the data can be changed.
It’s also better-looking in your repository at the time of reviewing a pull request. Instead of
having to go through the different configuration files, you can just review the properties files.

Separate properties files by environment: When you create properties files (either . properties
or .yaml), make sure you create a separate file per environment to change the values of the
properties depending on the environment the application is deployed in, for example, local.
properties,dev.properties, ga.properties,and prod.properties. You can
also separate the secured properties into different files and still separate them by environment,
for example, local . sec.properties or dev.secure.properties, depending
on your team’s naming conventions. To do this, you need to define a global property to know
which environment you're in. This property will change in each environment, which will tell
the Mule application to take one file over the other ones. Note that this also applies to . yaml
files if they are your preference over . properties files. For a step-by-step guide, visit the
following tutorial: https://developer.mulesoft.com/tutorials-and-howtos/
getting-started/global-elements-properties-files/.

Encrypt secured properties: Make sure the sensitive properties you add to your Mule
projects are securely encrypted . You can encrypt your properties using the Secure Properties
Tool from MuleSoft and the application will be able to decrypt them at runtime with the
Mule Secure Configuration Properties module, using the encryption key with which you
encrypted the properties in the first place. To learn more about this, visit the following
documentation page: https://docs.mulesoft.com/mule-runtime/latest/
secure-configuration-properties. For a step-by-step guide, visit the following
tutorial: https://developer.mulesoft.com/tutorials-and-howtos/
getting-started/how-to-secure-properties-before-deployment/.

Keep the encryption key separate: Never add the key you used to encrypt the properties (see
the previous point) in your Mule application. This can lead to hackers easily decrypting all your
properties. Instead, you can pass the key as an environment variable inside Run Configurations
section to run it locally and add it directly to the properties in Runtime Manager for each
environment in CloudHub. For a step-by-step guide, visit the following tutorial: https://
developer.mulesoft.com/tutorials-and-howtos/getting-started/
how-to-secure-properties-before-deployment/.

Hide your secured properties in Runtime Manager: Open your Mule applications mule-
artifact.json file and make sure you add the properties you want to hide to the
secureProperties field. This will mask the properties in Runtime Manager so no one can
see them from the UL It won’t make a change for your properties in your local machine, but it is
helpful from the UT’s perspective. For a step-by-step guide, visit the following tutorial: https://
developer.mulesoft.com/tutorials-and-howtos/getting-started/
how-to-secure-properties-before-deployment/.


https://developer.mulesoft.com/tutorials-and-howtos/getting-started/global-elements-properties-files/
https://developer.mulesoft.com/tutorials-and-howtos/getting-started/global-elements-properties-files/
https://docs.mulesoft.com/mule-runtime/latest/secure-configuration-properties
https://docs.mulesoft.com/mule-runtime/latest/secure-configuration-properties
https://developer.mulesoft.com/tutorials-and-howtos/getting-started/how-to-secure-properties-before-deployment/
https://developer.mulesoft.com/tutorials-and-howtos/getting-started/how-to-secure-properties-before-deployment/
https://developer.mulesoft.com/tutorials-and-howtos/getting-started/how-to-secure-properties-before-deployment/
https://developer.mulesoft.com/tutorials-and-howtos/getting-started/how-to-secure-properties-before-deployment/
https://developer.mulesoft.com/tutorials-and-howtos/getting-started/how-to-secure-properties-before-deployment/
https://developer.mulesoft.com/tutorials-and-howtos/getting-started/how-to-secure-properties-before-deployment/
https://developer.mulesoft.com/tutorials-and-howtos/getting-started/how-to-secure-properties-before-deployment/
https://developer.mulesoft.com/tutorials-and-howtos/getting-started/how-to-secure-properties-before-deployment/

MuleSoft best practices

o Externalize DataWeave scripts: When you use the Transform Message component in your Mule
applications, the DataWeave script is automatically added to the XML file (or configuration
file) where the component is located. It’s a best practice to keep an external . dwl file for your
script instead of embedding it in the XML file. For this, just click on the Edit button inside
your Transform Message component, select File (instead of Inline), add your folder name
and filename (for example, dataweave/myscript .dwl), and click OK. Your files will be
created under src/main/resources. If you have many Transform Message components
and you notice it’s hard to find the dwl files, it’s best you create more folders to separate the
script files by folder and find them more easily.

o Indent DataWeave scripts: In DataWeave, it’s not required to indent properly for the script to
work, but it’s a best practice to keep the indentation when needed. For example, if you open a
parenthesis and then create code on a new line, that new line should be indented to know it’s
inside the parentheses. The same thing applies to new lines inside a function or a variable even
though you might not have opening parentheses or curly brackets.

o Use data types in DataWeave: In DataWeave, it’s not required to assign data types; however,
your code will have better quality if you get used to doing this on a daily basis. You can assign
data types to variables, functions, parameters, and so on. This is also helpful to see the potential
errors you might have at runtime before even getting to that point. To learn more about this,
visit the documentation: https://docs.mulesoft.com/dataweave/latest/
dataweave-type-system.

o Create a Mule project template: Create a Mule project that can be used as a template with
the required structure, configurations, or dependencies. This way, the developers don’t have
to create a new project from scratch but they can use this template as a foundation to create a
new one with the needed structure already added.

o Use different workspaces: It’s good to keep different kinds of projects in different workspaces,
especially if you work with a lot of Mule projects. This is also helpful to save separate settings
in your workspaces, for example, personalize your own debug view or create a custom view.
It’s also worth noticing that cache is stored by workspace (at least in Anypoint Studio). We will
see why when we cover tips and tricks later in this chapter.

Now we have a better idea of what best practices are good to apply to your Mule projects. Some are
more critical because of security issues that may arise, while others just provide a more comfortable
solution to reduce development time.

Let’s now jump into some best practices when working in Anypoint Platform and the different products
we can find there.
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Anypoint Platform best practices

Anypoint Platform is where most of MuleSoft’s products are located. We start by designing APIs in
Design Center, we deploy Mule applications in Runtime Manager, we secure our APIs in API Manager,
and so on. Let’s list some of the best practices we should be using for some of these products:

Apply automated policies: In APT Manager, instead of applying policies to one API at a time,
you can apply automated policies that will be added to all the APIs you select. This helps to
reduce human error and keep a standard across all APIs.

Enhance Exchange’s documentation: When you publish a resource to Anypoint Exchange,
make sure you add clear descriptions, required images, and supported authentication in the
API documentation. This will be helpful for other people who want to use your API.

Define common API specification fragments: When creating the API specification in Design
Center, make sure you create fragments for the repeating blocks and reuse them across the
specification. This way, you don’t have to copy and paste the code every time you need it in a
different place, reducing time and human error.

Use common headers in the API specification: When creating the API specification in Design
Center, you can use common headers to include the correlation ID, transaction ID, and so on.
This way, similar information will be used across all APIs, which is helpful for the development
team. This will help to improve tracing and correlation across different APIs.

Use nouns for the API specification’s resources: When creating the API specification in Design
Center, make sure you use nouns instead of verbs for the names of the resources, for example,
/members instead of /getMembers. You can read more about best practices for your API
specifications in this article: https://developer.mulesoft.com/tutorials-and-
howtos/getting-started/best-practices-first-api-spec/.

Use versioning in the API’s URL: It’s a best practice to add the version number to the API’s
URL. There are different ways of doing this, but we recommend using the version before the
resource path, like so: /v1/members.

Create an API specification template: Create an API specification that can be used as a template
with the standardized resources and shared fragments. This way, the developers don’t have to
create a new API specification from scratch but they can use this template as the foundation
to create a new one with the needed resources already added.

Most of these best practices apply to Mule projects in Anypoint Studio and Anypoint Code Builder

because it’s where most of the coding happens. The second place where we do most of the coding is

when creating the API specification. As you just saw, most of the best practices for Anypoint Platform
come from Design Center at the time you're designing your API specifications.

Now that we know some general, Mule project, and Anypoint Platform best practices, let’s take a look
at some tips and tricks for when working with MuleSoft’s products.
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Tips and tricks

The following list of tips and tricks is not the same as the best practices list. Best practices are rules or
standards that you can choose to follow to create a better developer experience or to avoid common
mistakes. The following list gives you some advice that you may or may not be aware of but will help
you to troubleshoot your applications more easily:

« Switch workspaces when needed: If you notice some weird behaviors with Anypoint Studio, for
example, if the breakpoints aren’t working properly or the debugger does not work as expected,
you can switch to a different workspace and import your project there. This works sometimes
because the cache in Anypoint Studio is saved within each workspace. So, if the problem you’re
experiencing is because of cache, once you switch to a different workspace, the cache is brand
new. This might help to resolve your issue with the IDE.

« Run more than one Mule project at a time: In Anypoint Studio, go to Run and then select
Run Configurations. Here, you can create a new Mule application configuration and select
more than one Mule project to launch at the same time. This will help you when you need to
run the three API layers (Experience, Process, and System) in your local machine. You can use
this configuration to either debug or run all applications. Just make sure all the applications
you want to run are open in the same workspace.

o Monitor certificates: If your Mule application is using certificates, make sure you monitor the
expiration date and renew the required certificate before it expires. Otherwise, your application
will stop working because of security issues. This is good to keep in mind to avoid any future
troubleshooting and save development time.

o Use the latest version of the connectors: When you browse for a connector in Exchange, make
sure you use the latest stable version of it in your Mule applications. Sometimes there are bugs
in previous versions that were fixed in the newest versions, so it’s best to keep up to date. If
you already have a connector and you want to update it to the latest version, you have to make
sure it’s a minor version and not a major version. Otherwise, you risk your code breaking or
the functionality changing. If your code is compatible with the newest major version, then you
can update the connector.

o Create custom error types when needed: It’s good to use the default error handling, but
sometimes you need to provide more details to know what failed in your code. You can create
custom error types to handle different scenarios, such as data errors, validation errors, or
connectivity errors.

o Use error codes when needed: If you create custom error types for your applications and you
have different errors for different scenarios, it’s useful to use the error code instead of the error
description. This way, the calling application knows how to handle the given exception based
on the error code, which should be unique.
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We hope this list of tips and tricks is useful for your MuleSoft journey and your future projects. These
are some things that have helped us in our career and we wanted to share them with you. You can
create your own list with more things that have helped you and share it with others to expand the
general knowledge on MuleSoft’s line of products.

Summary

In this chapter, we listed some best practices and tips and tricks that you will be able to apply to your
future MuleSoft projects.

We talked about general best practices that may apply to different projects, such as integrations or
APIs, as well as ones that are more high level. Then, we zoomed into actually talking about the things
that are implemented in the Mule projects in Anypoint Studio. Finally, we discussed some of the best
practices you can apply to your API specifications and other Anypoint Platform products, such as
API Manager.

We also provided a list of some tips and tricks that have been helpful for us in our MuleSoft career.
We encourage you to take this list and enhance it with your own tips, especially after trying out the
new Mule products such as Anypoint Code Builder.

In the next chapter, we will learn about the no-code and low-code MuleSoft automations tools like
MuleSoft Composer, Flow, RPA, and so on.

Questions

Take a moment to answer the following questions to serve as a recap of what you just learned in
this chapter:
1. What is a health-check endpoint and why is it useful?
What is an example of sensitive data that you shouldn’t log in your application?
What is the global . xml file used for?
What is the best practice to separate your properties?

What is the best practice to keep your properties’ encryption keys?

AN

What is the file you can use in your Mule project to hide your secured properties in
Runtime Manager?

7. In Anypoint Studio, where is the cache for your Mule project saved?



Answers

Answers

1. A health-check endpoint is one that you create in your API to get the API’s running status. It
is helpful to monitor the API when needed to make sure it's up and running.

2. Credit card information or social security numbers.

3. To separate all the global elements into this one file to reduce development time when trying
to find a specific element.

4. Separate them by environment, for example, local .properties, dev.properties,
ga.properties, or prod.properties.

5. Never add the keys to your Mule application’s code. You can pass the key as an environment
variable in Anypoint Studio for local runs or using Runtime Manager for CloudHub.

6. mule-artifact.json.

7. In each workspace.
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You have learned everything we had to teach you on the technical aspects of using MuleSoft’s products.
After a long journey of understanding best practices and following how-to guides, you might now
feel ready to start your career in the MuleSoft ecosystem. You could also try attempting the MuleSoft
Developer Level 1 certification. But where to start?

In this chapter, we're going to cover the following main topics:

o Choosing your career path

o Getting MuleSoft certified

« Expanding your knowledge with official training
« Contributing to the MuleSoft Community

« Passing your interview

When we say MuleSoft ecosystem, we mean that you don’t necessarily have to work at MuleSoft to
have a MuleSoft career. You could work for a number of MuleSoft’s partners or customers. MuleSoft’s
customers are those who pay for its products and benefit from generating Mule applications or
architectures. While MuleSoft’s partners are companies that work to implement solutions for customers,
partners don’t necessarily benefit from the final product but from providing consultancy services.
They work alongside MuleSoft to make sure the products are being utilized to their maximum and
that customers are happy with the solutions. You could also work as an independent professional
and lend your services on an hourly basis, although this option is not that popular in real life. Most
professionals work with either partners, customers, or MuleSoft directly.

Let’s start by understanding the different roles you could have and choosing your preferred one.
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Choosing your career path

When you want to start a career in the MuleSoft ecosystem, there are different career paths and
certifications that you can follow to achieve a specific role. Each company defines its own roles to
work with MuleSoft products, the biggest ones being developer and architect. However, how do these
roles differ and what would you prefer to be? If you come from a Salesforce role, it might be easier
to choose where to go from there — for example, if you're a Salesforce architect, you might want to
become a MuleSoft architect as well. Let’s take a look at the most popular career paths in the MuleSoft
ecosystem and what they mean:

o Developer: This covers almost everything we see in this book:

Developers transform the business requirements into a solution.

They are hands-on in creating the code, ensuring quality testing (unit tests), and troubleshooting
any issues.

As a developer, you'll learn how to write DataWeave scripts and develop integrations.

If you're a Salesforce developer, or if you've worked with any other integration tool, you can
aim to be a MuleSoft developer. If you're someone who is just getting started with MuleSoft,
you can also aim to be a MuleSoft developer.

Some companies leave the responsibility for deployment to developers instead of operations.

o Architect:

Architects work with clients to gather requirements and understand the required solution
They create diagrams and documentation as an agreement of how the solution will work

They decide on security protocols and recommend technology stacks and best practices.
They work with developers and other team members to build and deliver the solution.

If you're a Salesforce architect or if you've worked on any other integration platform as an
architect, you can go ahead and try out the architect-level certifications

Some companies leave the responsibility for the API specification (creation/maintenance) and
the deployment to architects instead of developers or operations.

o Operations - widely known as DevOps (a combination of software development and IT operations):

The operations team creates automated pipelines to reduce development time - also known
as Continuous Integration / Continuous Delivery (CI / CD). Jenkins and GitLab are
commonly used in MuleSoft projects.
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* The operations team ensures code is successfully deployed to the required environments, running
automated tests to validate the deployment. They are also responsible for troubleshooting
issues if the deployment fails.

* Following and operations career path is mainly recommended for Salesforce administrators.

« Business user (this is not an official career path): Since MuleSoft’s acquisition by Salesforce,
a new product combining the two technologies has emerged: MuleSoft Composer. This role
creates integrations with this no-code tool using clicks instead of code. A great difference from
the three previous roles is that you don’t necessarily need an IT background. You can be in a
business position and still learn how to use Composer to create integrations. For example, you
can use MuleSoft Composer to automate lead routing in Salesforce.

There are some variants from the previous list of roles depending on the company and the size of
the project. For example, if it’s a very small project (around one month of development), they might
decide to only use an architect and a developer, but if it’s a huge project (more than three years of
development), they might use more specific roles such as a designer who specializes in creating and
maintaining the API specifications.

Choosing a specific career path doesn’'t necessarily mean you’ll have to stay on that path forever. A lot
of people start as developers and become architects later on, or feel more interested in the operations
side. There is plenty of training and resources out there to learn what you need to in order to switch to
a different path. If you just need a place to start and you have no previous experience, we recommend
you start as a developer. If you find yourself in a confused situation, make sure you speak with someone
from the MuleSoft Community or ask questions over the MuleSoft forum.

You might have a better idea of what career path youre looking for after seeing this list. Now let’s talk
about how to get more knowledge and prove it in your resume with a certification.

Getting MuleSoft certified

There are currently several certifications you can get with MuleSoft to prove your knowledge (at the
time this book was written). Some companies may have a requirement to hold at least one certification
in order to apply for a position. While not a rule, it might be helpful for your resume to have more
certifications (at least one).

There is one associate-level certification:

o MuleSoft Associate: This certification tests your fundamental knowledge about API-led
connectivity and the capabilities of Anypoint Platform. We have covered all the concepts
required for this certification in this book.
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There are three certifications for developers:

o Hyperautomation Specialist
o MuleSoft Developer 1
o MuleSoft Developer 2

They each test your knowledge of the different products we have looked at in this book. Level one is
the entry certification (or the most basic one) and level 2 is for advanced roles. The second one was
released in June 2022, so not a lot of people hold this certification yet. It might be a great differentiator
when looking for a new position.

The other certifications are for architects:

» MuleSoft Platform Architect 1
« MuleSoft Integration Architect 1

o Catalyst Specialist

While they are all architect certifications, they have different specializations. MuleSoft defines a Platform
Architect as a person who lead[s] cross-project design decisions and focus[es] on visibility across
systems and clouds to identify issues before they impact the business. While an Integration Architect
is a person who make[s] project design decisions and [is] the bridge between architect managers and
developers [...] value[s] architectural repeatability and ensure[s] project quality. Catalyst Specialist
is designed for a person who can apply the fundamentals of catalyst methodology while building
architectural solutions.

(https://trailhead.salesforce.com/en/credentials/mulesoftoverview/)

Here are some tips to get certified:

«+ Follow the requirements: If you go to trailhead.salesforce.com/en/credentials/
mulesoftoverview/, you can see the details of each path. Read them carefully and follow
them as much as you can to really be prepared for the exam. All of the following details can be
found on each certification’s page.

o Take the training: Each certification is linked to its own training. For example, to get the
MuleSoft Certified Developer — Level 1 certification, it is recommended you take the Anypoint
Platform Development: Fundamentals training. You can find all the training information
here: https://trailheadacademy.salesforce.com/products/mulesoft#f-
products=Mulesoft

o Finish the do-it-yourself exercises: The MCD certifications have their own DIY exercises so you
can practice. Practice is one of the fundamental things to pass the developer exams more easily.


https://trailhead.salesforce.com/en/credentials/mulesoftoverview/
http://trailhead.salesforce.com/en/credentials/mulesoftoverview/
http://trailhead.salesforce.com/en/credentials/mulesoftoverview/
https://trailheadacademy.salesforce.com/products/mulesoft#f-products=Mulesoft
https://trailheadacademy.salesforce.com/products/mulesoft#f-products=Mulesoft

Getting MuleSoft certified

o Take the practice exam: Once you feel ready, take the practice exam listed on each certification
page. As ready as you feel, make sure you take this exam first. Aim to get 90% or more correct
answers. If your score is lower than this, it may mean you're not ready to take the real exam
yet. Review your incorrect answers to identify the modules that need attention.

o Review the topics: Make sure you read all the topics that will be included in the exam. If there’s
any topic you don’t feel comfortable taking, make sure you spend extra time on it. A lot of times,
people don't pass the exam because of that one topic they left out. Creating a study checklist
for the exam topics will provide a structured preparation method.

o Take the first attempt: If you purchase the training for each certification (or take the free self-
paced one for MCD - Level 1), it will include two attempts to pass the exam. When you take
the first attempt, don’t take it assuming you're going to pass. Rather, take the first attempt as
another practice. You will get a better feeling of what the exam is like and discover things you
didn’t know. Take this opportunity to absorb the information you will need to learn for the
second attempt.

o Manage your time: You will have 2 hours to finish and there are 60 questions. You have to
manage your time effectively or you will run out of time. The exam’s platform lets you flag a
question to go back to at the end if you still have time. It is better if you skip questions that are
too hard and focus on the ones you can answer more easily than spending too much time on
the harder questions. Mock tests can help you with time management.

o Take notes afterward: You cannot have any notebooks nearby while you are taking the exam.
However, as soon as the exam is done, you can take notes of all you need to study for the second
attempt. The quicker you write down this information, the fresher it will be in your mind, so
try to do this immediately after youre done with the first attempt.

o Find a quiet room: Someone will have access to your screen, webcam, and microphone while
you take the exam to make sure you're not cheating. You can’t look away from your screen or it
might be misinterpreted as cheating. You can’t have your phone or smartwatch nearby and you
can't listen to music. In other words, there must be no distractions whatsoever. This environment
might be stressful for some people, so make sure you make arrangements to be in a quiet room
where you can't get distracted easily. Make sure no one will enter the room while you're taking
the exam, otherwise, the exam will be suspended immediately and you will fail your attempt.

Each certification exam is different, but they all consist of multiple-choice questions. The developer
exams have more practical/technical questions, while the architect ones have more of a use case basis
or are theoretical. You will notice the differences when you take the practice exams. Apart from that,
the previous tips apply to all certification exams.

So, you've chosen your career path and your certifications, now let’s see how you can learn more
things with some training.
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Expanding your knowledge with official training

You can find the complete list of courses at https://trailheadacademy.salesforce.
com/products/mulesoft#f-products=Mulesoft. At the time this book was written,
there were 14 courses available for you to take. Some of these are free and self-paced, and some are
paid and instructor-led.

Let’s separate the training by career path to make things easier, starting with the developer training.
Most of the training courses align with certifications.

Developer training

Let’s take a look at the different types of developer training available:

If you're a business analyst or in a non-technical role and want to see a quick overview of the
tools but also get some hands-on experience, you can take the Getting Started with Anypoint
Platform training. This will give you an overview of the main products in Anypoint Platform
and guide you through some exercises so you can see them in action. This training is not
aligned with any certification.

If you want to get started with MuleSoft products (both Anypoint Platform and Anypoint Studio),
especially from a developer perspective, you should take the Anypoint Platform Development:
Fundamentals training. This is more in-depth training that will get you started as a MuleSoft
developer. It teaches you all the basics to get an idea of how to use the different tools to develop
applications. This training is aligned with the MuleSoft Developer - 1 certification.

If you want to get more knowledge on RAML and learn some best practices to design your
API specifications, you can take the Anypoint Platform Development: API Design with RAML
training. Even if you're new to designing API specifications, this will help you to get started
and understand some more advanced topics to create RAML files. This training can help you
troubleshoot common transformation challenges in real-world projects. There used to be a
certification for this training but there isn't anymore.

If you want to learn more about DataWeave, but still on a basic-intermediate basis, you can
take the Anypoint Platform Development: DataWeave training. This is especially useful if you
have some specific DataWeave questions that you want to clear with an instructor. This training
is not aligned with any certification, but it is useful to take it before attempting the MuleSoft
Certified Developer - Level 1 certification.

If you want to learn more about operations and how to get production-ready, you can take
the Anypoint Platform Development: Production-Ready Development Practices and Anypoint
Platform Development: Production-Ready Integrations training. This is helpful if it is your first
time deploying your applications to production and you want to be familiar with the best
practices. This training is not aligned with any certification but this training can help you if
you're responsible for DevOps and deployment in your team.
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Expanding your knowledge with official training

Now let’s jump to the next path: architecture.

Architect training

As we previously saw when discussing the two different architect certifications, MuleSoft separates
architects into Platform Architect and Integration Architect. There is training for each role:

o Anypoint Platform Architecture: Application Networks for Platform Architects, which focuses on
different capabilities of Anypoint Platform. It also helps architects with a better understanding
of the deployment environment, cloud and on-premises infrastructure, Mule Runtime engines,
vCores, clusters, VPC peering, VPNs, and so on.

o Anypoint Platform Architecture: Integration Solutions for Integration Architects, which focuses
on integration patterns and how to optimize your integrations.

Each of them will help you to get ready for the architect certifications.

You can find more training details here: https://trailheadacademy.salesforce.com/
products/mulesoft#f-products=Mulesoft

( 7
Tip
Taking the architect training is not enough to get the certifications because there is so much
knowledge required to pass the exams. However, they will give you the resources you need to
study on your own even after the training is done. You should spend around 3-4 weeks studying
the content in detail before attempting the exams. Refer to the MuleSoft documentation and
MuleSoft Community forum for further help.

- J

Now let’s look at the last path: operations.

Operations training

One of the great things about MuleSoft’s products is that you can choose between deployment options
for the control and runtime planes, as we saw in Chapter 9. With this training, you can learn more
about how to achieve different deployment options and learn best practices for different scenarios.

If you want to learn more about Mule-hosted runtime and control planes, you can take the Anypoint
Platform Operations: CloudHub training for the runtime plane part and Anypoint Platform Operations:
API Management for the control plane part.
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If you want to be more proficient in Runtime Fabric (customer-hosted runtime plane and Mule-
hosted control plane) or your organization has a hybrid cloud setup, you can take one of the two
available types of training, depending on which scenario you want to learn more about: Anypoint
Platform Operations: Runtime Fabric on Self-Managed Kubernetes or Anypoint Platform Operations:
Customer-Hosted Runtimes.

There are other products to achieve customer-hosted deployments without having to necessarily have
a Mule-hosted control plane. You can learn more about this in the Anypoint Platform Operations:
Customer-Hosted Runtimes training.

Finally, if you want to learn more about universal API management, then you can explore Anypoint
Platform Operations: Universal API Management training.

The list of available training is always growing to include more up-to-date information. If you want to
work for a MuleSoft partner or customer, make sure they offer a budget for official MuleSoft training so
you can keep up with the latest technologies and products. An alternative way of learning new things
about MuleSoft is to participate in the MuleSoft Community, which we will look at next.

Contributing to the MuleSoft Community

The MuleSoft Community is supported by the community team at MuleSoft but is completely run by
community members (not working at MuleSoft directly). There might be some MuleSoft employees
attending or speaking at meetups from time to time, but the focus is on all the developers and
architects using MuleSoft in their day-to-day and sharing their knowledge and experience with the
rest of the community.

There are several ongoing initiatives within the community that you can take advantage of. Let’s start
with meetups.

Expanding your knowledge with MuleSoft meetups

This is one of the biggest (if not the biggest) initiatives of all. For years, professionals have been organizing,
attending, and speaking at these meetups around the world. MuleSoft meetups are structured events
where you can expect technical presentations, Q&As, and networking. There are in-person and online
meetup groups that you can join. In the beginning, all meetups happened in person, until health
restrictions were applied in 2020. At that point, all groups were switched to online meetups. Some
groups have returned to in-person meetups now and some others are doing hybrid (in-person and
online) events. You can join any meetup of your preference; it doesn’t have to be your local meetup
group. Meetups are a great way of networking and learning from professionals.

The first step you can take is to join your local meetup group or online meetup groups to keep posted
about when there’s a new meetup. Then, attend more meetups to gain knowledge. Once you feel ready
with a topic, you can apply to be a speaker at one of the meetup groups by contacting the organizers
of the group. This could be beneficial for you because you might get free training or certification



Contributing to the MuleSoft Community

vouchers when you are a speaker. You can apply to speak at a meetup here: meetups.mulesoft.
com/speak-at-a-mulesoft-meetup.

Find the complete list of meetup groups here: meetups .mulesoft.com/chapters. Some
examples of meetup groups are the following:

o Online Group - English

o Online Group - Spanish

o Online Group - Portuguese
o  Women Who Mule AMER

+ Women Who Mule JAPAC

o  Women Who Mule EMEA

o MuleSoft for Java Developers
o New York City, United States
« Buenos Aires, Argentina

o Paris, France

o Mumbaij, India

o Sydney, Australia

There are more than 120 groups around the world. But that is not all: if your local meetup group is
inactive or one has never existed, you can take the initiative and become a MuleSoft meetup group
leader to organize the meetups for a specific chapter. You can apply to become a leader here: meetups .
mulesoft.com/become-mulesoft-meetup-leader. Asan active meetup leader, you are
expected to host at least one MuleSoft Meetup quarterly, either virtual or in-person. You are expected
to collaborate and work with other Meetup leaders, Community managers, and partners/sponsors.

Becoming a meetup leader comes with very special perks such as getting free training/certification
vouchers, access to special community events, free access to some MuleSoft conferences, and more.
However, the best perks of the community are awarded to MuleSoft Ambassadors. To become a
MuleSoft Ambassador, first, you have to become a MuleSoft Mentor. Let’s learn more about this.

Helping others as a MuleSoft Mentor

You can apply to become a MuleSoft Mentor once you feel ready to start contributing in a more formal
role to the community. There are quarterly requirements that you’ll need to meet to continue being
part of this program, such as writing a blog, hosting a Meetup/webinar, creating video tutorials, and
so on. You also get great benefits in return, such as free training, special swag, and coaching with one
of the MuleSoft Ambassadors.
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This is the first step you can take to become a more recognized member of the community if you
don’t want to become a meetup leader right away. Being a meetup leader and a MuleSoft Mentor are
not correlated. You can be a leader and a mentor or you can apply to be a mentor without having to
be a leader. The more you do for the community, the more points you’ll get in your favor to reach the
MuleSoft Ambassador title.

You can find the complete list of requirements and benefits here: developer.mulesoft .com/
community/mentors. Note that the full list of MuleSoft Mentors is not available yet. There are
more than 100 mentors currently.

Once you become a mentor and have been a mentor for a while, depending on your level of contributions,
you might look into becoming a MuleSoft Ambassador next. Let’s learn a bit more about that.

Becoming a MuleSoft Ambassador

MuleSoft Ambassadors are the top-tier experts in the community. They each specialize in a different
area, which is very helpful for the rest of the people trying to learn MuleSoft. Some create high-quality
videos on YouTube, some write articles, some help in the forums, and some speak at events and
meetups. There’s not just one characteristic of being an ambassador that you can copy and apply to
yourself since everyone’s so different. The thing they all have in common is their passion for helping
others and answering questions. You can get in touch with an ambassador for specific questions you
may have and they’ll be happy to help you.

If you want to become an ambassador and don’t know where to start or what specialty to take, you
can follow the current ambassadors on social networks and see what they’re up to. Maybe you like
creating videos or maybe you prefer helping in the forums. You can try a bit of everything until you
find what youre more passionate about.

As mentioned before, you first have to be a MuleSoft Mentor in order to have a chance of being a
MuleSoft Ambassador. Once you've spent some months or years helping the community, you might
have the chance to become an ambassador. MuleSoft Ambassadors are not normally nominated. There
is a separate special process for selection. This is why you get coached by an actual ambassador when
you're a mentor — to understand the process better and get a plan to become one.

You can find the complete list of MuleSoft Ambassadors here: developer.mulesoft.com/
community/ambassadors

There are still more things to do even if you don’t want to be part of the meetups or the mentors/
ambassadors program. Let’s now talk about the MuleSoft forums.
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Passing your interview

Getting help with the MuleSoft forums

The forums are primarily run by community members. People in the community can ask a question
there and it will get answered in less than a day by - at least — one of the community members who
are dedicated to helping others solve their questions. MuleSoft forums can also help you prepare for
certification exams.

A lot of the current MuleSoft Mentors and Ambassadors are active contributors in the forums. It’s a
specialty for some of them to answer technical questions or clear up some doubts about the products.
This is one of the biggest sources of information for the community.

If you want to take advantage of this site, you can access ht tps: //issues.salesforce.com/
and create an account to start posting questions/answers. Please note that it is best to create an account
with a personal email instead of your work email. If you change emails, you will no longer have access
to your previous account’s points and you’ll have to start from scratch.

You can use an Anypoint Platform free trial account, and even if it expires, you’ll still have access to
your profile.

Now that we know where we can go with questions we may have and who we can look to for advice,
let’s look at some interview tips to nail your first MuleSoft job.

Passing your interview

You chose your career path, you got the training, you got the certification, and you know where to go
for help. Now, the only thing missing is getting your first MuleSoft job.

There is no magic formula that you can follow to nail technical interviews, especially since there are
different roles and each company focuses on its own priorities. Maybe some companies are more
interested in knowing that you can learn new technologies and not so much on your actual MuleSoft
knowledge, or maybe they just ask specific MuleSoft questions.

For example, if you're applying for an entry job as a MuleSoft developer, they might already know that
you will only answer the questions you saw in your training but you don’t have practical experience in
real-life projects. You need to learn how to troubleshoot and the basics of coding. So, their questions
will be more focused on your understanding of basic topics instead of real-life complex projects.
However, if you're applying for a senior MuleSoft developer role, they’ll probably expect you to be an
expert on MuleSoft’s products and have lots of hands-on experience. They won't ask the same questions
of a recent graduate and an experienced developer. Also, the architect will be expected to know about
different infrastructure, integration patterns, MuleSoft overall, and integration best practices. There
are some tips that we can give you so you can take these things into account.

447


https://issues.salesforce.com/

448

Certification and Interview Tips

Most of the questions people generally ask are related to what you saw/will see in the fundamentals
training. Some of these are even part of the MCD - Level 1 certification exam. Besides finishing the
training or passing the exam, we also recommend that you do some personal projects so you can get
more familiar with the products and troubleshoot on your own.

Some general questions you may be asked in your interview may be the following:

—
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What is the Mule Runtime?

What are some differences between Mule 3 and Mule 4?

What is API-led connectivity?

What's the difference between a RESTful and a SOAP web service?
What are the differences between a flow and a sub-flow?

What's the Mule message structure in Mule 3 versus Mule 4?
What is MUnit?

What is a domain project?

What are the different ways to deploy an application into CloudHub?

10. What are the differences between CloudHub, On-Prem, and Runtime Fabric?

As mentioned before, the questions will be different depending on the type of role you are interviewing
for and the total years of experience you already have. The previous questions were some general/
basic questions you may get asked for any role, but some examples for a senior or architect position

might be the following:

1.  When can you use the Object Store connector and when should you use the Object Store
REST APIs?

2. How can you use streaming in connectors such as File or HTTP?

3. What is the threading model in Mule 4?

4. How do you set up a CI/CD pipeline (such as Jenkins) for automated deployments?

5. What are the different encryptions you can achieve in Mule 4?

6. How can you create a custom policy and deploy it to Exchange?

7. What is the difference between a Dedicated Load Balancer (DLB) and a Shared Load
Balancer (SLB)?

8. What's the difference between a keystore and a truststore?

9.  What's the difference between a worker and a vCore?

10. How can you set up a different identity provider for Anypoint Platform?



Summary

Most of these questions are answered in the different types of training we previously listed. Some
are found in the fundamentals training, some in the operations training, and some in the architect
training. Depending on the role you're applying for, we recommend you take a look at the specific
training and study as if you were going to have a certification exam.

You should also self-reflect on how you learn best. Some people learn more when doing hands-on,
practical exercises. Some people learn more by watching videos. Some people learn more by reading
documentation. It is important that you figure out how to absorb this information so you really
understand it and don't just memorize it. This will help you in both your exams and your interviews.

Depending on the company, you may be able to ask them to provide a guide for the topics they’re going
to go through in the interview. This will help you get a better idea of what the questions are going to
be about so you can prepare days in advance. Don't take your interviews lightly; always prepare and
re-read tutorials/documentation or re-watch videos to give yourself a refresher. Even if they’re basic
topics, you might forget the details sometimes.

Finally, you can use the networking side of LinkedIn or similar social networks to connect with
professionals who work at the company you’re applying to. You can get in touch with them and
schedule a meeting to get a better sense of what the interview will be like. Maybe they have some
specific pointers about their interview process that will be helpful for you to know beforehand. You
can also get in touch with some MuleSoft Community members to ask for their help in having mock
interviews. This is especially helpful if you haven't been in interviews for a while and don’t quite
remember the feeling of being in an interview. Having several mock interviews with others might
help you be less nervous in the actual interview and you’ll get to practice some technical questions.

Summary

In this chapter, we learned about the different roles you can work in in the MuleSoft ecosystem. The
official ones are architect, developer, and operations. We learned that there are some variants of these
roles depending on the company, for example, designer.

We reviewed the four available certifications and why they might be important for your resume. There
are two developer certifications: MuleSoft Certified Developer — Level 1 and Level 2. There are also
two architect certifications depending on your specialization: MuleSoft Certified Platform Architect
or Integration Architect. Both are just Level 1 for now. We also mentioned some tips to get certified,
such as taking the training and the practice exams.

We talked about the different official training you can find to expand your knowledge. There is specific
training depending on your career path and/or specialization. Some of it comes with free vouchers
to try the certification exam and some is just to show you more best practices or give you experience
in certain products.
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We gained an understanding of a bit more about the MuleSoft Community and how you can be a part
of it. We discussed how MuleSoft meetups work, how you can become a mentor or an ambassador,

and how to take advantage of the forums to either ask questions or help others with theirs.

Finally, we listed some example questions you might get in your interview, depending on the role or
experience level you're looking for. We also talked about how each company is different and there’s
no one-size-fits-all guide to guarantee you pass the interview. But you can get a better feeling of what

kind of questions you might expect.

Questions

Take a moment to answer the following questions to serve as a recap of what you just learned in

this chapter.

1.

AN

What are the four available certifications?

List at least three types of training for developers.

List at least two types of training for architects.

What are the three different official roles you can achieve in the community?
What is the URL to access the MuleSoft forums?

What is the best practice to create a new account for the forums?

Answers

1.

The four available certifications are:

MuleSoft Certified Developer — Level 1

MuleSoft Certified Developer — Level 2

MuleSoft Certified Platform Architect — Level 1
MuleSoft Certified Integration Architect — Level 1

Note:

For more details: https://trailhead.salesforce.com/en/credentials/
mulesoftoverview/

2.

The types of training for developers are:

*  Getting Started with Anypoint Platform

* Anypoint Platform Development: Fundamentals
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Anypoint Platform Development: API Design with RAML
Anypoint Platform Development: DataWeave
Anypoint Platform Development: Production-Ready Development Practices

* Anypoint Platform Development: Production-Ready Integrations
3. The types of training for architects are:

Anypoint Platform Architecture: Application Networks

Anypoint Platform Architecture: Integration Solutions
The types of training for operations are:

Anypoint Platform Operations: CloudHub

Anypoint Platform Operations: API Management

Anypoint Platform Operations: Runtime Fabric on Virtual Machines
Anypoint Platform Operations: Runtime Fabric on Self-Managed Kubernetes
Anypoint Platform Operations: Customer-Hosted Runtimes

Anypoint Platform Operations: API Community Manager
4. 'The different official roles you can achieve in the community are:

MuleSoft Meetup Group Leader
MuleSoft Mentor
MuleSoft Ambassador

5. The URL to access the MuleSoft forums is help.mulesoft .com

6. To only use personal emails and not work emails.
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Al and Automations
with MuleSoft

You have learned all the concepts you need to get started with MuleSoft, gain your level 1 certification,
and to prepare your Mule interviews. Building on this foundational knowledge, this chapter will dive
into how MuleSoft leverages Al and automation to deliver smarter, faster integrations.

We are living in the era of artificial intelligence (AI), and it is clear that Al is here to stay. The sooner
we familiarize ourselves with its potential and master the fundamentals, the better prepared we will
be to harness its power.

You’'ll discover how to unlock the Al-driven automation capabilities of MuleSoft to enable faster,
smarter, and more efficient integrations.

In this chapter, we're going to cover the following main topics:

o Automations with MuleSoft Composer
o Introduction to MuleSoft RPA
o Automating your document processing with IDP

o Integrating Mule APIs with Agentforce

We have already transitioned to low-code integration with MuleSoft. MuleSoft connectors, accelerators,
and other components make integration easy. It allows us more time to focus on integration patterns
and optimizing integrations. MuleSoft automations further help us with daily mundane tasks. With AI,
MuleSoft automations handle routine tasks intelligently, allowing users to focus on strategic priorities.

Automations with MuleSoft Composer

As a Salesforce developer, you are already aware of how essential it is to unlock the data present in
silos. MuleSoft Composer is a tool available in the Salesforce ecosystem that helps you to connect,
transform, and integrate various end systems.
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It’s a no-code platform that is accessible from a Salesforce developer account. It has several in-built
connectors to connect with different end systems directly, such as Workday, NetSuite, Slack, JIRA,
Stripe, Asana, and so on. This list will continue to grow over time.

Before deep diving into the configuration of MuleSoft Composer, let’s understand its capabilities.

Capabilities of MuleSoft Composer
Let us now review the capabilities of MuleSoft Composer, in order to leverage it better:

o Connects different end systems easily
» You can synchronize, retrieve, and transform data from different end systems
o No-code data transformation with if-else blocks, routers, and filters

o Manage the application life cycle (build, test, debug, deploy, and so on) with the help of flows
We've seen the capabilities of MuleSoft Composer, let’s learn when we can leverage it:

o When you want to map/transform data from different systems (such as NetSuite, SAP, and
legacy systems) without implementing complex logic

o When polling data from one end system, adding logical conditions, and transforming the data

o For data migration and data transformation

We have now understood the capabilities of MuleSoft Composer and when to use it. Let’s get some
hands-on practice and set up MuleSoft Composer with some easy steps.

Configuring MuleSoft Composer

In order to configure MuleSoft Composer, you need to have valid admin access. Let’s assume you have
the required access and get started with installing and configuring MuleSoft Composer.

In this use case, we will poll the data from Salesforce every 15 minutes. Based on the information
retrieved from Salesforce, we will apply conditional logic and fetch data from Slack.

Let’s follow these steps to get started with MuleSoft Composer:

1. Login to your Salesforce org. Go to Setup | Enter MuleSoft Composer in the Quick Find search,
and click on Install the Managed Package for MuleSoft Composer. You will be automatically
granted permission to access MuleSoft Composer (see Figure 16.1).

As a first-time user and an admin, you can also change the required permission set and configure
OAuth authorization and IP address restrictions by clicking Change the Type of Permitted
Users and Relax IP Restrictions.
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Figure 16.1 — Installing MuleSoft Composer

2. Once the installation is complete, you'll be redirected to MuleSoft Composer’s home page. Click
on the Create New Flow option in order to create a new flow (see Figure 16.2).

o The flow consists of triggers and a series of events that show the execution of the process.

- @22 @
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aroun for best practices and the latest resources.

Figure 16.2 — Creating a new flow
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3. To start the execution flow, we need to define flow triggers. The flow can either be started by
an event triggered from any of these predefined end systems or you can poll the flow using a
scheduler. In this case, we'll select Scheduler (see Figure 16.3).

What Should Start This Flow?

| Choose the system where an event will trigger your flow. |

@ Salesforce Google Sheets ﬁ, Workday
TN Netsuite stipe  Stri Ji
N pe ira
@, Asana Xero @ Box
oe e
now  ServiceNow L Zendesk @ Quickbooks Online

i cmai

or

Scheduler

Schedule your flow to run at a pre-set time interval.

Figure 16.3 — Choosing flow trigger

4. Configure the end system. As we have selected a scheduler here, you can choose the frequency

of events (see Figure 16.4).

Scheduler #

* Every

[ 15 minutes
30 minutes
45 minutes
1 hour

5 hours

Figure 16.4 — Configuring Scheduler
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Note
The configuration of any other end system is similar and easy, provided you have valid access to it.

5. You can add the next step by clicking the + sign (see Figure 16.5).

v 1 Scheduler #

*Every

15 minutes

Figure 16.5 — Adding the next step

6. Similar to flow trigger selection, you can select the next action. This action will be responsible
for the execution or processing of the flow (see Figure 16.6).

» Test ¥ Actvate 2

Collapse Stege »*

heduler &

*Evory

1% minutes -

Next Step
System Event
8 saestorce h Googie Sheets A% Tableau
W warkiay -:_ NetSuite :i" Sagk
= Stripe ¢ Jira sn Fsama

@ 20w R Sarvicaiow x
@ Quickbiosks Onfine @ Zuses [ coope caenaar

Tendesk

Figure 16.6 — Selecting the next action

7. In this case, we're choosing Salesforce as the actionable end system. Authorize Salesforce and
select the connection that you wish to integrate (see Figure 16.7).
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£ 1@5cmdulnj

* Every

15 minutes

8. Once you're done selecting and configuring system events, you can select the next step. Here,
along with pre-defined end systems, you also get an option to select a flow control out of two
flow controls, namely If/Else Block and For Each loop. You also have an option to connect to any
other end system that is not mentioned in the list using an HTTP connection (see Figure 16.8).

o

= Next Step

Choose a Salesforce connection

= Add new Salesforce connection

@ Support Cases to Slack DEMO
Salesforce

NTO to Slack Demo
Salesforce

NTO to Slack Demo 2
Salesforce

SCN Salesforce
Salesforce

P ¢ ¢ ¢

GD sandbox org

Figure 16.7- Configuring the Salesforce end system

o

N
Twilio * Microsoft Teams

Xero

Ie66

Gmail HTTP

or

Box NOwW  ServiceNow % Zendesk

Quickbooks Online @ Zuora : Google Calendar

A 1f/Else Block

c For Each
Loop through a list of items.

Choose the conditions that must be true before this flow performs the action.

Figure 16.8 — Selecting routers in the next step
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9. Once you're done selecting all the steps, you'll have a flow outline describing the activity of the
flow. Click Test to test the flow. Once you're done testing and are satisfied with the integration
result, you can activate the flow by clicking Activate (see Figure 16.9).

Expand Steps

> 2 Scheduler &

& Action: Create new record in Salesforce :
: Support Cases to Slack DEMO

§. Action: Get user by emailin Slack ¢

Slack message to support channel

5 38

Figure 16.9 - Flow overview
We have studied MuleSoft Composer and its features. We have also learned how to install and configure
MuleSoft Composer and create a flow.

In the next section, we'll further look into the automation capabilities of MuleSoft RPA.

Introduction to MuleSoft RPA

MuleSoft Robotic Process Automation (RPA) simplifies business process automation by using bots
to handle repetitive tasks. This saves time and reduces the risk of human error.

With MuleSoft RPA, you can automate tasks that need human interaction or work with systems that
lack APIs. Bots can quickly and accurately interact with apps, extract data, read images, and manage
inputs more consistently and accurate than manual processes

MuleSoft RPA seamlessly integrates with the Anypoint Platform to share and reuse automation assets
through Exchange and connects to MuleSoft Composer for streamlined app and data integration in
your automation projects.

You can access MuleSoft RPA from Anypoint Platform as shown in Figure 16.10.
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# Home

& MyRPA

& Process Evaluation
%" Process Automation
£ Process Operations
[J Process Monitoring
€ Dashboard

A Alerting

&~ Bot Management

@ Settings

= fM RPA Manager

Quick Links
+ New G e Operate Bots and Processes
Process or evaluation Go to Deployment Map

Home Learning Center

My Recent Processes

Process name Category Project Manager Created at Last update at = L

You're not part of any processes yet. Once you are process manager or part of a process team you will see

User Tasks Assigned to You

Process Name User Task Name Creation

You have not claimed any user tasks yet. Claim a user task that was assigned to you and it v

Figure 16.10: Landing page of MuleSoft RPA

In this section, we have studied briefly about RPA. If youd like to get your hands on RPA, you can check
out the RPA module on Trailhead: https://trailhead.salesforce.com/ or Build Salesforce
Hyperautomation Solutions with MuleSoft on Trailhead Academy: https://trailheadacademy.

salesforce.com/

In the next section, we will learn more about MuleSoft’s newest automation capabilities that’ll help
you process your documents.

Automating your document processing with IDP

MuleSoft’s newest Al and Automation tool, Intelligent Document Processing (IDP), for end-to-
end Document processing and automation helps you to extract information from the document and
perform further analysis with the help of Einstein Al capabilities.


https://trailhead.salesforce.com/
https://trailheadacademy.salesforce.com/
https://trailheadacademy.salesforce.com/
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Under the hood, it uses AWS textract extract information from the document. You can further integrate
the data extracted from IDP with Anypoint Platform, Flow and RPA to speed up your integrations.

(see Figure 16.11).

= [ Anypoint Platform

Good morning, Akshata!

Welcome to the #1 piatform for APls and integrations

0w~ © @

<)

s

Anypoint Code Builder
Desig jevi

ntegrations.

Get Started

Design Center

specifications and

Start Designing

Exchange
Discover and share reusable APis, connectors,
and Lemplates.

Discover & Share

Anypoint Studio

Management Center

&)

D

=]

Partner Manager
Manage trading pariners & visw tranactions.

AP Manager
Manage cliznis, palicies, SLAs, tralfic, and alerts.

AP| Governance
‘Govern and montar AP Eonformance.

Figure 16.11: Intelligent Document Processing on Anypoint Platform

Let us now understand how to get onboard with IDP and start document processing.

Getting started with IDP

In this section, you will learn how to get started with IDP, manage permissions and access.

Firstly, you need to have valid access rights.

1. Navigate to Access Management > Users > Select the user you want to permit > Permissions

- Add Permissions.

2. Under the Document Actions tab, select all the permissions you want to give to the user (refer

Figure 16.12)
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Add Permissions

Ly A Sl iy Select permissions to add for this ser, 2 Decument Actions|

3) Salect Busluss Graup
Parmissions Shew Selactod Gy
) Raview
v Document Actions
Manage Actiens O
Buila Actans &

Execute Puplished Actions ®

Figure 16.12 : IDP Permissions

3. Also, select your Business Group, refer Figure 16.13.

Add Permissions

(2) select permissions Select business groups where you want to add your

selectad permissions. Q Filter business groups

(2) select Business Groups

() Review

Business Groups

MuleSoft

(o]

1 group selected. [ & Back

Figure 16.13: Select your business group

4. Further review and add permissions.

Once you've given all the necessary permissions to the user, hop on to IDP’s page to get started with
Document Actions. In the next section, you will learn how to create your first document action.
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Creating your first Document Actions

In order to extract and process information from the document, we will first create a Document Action.

Document actions involve a series of steps from uploading a document, to running the IDP engine,
extracting data fields, adding prompts, and so on.

Let us now go ahead and create our first Document Action.

1. Click Create New to create your first Document Action(see Figure 16.14).

= =) Inteligent Document Processing 0 omesor + @ @

Home

Intelligent Document Processing
Use Al-based intelligent document processing to read
and analyze documents for your automation

Recent Document Actions,

Nama Type Last Mocified on

(i Festured Documentation (i Featured Documentation [ Featured Documentation
IDP Overview Document Processing Automating Document Pracessing

Figure 16.14: Document actions with IDP

2. Select the type of Document Action. Add name and description to your Document Action and
click Create (see Figure 16.15).

Note:

As of the Spring’24 release, you can process 3 documents with IDP: Generic, Invoice, and
Purchase Order
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Create New Document Action K
SeluctTine E Purchase Order * M
2 Extract Information From Purchase Order Customer PO \
Invoice
Documents
Purchase Order . Description
Fields
Generic « shipvia This is a standard customer Purchase Order
« fob 4
= carrier
. tax
* purchaseOrderDate
» purchaseOrderNumber
* paymentTerms

deliveryDate
requiredByDate
subtotal

total
amountDue
emails

parties

Figure 16.15: Creating new document action

3. Further, you'll be prompted to select files that you want to be processed by IDP. Upload the
document and click on Run to process the document (see Figure 16.16).

= % inteligent Document Processing 0 Mdesont ~ @ @
+ Dacumant Actions > Cisstomar PO » Edit
® Customer PO ¢ i m

Purchase Ordar

Reviewers A

StandardPurchaseOrderiic ‘ 1 | of 1 pagais)

Outputs.
— Fieids (54) Tables (1) Prompts (0)
Akash Enterprises PURCHASE ORDER
K S o, b T e s s4jtems
sgnatras ®
o0 ®
tax @
ol ®
Emais &
carier 10}
parties. buyacity @
parties buyer name ®
parties buyer.state @
s e partes buyecstreat ®
e Tors Amount fe ot
L s Thetem &
S e parties buye:.address @
e

Figure 16.16: Run your document action
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4. Here, AWS textract is doing the magic under the hood. Relevant information from your
document will be extracted and assigned to standard fields. You can click on the scan icon next
to a particular field and trace the field value on the document (see Figure 16.17).

5. Further, you can also see the confidence percentage to help you trust the information.

The field can be also marked as required if you always want it to be included. If the required field is
not extracted by IDP then the document will be sent for a review.

You can also hide/unhide a particular field by clicking on the eye icon next to the field to avoid a null
value or sensitive information in the response payload.

= = Inteligent Document Processing

= Documant Actlons. > Customar PO » Edit
Customer PO [ puksti
Purchase Ordar

urchase ©

Reviewers d
o

SiandarsPurchass0re g [1 v |errmes o
utputs

it (49) Taies (1) Prompts (0)

Akash Enterprises PURCHASE ORDER
P o

26142 tams tound i his documznt

Swnath engh

[ Requirea ©

wtal

[ wauired ©

Figure 16.17: Check document action field values
Further, you can add custom fields and use Prompts to get information from the document with the
help of Al

In the Prompts section, give an appropriate prompt name and description and re-run the document
action and IDP will fetch the information for you. You can further choose to view, hide, edit and
delete the information.

For example, here I want the PAN Number of the customer(see Figure 16.18).
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Reviewers Add

No reviewers added

Outputs

Fields (49) Tables (1) Prompts (0)

0items

* Name

PANNumber ]

* Question

What is the PAN number of the customer?

@

P

Confidence Threshold ()
|:| Required @ 80 =

Cancel m

%

Learn more about prompts for document action [

Figure 16.18: Prompts in IDP

After adding the prompt for PAN Number, make sure you run the document action.(see Figure 16.19).
This will help Einstein to evaluate the document again and process the result for PAN Number

Document Actions: > Customer PO > Edit
Customer PO ~ Publish | E
Purchase Order

aammn [ (o] womares | | Poviewers (]
No raviewers added

StanderdPurchassOrder g 1w | otipagetst PRy
e — Fiaids {49) Tabes (1) Prompts (1)
Akash Enterprises PURCHASE ORDER
S i i 11 s fon i i doeiamnt
Fucsasn oot 1 st 7
pasthmost

What s the PAN number of the customer?

2o s 0
kssh Eoterprises
o g s o
e
Pl sisey. Ssenar o
P (=3 mome wnE s,
onae 108 aaw oz o o
(R, e s i =

Bt Tasse it e
ot ok A cowgin o
P ———— ] e oy
e Deonrt ax 1000
e

1756 cocr SIS ot armam: s, 1055.00

Figure 16.19: Output of prompts in IDP
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Further, you need to add at least one reviewer to review and approve your Document. Human
intervention helps you to validate the results, build trust and ensure reliability(see Figure 16.20).

Edit Reviewers

Manage Reviewers who will review this document action.

Add New Reviewers

Search user or team

Reviewers

Akshata Sawant
akshata sawant@mulesoft.com

=

Cancel Save

Figure 16.20: Adding reviewers for document action

1. Once youre done adding the reviewer, you can go ahead and save the Document Action. Further,
publish the Document Action to Anypoint Exchange and RPA (see Figure 16.21).

@ Ssuccessfully published! X

Customer PO document action is successfully published!

Version
1.0.0
RPA Anypoint Exchange
You can discover this action in RPA View published action in Exchange [7

builder. Learn more

Close

Figure 16.21: Publishing your document action to Anypoint Exchange
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In this section, we've learned how to create and new Document Action and how to publish it on
Anypoint Exchange.

In the upcoming section, we will learn how to test your document action to extend it further with
Mule Apps and RPA.
Testing the Document Action

Let us now learn how to connect your Document Action with the IDP server and test it over Anypoint
Exchange. Follow the given steps to test your document action.

1. To get started with testing the document action, head over to Anypoint Exchange, where you
can find our published document as a REST APIL.

You can see the newly created POST and GET endpoints(see Figure 16.22).

= (4 Exchange [ R I <]

G?) Customer P m Bownioad . | [ View coda m :

REST API & Salesforce '© Updated vesterday
e 100 (8 o vt

races £ sdndscumeniation

Reviews

[ X

Figure 16.22: Testing your document actions

2. Let us now go ahead and test the POST method. Select the POST method > Choose the
Server(see Figure 16.23).
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Customer PO
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Overview

getDocument
[S3d Actionxacuti
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[PY34 https:/zidp-rt.
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Submité an action version document execution

EEUN | Download ~ ‘ View code

s 100 N

KBl is behind firewall @
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east-1.stgx. anypoint . mulesoft. confapi/vl/organizations /S885b207- fabd—dbaa-0db1-99c655 1 708cf fac e
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s ffidp-rt us-east=1 stgcanypoint maesoft com|
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content-type
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Figure 16.23: Selecting IDP servers

3. Further, go ahead and upload the document in the Body section(see Figure 16.24).

Headers

COPY . B Text editor

content-type ” multipart/form-d | (-:—)

Header name | Header value | @

@ Add

Body

ADD FILE PART | | ADD TEXT PART | PREVIEW

Content type (Optional)

Field name

file | Choose file S

StandardPurchaseOrder.jpg (141833 bytes)

Figure 16.24: Upload document to test
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4. Next, in order to generate security credentials go to Access Management in Anypoint Platform
to build a Connected App(see Figure 16.25).

O Access Management

Access Management
Create App
Users
Teams Name *
Roles idpConnectedApp /|
Environments
Type

Business Groups

) O App acts on behalf of a user
Multi-factor Auth Authorized by a user to act on their behalf.

Identity Providers

Acts on its own behalf without impersonating a user. The app can

App acts on its own behalf (client credentials)
Client Providers @

only be used in this organization.
Audit Logs

Connected Apps

External Access

Scopes

Composer Sync | New |

Trusted Domains | New

Subscription .
This connected app doesn't have any scopes yet.

Runtime Manager

Object Store
Cancel Add Scopes Save

Figure 16.25: Creating a new connected app

5. Add scopes in the Document Actions and select your Business Group(see Figure 16.26).
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= O Access Management

Access Management
Users

Teams

Roles
Environments
Business Groups
Multi-factor Auth
Identity Providers
Client Providers
Audit Logs
Connected Apps
External Access

Composer Sync New

Trusted Domains | New

Subscription

Runtime Manager

Object Store

Update App

Owner

[ Akshata Sawant (username: stgxdevrelakshata) Q y
Name *

‘ idpConnectedApp oo |
1D

bec86f62cde24407ba8fc18b9de1c700

Secret *

. shoffll |

Scopes Business Groups

Document Actions

Execute Published Actions @ Salesforce

OpeniD

Profile @

il

Figure 16.26: Connected app configuration

6. Once your Connected App is ready, save ID and Secret. We will use them for testing out
Document Action API in Anypoint Exchange.

7. Add the Client ID and Client secret. Select Advance settings. Choose Credential location as
Authorization Header, generate a token, and hit Send (see Figure 16.27).
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Credentials

OAuth 2.0

Response type

Client credentials Vv

Client id

@|

Client id is optional for this response type
Client secret

0000000000000 000000ROOROORORS o |

—° Advanced settings

Access token URI

| https://stgx.anypoint.mulesoft.com/accoul

Scopes
Scope value

® |

Credentials location

Authorization header Vv |

Current token

1c77b416-dcdf-40f7-8eed-174f118c1361

Refresh access token

Figure 16.27: Add IDP credentials

8. You will receive a response as 200 OK along with Document Id and Document name in the
response payload(see Figure 16.28).
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Created Time: 4843 ms :

"id": "4dbc7752-9571-49c0-9d78-dc
023ecf580e",

"documentName'": "StandardPurchase
Order.jpg"
}

Figure 16.28: Document action response

9. Save the Document Id to further test the GET endpoint.
10. Now let us go ahead and test out the GET endpoint based on the execution Id.
Select the GET method. Enter Exceution Id and enter the security credentials similar to post endpoint.

Hit Send(see Figure 16.29).

= (X Exchange B Sdestorce ~ @ @
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SPECIFICATION ons/65a34eB6-3576-47b6-be33-838dda fb737d/versions/1.0.0/execut ions/ {executionTd} Pitps{8p-rtus-esst-Letgx srypoin mulesor.. V|

Summary. Gets a document exécution status
hitpsiffidp=rlus-gaet-Lelgn.anypainl.miesoft comf

cBBBI700cHactions/68534800-9576-4706-bo338

671-49¢0-8478- dc023001580¢

Hide
executionld
String  Requued il
‘| Adbe7752-9571-49¢0-978-dc02Jeci5800

Respansas

200

Sues

e i 7

« Tvoes v

Figure 16.29: Get IDP execution ID

You will get a 200 OK response and a payload containing the extracted information from the
document(see Figure 16.30).
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oK Time: 1337 ms ~ :

{

“id": "4dbc7752-9571-49¢c@-9d78-dc
@23ecf580e",

"documentName": "StandardPurchase

Order.jpg",
“status”: "MANUAL_VALIDATION_REQU
IRED",
"pages": |
{
"page": 1,
"fields": {
"shipVia": null,
“fob": null,
“carrier": null,
“tax": {
"value": "Rs., 27.50"
}t

"purchaseOrderDate": {

"value": "11 August 2023"
}i
"purchaseOrderNumber*: {
"value": "@1"
+
"paymentTerms": null,
"deliveryDate": null,
"requiredByDate": null,
"subtotal": {

"value": "Rs. 1100.00"
}!
“total": {

"value": "Rs. 1@55.00"
}i
"amountDue": {

"value": "Rs. 1@55.00"
Y
"signatures": null,
“"emails": null,

Figure 16.30: IDP document action response

In this section, you've learned about IDP and automations with IDP. We've also learned how to create
your first document action and testing your first document action. Further, you can go ahead and
integrate IDP with RPA and Anypoint Platform for end-to-end automation.

In the next section, you’ll learn about Agentforce and how to integrate Mule APIs with agentforce
for seamless integrations.
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Integrating Mule APIs with Agentforce

Before getting into Agentforce, let us learn about Agents
AT agents are made possible through the emergence of large language models (LLMs).

But LLMs alone are not sufficient to implement agents. They have a number of limitations, including:

o Lack of access to private data

« No built-in ability to take action

For example, they can’t open a support ticket, change the shipping address of an order, update an
opportunity record, or change the price of a product.

Hence, a new software paradigm, Agents.

Let us now learn capabilities of an agent:

o Agents bridge the gap between LLMs and practical business use cases

o With this new paradigm, software is no longer built as full-fledged applications but as a collection
of granular building blocks these building blocks are referred to as actions (for example, “Locate
Order” and “Change Order Address”)

e And these actions are clubbed under functional areas called topics (for example,
“Order Management”).

o Agents have access and knowlegde of your Enteprise Data

o but at the same time these agents are bounded by guardrails which defines what an agent can
do or cannot do

« And most importantly, these agents are secured by Einstein Trust Layer.

In other words, an agent is a software system that uses an LLM’s language and reasoning abilities to
orchestrate a collection of actions within a specific domain.

Introduction to Agentforce

Salesforce Agent force brings humans together with autonomous agents that are powered by Al data,
and action.It provides the features and tools you need to create, customize, and deploy trusted agents
which are Integrated, Easy to deploy, customizable, trusted and scalable and hosted in open ecosystem.

Agentforce also supports other innovative AI applications, complete with the right guardrails
and supervision
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Building intelligent integrations

To invoke a MuleSoft API as a Agent Action, the easiest method is through External Services. However,
as of Salesforce Release Spring 2024, Agent actions can be triggered via Flow, Apex Classes, and Prompt
Builder. Future updates will introduce more Agent action options, such as directly invoking external
services from Agentforce.

Now, let’s go through a step-by-step procedure for building intelligent integrations(see Figure 16.31):

1. Get your MuleSoft API ready

2. Create your Named Credentials
3. Import MuleSoft APIs as External Services
4. Trigger External Services with Flow/Apex
5. Create Agent Actions
Figure 16.31: Flow of Mule APIs with Agents
Summary

This chapter explores the power of Al and automation with MuleSoft, focusing on tools like Composer,
RPA, and IDP. MuleSoft Composer enables no-code integrations for syncing and transforming data
across systems. RPA automates repetitive tasks, while IDP uses Al to extract and process document
data seamlessly.

Agentforce bridges AI and business use cases, enabling secure, intelligent integrations. It orchestrates
MuleSoft APIs as agent actions through flows or Apex, enhancing automation. With these tools, you can
simplify processes, optimize productivity, and build scalable, AI-driven solutions for smarter workflows.



Questions

Throughout this book, you've explored MuleSoft, APIs, Integration, and AI—key concepts that form
the foundation of your MuleSoft journey. While these ideas provide a strong starting point, excelling
in this field requires hands-on experience with these tools and capabilities. Starting out might feel

overwhelming, but with persistence and a solid grasp of the fundamentals, you're sure to succeed.

Questions
Take a moment to answer the following questions to serve as a recap of what you just learned in
this chapter.

1. What is MuleSoft Composer, and how does it simplify integrations?

2. What are the primary benefits of using MuleSoft RPA?

3.  How does Intelligent Document Processing (IDP) enhance automation?

4. What is Agentforce, and how does it utilize Al for integration?

5. How do Agentforce guardrails ensure secure automation?

Answers

1. MuleSoft Composer is a no-code platform in the Salesforce ecosystem that connects and integrates
systems like Slack, NetSuite, and Workday. It simplifies data synchronization, transformation,
and integration by using pre-built connectors and intuitive flow-building tools.

2. MuleSoft RPA automates repetitive tasks, saving time and reducing human error. It integrates
with Anypoint Platform and MuleSoft Composer, allowing automation assets to be reused
across applications, streamlining data and app integration.

3. IDP extracts and processes information from documents using AI tools like AWS Textract and
Einstein Al It automates data capture, integrates results with MuleSoft and RPA, and allows
customization with prompts and reviews for end-to-end document automation.

4. Agentforce is a Salesforce platform that combines AI, data, and actions to create secure,
autonomous agents. It integrates with MuleSoft APIs to trigger actions like updating records
or managing orders, using flows, Apex classes, or external services.

5. Guardrails are natural language instructions that set limits on agents behaviour. They ensure

that the agent do no hallucinate or cross it’s boundaries, give vague answers or ask any
sensitive information
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